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		Introduction

		Graphs are a common way of presenting information. However, like any other type of representation, graphs rely on shared understandings of symbols and styles to convey meaning. Also, graphs are normally drawn specifically with the intention of presenting information in a particularly favourable or unfavourable light, to convince you of an argument or to influence your decisions.

		
			Learning outcomes

		

		After studying this Unit you should be able to:

		
				Explain in English and by using examples, the conventions and language used in graph drawing to someone not studying the course

				Use the following terms accurately, and be able to explain them to someone else: ‘time-series graph’, ‘conversion graph’, ‘directly proportional relationship’, ‘“straight-line” relationship’, ‘gradient’, ‘intercept’, ‘x-coordinate’, ‘y-coordinate’, ‘coordinate pair’, ‘variable’, ‘independent variable’, ‘dependent variable’, ‘average speed’, ‘velocity’, ‘distance-time graph’

				Draw a graph on a sheet of graph paper, from a table of data, correctly plotting the points, labelling the graph and scaling and labelling the axes

				Draw and use a graph to convert between a quantity measured in one system of units to the same quantity measured in a different system

				Write down the formula of a straight-line graph, and be able to explain, using sketches, the meaning of the terms ‘gradient’ and ‘intercept’

				Comment critically on a graph by carefully reading out information

				Explain how a distance-time graph could be used to plan a journey

				Explain and use the mathematical relationship between distance, time, average speed and the gradient of distance-time graph

				Construct a distance-time graph from a narrative account of a journey

				Draw correctly, use and interpret distance-time graphs

				Draw, interpret and use distance-time and position-time graphs in a specific context

				Record how you tackle mathematical problems

				Comment on the usefulness of tables and graphs for different purposes

		

	
		1 Introduction

		1.1 A shared understanding

		All representations (including graphical ones) rely on shared understandings of symbols and styles to convey meaning. Like maps, graphical representations stress some features and ignore others. As you work through this Unit, bear in mind that graphs are selective representations of information. When you come across different graphs ask yourself what is being stressed and what is being ignored.

		In the newspapers, you are likely to find graphs used to present all sorts of information: how the number of people who are jobless or homeless is changing; how interest rates and share prices are varying; how support for different political parties has changed.

		It is easy to be seduced by graphs. They have an air of authority which defies you to challenge them. After all, many graphs used by the media have been drawn from data collected by reputable survey organisations. The graphs apparently simply show trends, variations, peaks and troughs as they are. However, no graph is simply a neutral representation of facts. All graphs are drawn from some point of view, drawn this way rather than that for a particular purpose. That is to say, someone has made some choices about how the graph should look. When you are faced with just a single graph, however, the choices may not be evident. One reason for knowing about a variety of types of graph, therefore, is to be more aware of what could have been drawn, when faced with what was drawn.

		So an important message is that no graph is a value-free representation. Even if the intention is to present information in as unbiased a way as possible, that is itself a point of view. But some graphs will have been drawn specifically with the intention of presenting information in a particularly favourable or unfavourable light, to convince you of an argument or to influence your decisions. So take care when you are reading graphs that you are not misled or, perhaps more to the point, so that you do not mislead yourself. And when you are drawing your own graphs, you need to be clear about how you present your information to others so that your intentions are not misinterpreted or misunderstood.

		As the American writer James Thurber put it: ‘Get it right or let it alone. The conclusion you jump to may be your own.’ (James Thurber (1956) Further Fables for Our Time, New York)

		1.2 About the Unit

		This Unit teaches on drawing and interpreting graphs. It has eight sections, each dealing between them with 4 different types of graph. You will need to draw some graphs, so make sure you have a flat surface to work on. You will also need to have centimetre graph paper and your calculator to hand as you study the material.

		
						Section 3 is based on a video band, ‘Single-track minders’. This is split into four separate viewing sessions, each followed by an activity. You should expect to spend up to about thirty minutes on some of the activities. You may want to watch the video all the way through first, and then go back and watch the appropriate section again before trying the associated activity. These activities require you to draw graphs and make some calculations, so make sure you have some graph paper and your calculator with you at this point.

		
						Section 4 is the calculator book section. At the end of this section, you will be asked to complete a Learning File and Handbook activity. You will find it useful to have completed your response to earlier activities to tackle this activity successfully. The activity may also be useful for part of the assessment of this Unit.

		
			
				Graph paper is required for Sections 1, 2 and 3.
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				Activity 1: Organising your study

			

			Before you start, take a few minutes to plan and organise your study of this Unit. If it is helpful, use the printed planning sheet.

			Remember to consider the assessment and your overall study plans. What aspects of your study technique do you want to concentrate on as a result of your own review?
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		2  Every picture tells a story

		The main aim of this section is to give you practice in reading, interpreting and drawing a variety of graphs created for many different purposes.You will need graph paper for this section.

		Graphs occur in all sorts of different contexts and applications. Graphical representations can be used to show profiles of height plotted against distance for sections of the Peak District walk, for example. This section looks at three sorts of graphs: time-series graphs, conversion graphs and mathematical graphs.

		A time-series graph shows how a measured quantity changes with time. This is one of the most common graphical forms. Time-series graphs can be used to look for trends in the way things change over time in order to predict what might happen in the future. Or they may indicate changes in trends which invite investigation and explanation.

		Conversion graphs, as the name suggests, are drawn to give an easy way of converting between a quantity measured in one system of units, and the same quantity measured in another. So you can use conversion graphs to change unfamiliar units into ones you know, such as converting perhaps from degrees Celsius to degrees Fahrenheit, changing millilitres into fluid ounces, or converting miles into kilometres.

		One of the contexts in which you will meet graphs is within mathematics itself. Graphs are used not only to show how physical quantities change with respect to each other-how the height of a hillside changes with distance, for example, or how a person's temperature changes with time-but are also used to represent mathematical relationships. And as you get used to the idea, you can use graphs to explore the mathematical relationships themselves.

		You will find, however, that the language and conventions of graphs remain pretty much the same whatever the graph is used to represent.

		The final subsection looks more critically at graphs and encourages you to begin to move from looking at a particular graph to looking through the graph: looking beyond the actual lines to raise questions about the choices that have been made in drawing the graph, to ask why a particular graph looks the way it does.

		
			
				Activity 2: Learning about graphs

			

			You have just read a brief description of what this Unit is about. Imagine you have been asked to explain to a small group of people involved in market research work how to draw a graph, and how to extract information from a graph. They need to have some knowledge of graphs and graph drawing for their work, but some of them feel unsure about anything to do with graphs and numbers.

			You have a wide variety of methods available to help you in your task. For example, you could use written instructions, activities, demonstrations, audio work and calculator exercises.

			Plan which methods you might use to help this group and say why you would use those particular techniques.

			Although you should make a start, you do not need to complete the activity at this point. You can come back to it again later. Towards the end of this Unit you will be asked to review your choices.
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		3 Time-series graphs

		3.1 Introduction

		
			The time-series plot is the most frequently used form of graphic design. With one dimension marching along to the regular rhythm of seconds, minute, hours, days, weeks, months, years, centuries, or millennia, the natural ordering of the time scale gives this design a strength and efficiency of interpretation found in no other graphic arrangement.

			(Tufte, E. (1983) The Visual Display of Quantitative Information, Graphics Press, Connecticut, p. 28)

		

		Graphs which show how a measured quantity varies as time changes are called time-series graphs. In a time-series graph, the horizontal axis represents the ‘regular rhythm’ of time in appropriate Units and the vertical axis represents the quantity that varies over time.

		Time-series graphs are favourites of the media, particularly newspapers. They are useful tools of comparative analysis, and are frequently used in support of particular arguments.Figure 1 comes from an article in a national newspaper relating changing levels of crime and drug abuse; Figure 2 appeared in an article critical of the government and shows the changing support (in 1995) for the three largest political parties in the UK; Figure 3 was found on the financial pages of a newspaper – it shows how exchange rates and stock market prices varied over three months.

		
			[image: This figure comes from an article in a national newspaper relating changing levels of crime and drug abuse.]
		

		
			
				Figure 1: Crime and drug abuse
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			[image: This figure appeared in an article critical of the government and shows the changing support (in 1995) for the three largest political parties in the UK.]
		

		
			
				Figure 2: Support for political parties
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			[image: This figure was found on the financial pages of a newspaper; it shows how exchange rates and stock market prices varied over three months]
		

		
			
				Figure 3: Financial indicators
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		Time-series graphs should not be looked at in isolation from the context in which they appear. If a graph appears in a newspaper article, for example, it usually has a very specific role to play in supporting the argument being put forward by the writer. Remember that someone has chosen to include that particular graph; someone has chosen how the graph should look; and someone has chosen what information should be included on the graph and what should be ignored. Like the text in which it is embedded, the time-series graph does not appear by accident. It is there to reinforce visually the story the author wants to tell.

		One use of time-series graphs is to keep track of how a quantity is changing so that an assessment or prediction can be made. In health care, for example, graphs of how a person’s temperature varies with time can give indications both of the general health of the individual and act as a guide to specific physiological events.

		3.2 Time-series graphs: an example

		
			[image: This figure shows a time-series graph of a woman’s temperature over her menstrual cycle, published in a pregnancy guide.]
		

		
			
				Figure 4: Temperature over the monthly menstrual cycle
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						Figure 4 shows a time-series graph of a woman’s temperature over her menstrual cycle, published in a pregnancy guide. Each point on the graph represents the temperature taken first thing in the morning. The points are joined by straight lines to give an overall visual indication of the temperature variation over the month. These lines contain no extra information about temperature, however. Since temperature is measured only once each day, the lines do not represent the woman’s actual temperature during the intervening 24 hours, but instead reflect an assumption that the temperature does not vary wildly between measurements.

		The important function of this graph is to show the way a woman’s temperature changes over her monthly cycle. You can see that the temperature does not stay at the ‘normal’ body temperature of 37°C, but varies from a minimum of about 36.6°C at the beginning of the cycle to a peak of about 37.1°C near the end, a range of about 0.5°C. Since the variation is small compared with the average temperature, the vertical axis of the graph does not start from zero but covers only the temperature range that normally occurs.

		Plotting the graph at this scale shows up variations as small as 0.1°C. which would be lost if the scale covered a wider range. At this level of detail, the time-series graph shows quite clearly the rapid rise (relatively) in temperature that signals that ovulation has taken place. Since a causal link between ovulation and temperature rise has been established by medical research, a woman plotting her daily temperature as a time-series graph can use it to determine when ovulation has occurred. Thus, she can read out the temperature rise from the graph, and bring other knowledge to bear to read in the interpretation that an egg has been released.

		This interpretation of the graph also relies on the accuracy with which the temperature readings have been taken and plotted. In this case, the thermometer must be a special ‘fertility’ thermometer which will give readings to an accuracy and resolution sufficient to respond to the relatively small changes taking place. If the measurements were accurate only to within say, 0.5 degrees, or if the graph scale itself did not allow you to plot points any more accurately than to within 0.5 degrees, then the fine detail of the temperature variations would be lost and a relatively reliable indication of ovulation would be less likely.

		Time-series graphs give information only at the points that have been explicitly plotted. Even if a line has been drawn joining the plotted points, it can, at best, only represent an informed guess of what is going on between the points. Trends are expressions of confidence that a set of data conforms to some recognisable pattern, rather than being just a set of random and unrelated numbers. A lot of mathematical effort has gone into developing techniques both for interpolation – estimating the values that lie between known points – and extrapolation  – estimating values that lie beyond the range of plotted data. But whatever assumptions are made about long-and short-term trends, the measured data are all there is to go on. This point is brought out by Figure 5.
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				Figure 5: Temperature variation over a day
		

		The daily, or diurnal, temperature variations are similar in men and women.

		Temperature data can be plotted as a time series, but this time the graph characterises the daily rather than the monthly rhythm of a woman’s temperature variation. After waking, a woman’s temperature rises rapidly, followed by a dip in the afternoon, a gradual climb to a peak in the evening and then a sharp drop during sleep. The variation over a day is about 1.5°C, significantly greater than the monthly variation. In between the adjacent points on the monthly graph, therefore, there is a lot of hidden activity. But notice that the notion of ‘rapid’ and the visual perception of steepness is dramatically altered by the scale chosen for the vertical axis.

		So there is a trade-off. The time-series graph based on a single daily measurement gives no indication of a daily cycle, particularly as it was deliberately taken at the same time each day. On the other hand, readings taken throughout the day will give a more detailed record, but the extent of the daily fluctuations may obscure the single small temperature rise that signals ovulation. Because of the variation of temperature over the course of a day, temperature measurements must be taken at the same time each day for the monthly series to be meaningful. Taking a morning reading one day and an afternoon reading the next could indicate a misleading temperature rise. Similarly, temperatures quoted on their own can be a misleading guide to a woman’s general state of health; a temperature higher than 37°C may indicate a slight fever if it is recorded in the morning, but not if it is recorded in the evening or after ovulation. This is, of course, one of the difficulties – body temperature rises for a variety of reasons.

		3.3 Time-series graphs: summing up

		So time-series graphs must be read with care. Adopt a questioning attitude when you are faced with a graph. Look carefully at the vertical axis to see just what the range of variation is, and at the horizontal axis to see what time intervals have been chosen. Ask yourself about the significance of this choice – what might be going on between each plotted point?

		You might question whether the plotted variation is significant or whether it is the result of expected fluctuations. What about the accuracy of the figures, and the accuracy with which they have been plotted? Look at the line of the graph itself, if there is one. Points will not always be joined by straight lines – ask yourself what assumptions have been made about the progression from one time point to the next.

		Now try the next activity. You are asked to perform a mathematical task in another example of an application of graphs. Tasks such as this are common choices for psychological experiments.

		
			
				Activity 3: Study patterns

			

			In 1916, a study conducted on a class of psychology students at the University of California revealed a variation of study efficiency over the day. A group of 165 students were asked to give their preferred hours of study, and then undertook five repetitive memory tasks at one-hour intervals over three consecutive days. The tasks tested their ability to remember short sequences of numbers, to substitute numbers for symbols, to recognise geometrical figures, and to remember simple ideas.

			A composite measure of efficiency was calculated for the group each hour. The results are given in Table 1. Column 1 gives the time of day, column 2 gives the corresponding relative efficiency measure, and column 3 lists the numbers of students preferring to study at that time of day.

			Using your calculator, display the study efficiency data as a time-series graph. Which plotting window is appropriate to display this data?

			Enter and display the study-time preference data as a time-series graph on your calculator.

			What conclusions can you draw from these graphs about the study patterns of the students? Would your own study pattern fit into this picture? Note down your response.

			Discussion

			
				[image: ]
			

			
				
									Figure 6a shows the study efficiency data and Figure 6b shows the preferred study time, with each plotted against the time of day (using the 24-hour clock).
			

			Students in the study preferred to work between 8 am and 10 am. The time-series graph shows that efficiency dropped markedly in the early afternoon. This dip also appears in other studies and seems to be independent of whether or not the subjects had a midday meal. The points on the graphs are connected by straight lines (they also could be connected by a smoothly curving line), indicating that no sudden changes are expected between the data points. From your own experience is this a reasonable assumption?

			The graphs suggest that the preferred hours of work do not reflect the times of greatest ability (in terms of study efficiency), since the afternoon is unused. This may mean that students were unaware of the potential of the afternoons for studying, or simply that they preferred to do something else. What are your study patterns and preferences?

			End of discussion

		

		
			
				Table 1: Preferred hours and study performance for the student group
		

		
			
				View table
			

		

		(Based on Palmer, J.D. (1976) An Introduction to Biological Rhythms, Academic Press, London, p. 142)

		Here you have been reading about graphs; you were asked to consider ways of making interpretations from them and have used your calculator to display a graph. Look back to Activity 2 and note briefly which methods you feel are most useful in learning about graphs.

	
		4 Graphical conversions

		4.1 Introduction

		The term ‘conversion graph’ describes a graph used to convert a quantity measured in one system of units to the same quantity measured in another. For example, you can draw up a conversion graph to convert temperatures expressed in degrees Celsius to temperatures expressed in degrees Fahrenheit; to convert liquid volumes expressed in pints to the same volumes expressed in litres; to convert a sum of money expressed in one currency to the same amount expressed in a different currency.

		One way to convert one measurement into another is by using mathematics. In this case you need to use the map scale to convert between distances and areas on the map and on the ground. The relationship you need has the general form

		Case study

		measurement on the ground = some number x measurement on the map.

		For your 1 : 25 000 map, the relationships between distances and areas are

		Case study

		distance on the ground = 25 000 x distance on the map

		and

		Case study

		area on the ground = (25 000)2 x area on the map

		where, in each case, the map and ground measurements used the same units.

		Now these relationships are expressed as formulas, but you can represent the same information graphically. Representing things in a different way can offer a new perspective and a new way of thinking about a relationship. Often it is helpful to move between different viewpoints and different representations when you are trying to understand a problem. Figure 7 shows the relationship between distances in the form of a graph.
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				Figure 7: Graph of ground distance against map distance
		

		Look at the way Figure 7 has been constructed. By convention, the map distance – which is what you know – is plotted along the horizontal axis, and the ground distance – which is what you want to find out – is plotted along the vertical axis. The axis of a graph is rather like a map. The axis represents a quantity (such as temperature, distance, time). The scale of the axis, like the scale of a map, relates the distance along the axis from the origin to the amount of the quantity. Notice the scales and the labels on the axes. Map distances are conveniently measured in centimetres, but ground distances are more conveniently quoted in kilometres. So in this case the scale on the horizontal axis relates to a measurement in centimetres and the scale on the vertical axis relates to a measurement in kilometres.

		The labels on each axis tell you about the thing that is measured, and the units it is measured in. So the horizontal axis is labelled ‘Map distance/cm’, and the vertical axis is labelled ‘Ground distance/km’. Notice that there is an oblique line between the quantity and its units: ground distance divided by kilometres, and map distance divided by centimetres. This means that the numbers along the horizontal and vertical axis are ratios – pure numbers – which can be added, subtracted, multiplied or divided without worrying about their units.

		Remember that quantities with units are the result of measurements taken in the real world. When you draw a graph you are not dealing with actual kilometres or centimetres but with their representations as lengths along the axes of the graph. You can perform calculations with the numbers to make predictions about the material world. But when you go back to that world, remember to restore the units, so that the numbers relate once again to actual measurable distances.

		Returning to the formula for the conversion graph, recall that the starting point is a scale relationship which links map distance to ground distance, when both are measured in the same units. If the units are centimetres, you have

		Case study

		ground distance in centimetres = 25 000 x map distance in centimetres

		But how to convert from a map distance measured in centimetres to a ground distance measured in kilometres? This changes the formula slightly.

		There are 100,000 centimetres in a kilometre, so to convert from centimetres to kilometres divide by 100,000. The formula becomes:

		
			[image: ]
		

		Whatever the map distance is in centimetres, the ground distance in kilometres can be found by multiplying by 0.25. Mathematically, the ground distance is said to be directly proportional to the map distance. This means that ground distance is found simply by multiplying the corresponding map distance by some fixed number, known as the constant of proportionality. Another way of expressing this is the fact that the ratio of ground distance to map distance is constant (and equal to this constant of proportionality).

		Case study

		ground distance (in km) / map distance (in cm) = 0.25

		4.2 Graphical conversions: drawing a straight-line graph

		This means, for instance, that if you double one value, the effect is to double the other, and if you third one value, the upshot is that the other is divided by three as well. And the fact that the relationship is directly proportional has an important consequence for the graph-it will necessarily be a straight line.

		Only two points are needed to draw a straight-line graph. Choosing one of the points is straightforward, it is the origin of the graph. Why? Because zero distance on the map corresponds to zero horizontal distance on the ground. So one point of the graph here must have the coordinates (0, 0). But this will not always be where the two axes meet. Remember from Figure 4, that not all graphs are drawn with the vertical axis scale starting at zero. This is the same for any distance or length conversion (and others such as area, or weight, or volume).

		The other point can be chosen so that it fits conveniently into the range you want the graph to cover.Figure 6 shows map distances up to 5 cm, corresponding to ground distances up to 0.25 × 5=1.25 km. So the second point can be placed at the top end of the scale at (5,1.25). In fact, the further the second point can be placed from the origin the better, because inaccuracies in drawing the graph are reduced.

		Look at Figure 8a. Here the second point is very close to the origin. Any inaccuracy in plotting this point or in drawing the line through the point will be magnified significantly at the end of the range. As a result, the graph will become less accurate the further you move from the origin. If the second point is put as far away as possible, as in Figure 8b, any drawing inaccuracy will result in lower errors over the range of the graph.
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				Figure 8: Effect on accuracy of the position of the second point of a straight-line graph
		

		A straight line links the points (0,0) and (5,1.25) on Figure 7 and represents the proportional relationship between map and ground distances.

		4.3 Graphical conversions: How do you use the graph?

		Look at Figure 9. Start with the map distance on the horizontal scale, move vertically up until you reach the line, then move horizontally until you reach the vertical axis. The number at that point will give you the corresponding ground distance in kilometres.
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				Figure 9: Converting between map distances and ground distances
		

		You can also use the graph to go from ground distance to map distance. Find the particular ground distance on the vertical scale, move horizontally across to the line and then move vertically down until you reach the horizontal scale. You can then read off the corresponding map distance in centimetres. If you could be bothered to do it – and had unlimited time (like forever!) – you could have drawn the same graph by working out every possible ground distance for every possible map distance between 0 and 5 cm, and plotting each coordinate pair. But the results of all those countless, individual, specific calculations are automatically included in just one straight line drawn using the knowledge that the relationship is a directly proportional one. A mathematical formula generalises a relationship by containing markers – words or symbols – which you replace by numbers for specific calculations. Likewise, a graph generalises the results of individual calculations, indicating by means of its shape the corresponding values in a relationship. A graph, therefore, represents the general form of a directly proportional relationship as well as allowing you to handle specific examples.

		
			
				Activity 4: A litre of water …

			

			When the metric system of weights and measures was introduced in the UK, the government information campaign included the rhyme: ‘A litre of water’s a pint and three-quarters’, to help people remember the conversion factor. The conversion constant is not specific to water (it merely helped the rhyme) and can be used for any fluid.

			
					
					With the campaign slogan in mind, draw a graph on graph paper to convert between pints and litres. Use your graph to find (a) how many litres correspond to 3 pints, and (b) how many pints correspond to 4 litres.

				

					
					Using the fact that there are 8 pints to 1 gallon, find the conversion factor between gallons and litres, and draw up a table of gallon/litre equivalents. Do you think it would be more helpful if you used a conversion graph rather than a table? Write down any advantages or disadvantages you can think of.

				

			

			Discussion
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					Figure 10: Graph to convert between pints and litres
			

			Figure 10 shows a graph to convert between pints and litres. 1 litre is about 1.75 pints (actually, a litre is closer to 1.76 pints, but stick with the rhyme!), so to be able to convert 4 litres, the scale along the horizontal axis of the graph needs to extend to at least 4×1.75=7. The graph has been drawn slightly bigger than the minimum size with the horizontal scale representing 0 to 10 pints and the vertical scale representing 0 to 5 litres. The graph was constructed by drawing a straight line from the origin (0,0) to the point (8.75, 5), representing the equivalence between 5 litres and 8.75 pints. You may have chosen different point and/or scale. Make sure that your graph has a title, and that the axes are scaled and labelled clearly and correctly.

			From the graph, 3 pints is equivalent to just over 1.7 litres, and 4 litres is equivalent to 7 pints.

			8 pints is equivalent to about 4.6 litres. So the conversion relationship is 1 gallon=4.6 litres.

			Here are some ideas about the pros and cons of tables and graphs. Tables are easy to use and hold a lot of information in a compact way. But they do not give any visual impression of the general mathematical form of the relationship in the way that graphs do. In principle, graphs drawn from formulas can be used to convert between any two equivalent values, provided that the values lie within the range of the graph. Tables give only selected pairs of values, intermediate values have to be estimated. You may have thought of some other points.

			End of discussion

		

		Recall that two quantities being directly proportional to each other – such as map and ground distances, or pints and litres – means the amount of one is found simply by multiplying the other by a fixed conversion number. In Activity 4, for example, the formula describing the relationship (according to the rhyme) is:

		Case study

		volume in pints = 1.75 x volume in litres.

		The number 1.75 is the constant of proportionality. It relates a volume measured in pints to the same volume measured in litres, and strictly it has units itself. In this case, the units are ‘pints per litre’.

		4.4 Graphical conversions: How is the constant of proportionality represented on a graph?

		One of the main features of a straight-line graph is that the line has a constant slope. The gradient of the slope is numerically equal to the constant of proportionality. For a 1 : 25 000 map, the constant of proportionality between ground distances in kilometres and map distances in centimetres is 0.25 km per cm. So the gradient of the corresponding graph is 0.25.

		A similar relationship holds for a 1 : 50 000 map. In this case, 1 cm on the map corresponds to 0.5 km on the ground, so the constant of proportionality is 0.5 km per cm and the gradient of the corresponding graph is 0.5. The steeper gradient says, in effect, that you get more kilometres for your centimetres on this map.

		In general, therefore, if the line passes through the origin of a straight-line graph, then the gradient of the graph links the values on the horizontal and vertical axes. The relationship is:

		Case study

		value on vertical axis = gradient x value on horizontal axis

		Different constants of proportionality give straight-line graphs with different gradients. The steeper the gradient, the greater the value on the vertical axis for a given value on the horizontal axis. Changing the scale on the vertical axis has an effect on the visual perception of steepness. Choice of scale can have a profound effect on the visual impact of a graph. But numerically, the gradient of the graph is unchanged by a simple change of axis scale.

		
			
				Activity 5: Converting to metric

			

			If you were to draw graphs to convert from (a) pounds to kilograms (1 pound = 454 grams), or (b) miles to kilometres (1 km = 0.621 miles), what would be the gradient in each case?

			Make a quick sketch of the conversion graph in each case.

			Did you find making the sketches helped you to answer the question? Or did you find they made the task more difficult? Make a few brief notes to record your response.

			Discussion

			One pound is equivalent to 0.454 kg. So the conversion graph will go through the points (0,0) and (1,0.454), as in Figure 11a. The gradient is
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			A distance of 1 km is equivalent to 0.621 miles. So the conversion graph will pass through the points (0,0) and (0.621,1), as in Figure 11b. The gradient is
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					Figure 11: Graphs to convert between (a) pounds and kilograms, and (b) kilometres and miles
			

			End of discussion

		

		For many measures like those in Activity 5, a conversion graph will be a straight line starting at the point (0,0), because zero on one scale of measurement will also be zero on another. But this is not true for all measurement scales. Temperature, for example, can be measured using different scales which do not share the same zero point, because a temperature of zero degrees can be defined in different ways. Zero degrees Celsius, for instance, does not mean ‘no heat’.

		For everyday use, most people tend to think in terms of either the Fahrenheit or the Celsius (or centigrade) scales. Which do you use? When you hear temperatures given in a weather forecast in degrees Celsius (written as  °C), do these mean much to you, or do you try to get a feel for how hot or cold it is going to be by converting to degrees Fahrenheit (written as  °F)? Older cookery books and ovens often quote temperatures in degrees Fahrenheit, whereas modern ones use degrees Celsius. How would you convert between the two temperature scales? What mental picture of the two scales would you use?

		
			Celsius and Fahrenheit

			The Celsius, or centigrade, temperature scale is named after Anders Celsius, a Swedish scientist who first devised a form of this scale in 1742. The word ‘centigrade’ means ‘one hundred steps’, and refers to the fact of expressly choosing 100 equal divisions between the boiling and freezing points of water.

			Daniel Fahrenheit (1686–1736) was a German scientist who developed the first thermometers using the expansion of alcohol and mercury to indicate temperature.

		

		The Celsius scale is defined in terms of the freezing and boiling points of water (at a particular standard air pressure). When water starts to freeze and form ice, its temperature is defined to be 0°C; when it boils and forms steam, its temperature is defined to be 100°C. Thermometers are calibrated using these fixed points – they are made so that they read 0 C when they are immersed in freezing water and 100°C when they are immersed in boiling water.

		The Fahrenheit scale was originally set up by taking 0°F as the freezing temperature of a mixture of ice water and salt and 96°F (later adjusted to 98.6°F) as the ‘normal’ temperature of the human body. On this scale, pure water freezes at 32°F and boils at 212°F.

		
			Kelvin

			In science, temperatures are often quoted using the absolute or Kelvin scale on which zero (the so-called absolute zero, the lowest temperature theoretically possible) corresponds to about -273°C, or about -460°F. Here, zero on the Kelvin scale does mean ‘no heat’.

		

		4.5 Graphical conversions: How would you go about drawing a graph to convert from one scale to the other?

		First you need some data about corresponding temperatures on each scale. In the case of Celsius and Fahrenheit, there are two fixed points of reference: the freezing and boiling points of water. On the Celsius scale, the freezing point is defined to be 0°C; on the Fahrenheit scale, the freezing point is 32°F. So if you plot degrees Celsius on the horizontal axis and degrees Fahrenheit on the vertical axis of a graph, the freezing point of water is represented by a point with the coordinates (0,32).

		You can also relate the corresponding values at which water boils. On the Celsius scale, 100°C is defined to be the temperature at which boiling occurs; on the Fahrenheit scale, boiling occurs at 212°F. So on the graph the boiling point of water is represented by the point (100, 212).

		The two fixed reference points are plotted in Figure 12 and joined by a straight line. This graph enables you to convert any temperature value between 0 and 100°C on the Celsius scale to the corresponding temperature value between 32 and 212°F on the Fahrenheit scale, and vice versa.

		
			[image: ]
		

		
			
				Figure 12: Temperature conversion
		

		
			
				Activity 6: Temperature conversion

			

			Use the graph in Figure 12 to find the values corresponding to 15 °C and 200 °F.

			
				
					
					Show
              discussion
				

			

		

		If you extend the graph above and below the reference points you can convert from any temperature value on one scale to the corresponding value on the other. This is useful if you want to extend the range of the graph, so that you can use it for temperatures that are below the freezing point, or above the boiling point, of water. Extending a graph beyond the known values is called ‘extrapolation’. How do you know that the extrapolated graph will continue to be a straight line for all temperatures on the two scales? It will be so, because the relationship between the Celsius and Fahrenheit scales is not a matter for experiment, it is defined to be a straight line for all temperatures.

		
						Figure 12 shows the range of temperatures appropriate for the liquid state of water. However, would this be a good range for the graph if you were drawing a conversion graph for normal air temperatures in Europe?

		Air temperatures in Europe rarely go above 50°C, so there is no point in going as high as the boiling point of water. However, they do go below freezing point. So a range of -50°C to 50°C might be a good starting point.

		
			
				Activity 7: Changing the range

			

			By extending the straight line on Figure 12 below 0°C, draw a graph that you can use to convert from Celsius to Fahrenheit over the range -50°C to 50°C. What is the corresponding range of the Fahrenheit scale?

			Is there any point for which the numerical values on each scale are the same? If you extended the line indefinitely in both directions, how many other such points do you think you would find?

			Discussion

			Figure 13 shows the conversion graph extended to cover the range −50 °C to 50 °C. The corresponding range on the Fahrenheit scale is −58 °F to 122 °F.

			A temperature of −40 °C corresponds to −40 °F. This is the only point over the entire range at which a single temperature reading on the two scales are numerically equal.

			
				[image:           Figure 13: Extended temperature conversion graph]
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			End of discussion

		

		A temperature conversion graph is different from the earlier conversion graphs. The line does not start at the point (0,0) and the relationship between degrees Celsius and degrees Fahrenheit is not a direct proportionality. For example, a temperature of 15°C corresponds to 59°F, but a temperature 30°C does not correspond to 2 × 59°F = 118°F. In fact, it corresponds to 86°F. Doubling the temperature on the Celsius scale, therefore, is not equivalent to doubling the temperature on the Fahrenheit scale, and vice versa. In other words, you cannotexpress the relationship between the scales in the form

		Case study

		 Fahrenheit = some number x degrees Centigrade

		4.6 Graphical conversions: So what is the relationship between the two scales?

		You know that if the line passes through the origin of a straight-line graph, then the gradient of the graph links the values on the horizontal and vertical axes. The general relationship is:

		Case study

		 on vertical axis = gradient x value on horizontal axis

		Now suppose the scale on the vertical axis of Figure 12 is changed by subtracting 32 from each number to produce a new scale. This is illustrated in Figure 14. The Fahrenheit scale and the new scale are very simply related by the formula:

		Case study

		new scale = Fahrenheit scale – 32

		This change of scale on the vertical axis does not affect the gradient.
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				Figure 14: Subtracting 32 from the vertical scale
		

		You can see that, whereas the Fahrenheit scale goes from 32 to 212, the new scale goes from 0 to 180. Now a new straight-line graph can be drawn, as in Figure 15, which goes through the point (0,0) at one end and the point (100,180) at the other. You can work out the directly proportional relationship between the Celsius scale and the new scale by finding the gradient. The relationship is:

		value on new scale = gradient x value on Celsius scale.
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				Figure 15: A directly proportional relationship
		

		4.7 Graphical conversions: What is the relationship between the Fahrenheit and the Celsius scales?

		To determine this, you first need to determine the gradient of the straight line inFigure 11.

		The new vertical scale goes from 0 to 180 as the Celsius scale on the horizontal axis goes from 0 to 100. So the gradient is
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		and the relationship between the scales on the axes is:

		Case study

		value on new scale = 1.8 x value on Celsius scale.	(1)
		

		The formula tells you that there is a directly proportional relationship between the value on the Celsius scale, drawn on the horizontal axis, and the value on the new scale, drawn on the vertical axis.

		You can now get the Fahrenheit scale back simply by adding 32 to the new scale, that is:

		Case study

		Fahrenheit scale = value on new scale + 32.	(2)
		

		Now you need something involving the Celsius scale on the right-hand side of formula (2). (Referencing formulas by numbers in brackets like (1) is part of the conventional style of the ‘written language’ of mathematics. It allows you to refer back to particular ones easily.) Notice that the words ‘value on new scale’ appear in both formula (2) and formula (1). Formula (1) deals with the Celsius scale and relates it to the new scale. The equals sign in formula (1) tells you that the words ‘value on new scale’ and ‘1.8 × value on Celsius scale’ both refer to the same number.

		The words ‘value on new scale’ in formula (2) also refer to this number. Where you get different words or symbols referring to the same thing, you can replace one by another in a formula without changing the formula’s numerical value. So you can replace the words ‘value on new scale’ in formula (2) by the expression ‘1.8 × value on Celsius scale’ from formula (1) to get a new formula:

		Case study

		Fahrenheit scale = 1.8 Celsius scale + 32

		This is the relationship you are looking for between values on the Celsius and Fahrenheit scales: the formula that represents the straight-line graph in Figure 16. You may have come across this relationship in the form of the rule ‘to convert from Celsius to Fahrenheit, multiply by 9 over 5 and add 32’. 9/5 is, of course, equal to 1.8.

		
			[image:         Figure 16: Graph of ‘Fahrenheit = 1.8 × Celsius + 32’]
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		You can see from Figure 16 that the graph crosses the vertical axis at 32. This number also appears in formula (3). It is called the intercept of the graph (it is where the graph intercepts the vertical axis – here it is the y-intercept). The number 1.8, also appearing in formula (3), is the gradient of the graph.

		
			
				Activity 8: Cooking times

			

			A cookery book suggests that the cooking time for chicken in an oven preheated to 180°C is calculated by allowing 20 minutes for each 0.5 kg, plus a further 20 minutes.

			
					
					What is the formula relating the cooking time in minutes to the weight in kilograms?

				

					
					On squared paper, draw a graph to give cooking times in minutes for weights up to 3 kg. What is the intercept and the gradient of the graph? Does this graphical relationship make sense for all weights?

				

			

			A book on microwave cooking suggests that the cooking time for chicken is simply 16 minutes for each kilogram. Draw this graph on the same graph paper and use your graphs to find the cooking times for a 1.6 kg chicken in a conventional and a microwave oven.

			Do not forget to scale and label the axes, and give the graph a title.

			Discussion
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					Figure 17
				
			

			The general formula for the cooking time is

			
				time = (time per kg x weight in kg) + extra time

			

			Allowing 40 minutes per kilogram, plus an extra 20 minutes, gives the formula:

			
				cooking time (minutes) = 40 x weight in kg + 20

			

			This is the formula for a straight-line graph with a gradient of 40 and an intercept of 20. Figure 17 shows the relationship. Now check that the graph goes through the right points. When the weight is zero, the line must cross the vertical axis at 20, the value of the intercept. So one point on the graph is (0,20). Using the cooking time formula you can find another point. A 3 kg chicken will take (40×3)+20=140 minutes to cook. So (3,140) is another point on the graph.

			The relationship is really a rule of thumb that has been found to work reasonably well for small whole chickens up to about 3 kg. Common sense should prevail however, and the rule may not be so useful for very small pieces, where the cooking time may be too long. By itself, the mathematics cannot make decisions for you about what is and is not reasonable. Putting a chicken of zero weight into the oven and cooking it for 20 minutes does not make a lot of sense! The same could be said if you extend the rule too far in the other direction, and try to work out the cooking times for excessively large pieces of poultry.

			For microwave cooking at 16 minutes per kilogram the formula is

			
				cooking time (minutes)16 x weight in kg

			

			The corresponding straight line graph, which starts from the point (0, 0), is also drawn in Figure 17. In the microwave, a 3 kg chicken will take 16×3=48 minutes, so a second point on this new graph is (3,48).

			The cooking times for a 1.6 kg chicken are 84 minutes (or 1 hour 24 minutes) in a conventional oven, and 26 minutes in the microwave.

			End of discussion

		

		4.8: Graphical conversions: summing up

		This section started by looking at conversion graphs which were straight lines passing through the origin of the graph. The intercept in those cases was zero, and only one number – the gradient – was needed to describe the relationship between the quantities plotted on the horizontal and vertical axes. In the more general case, the graph is still a straight line with a constant gradient, but the line no longer goes through the origin. An extra number – the intercept – is used to pin the graph down to a particular location. You can think of a straight-line graph with a fixed slope being able to move vertically up or down, as in Figure 18. You can see that moving the graph vertically upwards increases the intercept, while moving it in a downwards direction decreases the intercept. If the straight line crosses the vertical axis below zero, the intercept is a negative number.
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				Figure 18: Effect of changing the intercept on a straight-line graph
		

		The general straight-line graph is described by the following formula:

		Case study

		value on the vertical axis = gradient x value on the horizontal axis + intercept

		In the examples of conversion between different units you have seen this relationship in two forms:

		
				
				where one quantity is directly proportional to another. The intercept is zero and the graph passes through the point (0,0);

			

				
				where the quantities are related by a straight line, but zero in one system of units does not coincide with zero in another. The graph does not pass through the point (0,0). The formula includes a second fixed number-the intercept-which is the value at which the straight line meets the vertical axis.

			

		

		
			
				Activity 9: Straight-line models

			

			Spend a few minutes to note down some examples of relationships you think can be represented by straight-line graphs. Think about conversions you might make between different sorts of measurements or quantities, think about how bills are worked out. Which are directly proportional relationships and which are not?

			
				
					
					Show
              discussion
				

			

		

	
		5 Mathematical graphs

		5.1 Mathematical graphs: special terms

		Mathematicians use some special terms to talk about graphs. Understanding and feeling confident with this graphical language is as much a part of mathematics as doing calculations, or working with formulas. By convention, the horizontal axis of a graph – the one running across the page from left to right – is often called the ‘x-axis’, and the vertical axis – the one running up the page – is called the ‘y-axis’, as in Figure 19. As a reminder, thex-axis and they-axis are often simply labelled ‘x’ and ‘y’, respectively.
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				Figure 19: The x- and y-axes of a graph
		

		When only positive quantities are plotted, the two axes are conventionally drawn on the left-hand and bottom edge of the graph. However, you might want to plot negative values as well. As Figure 20 shows, both axes can be extended in a negative as well as a positive direction. This follows a mathematical convention about representing numbers as points on a line; on thex-axis, positive numbers increase to the right and negative numbers increase to the left. Similarly, on they-axis, positive numbers increase up the page, and negative numbers increase down the page.
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				Figure 20: Positive and negative axes
		

		Using negative as well as positive axes divides a graph up into four regions, called ‘quadrants’. The prefix ‘quadr-‘ as in quadrilateral, quadrangle and quadrant indicates four-ness. In Figure 20, the quadrants are numbered from 1 to 4. The convention is that the numbering goes in an anticlockwise direction. In the first quadrant, the x-axis and y-axis both represent positive values. In the second quadrant, they-axis values remain positive but values along the x-axis are negative. In the third quadrant, both the x- and y-axes mark negative values. In the fourth quadrant, values along thex-axis are positive while the y-axis values are negative.

		Recall that each point on a graph is represented by a pair of numbers calledcoordinates. Look at  Figure 21. The position of the point measured along the x-axis is called, not surprisingly perhaps, the x-coordinate, and the position measured along the y-axis is called the y-coordinate. In some mathematics books you may come across the terms ‘abscissa’ for the x-coordinate and ‘ordinate’ for the y-coordinate. Coordinates which locate a point by referring to its position relative to two (or three) axes intersecting at right angles are called Cartesian coordinates.
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				Figure 21: The coordinates of a point
		

		5.2 Mathematical graphs: How do you read them?

		The coordinates of a point are always given in the form

		Case study

		(value along the x-axis, value along the y-axis).

		Two values separated by a comma and enclosed in round brackets form a coordinate pair. Figure 22 shows how the values of the coordinates specify points in the different quadrants. (3,2) is a point in the first quadrant. Its position is specified by moving three units horizontally along the x-axis followed by two units vertically, parallel to the y-axis.
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				Figure 22: Plotting coordinate pairs
		

		Similarly, in Figure 23, (−21) specifies a point in the second quadrant, (−3, −3) is a point in the third quadrant and (1, −2) is a point in the fourth. No two points on a graph share the same coordinates unless they are at exactly the same position.
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				Figure 23: Plotting coordinate pairs in different quadrants
		

		Gradients for mathematical graphs, are calculated in the usual way by dividing vertical distance by horizontal distance.Figure 24 shows a straight-line graph with two points at the coordinates (1,1) and (3,4).
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				Figure 24: A straight-line graph with a positive gradient
		

		The vertical distance between the points is just the numerical difference between the two y-coordinates, which is 4−1=3. The horizontal distance is the difference between the two x-coordinates, which is 3−1=2. As the x-coordinate increases (from 1 to 3), the corresponding y-coordinate also increases (from 1 to 4):

		
			[image: ]
		

		Since an increase in the x-coordinate is matched by an increase in the y-coordinate, the graph has a positive gradient. A straight-line graph with a positive gradient always slopes upwards from left to right.

		Now look at Figure 25. Here, the plotted coordinates are (1, 4) and (3,1). The vertical distance is still 3 and the horizontal distance is still 2, but the graph is now sloping down from left to right rather than up. This time, as the x-coordinate increases (from 1 to 3), the y-coordinate decreases (from 4 to 1).
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				Figure 25: A straight-line graph with a negative gradient
		

		Treating the change in the y-coordinate as a negative increase (as with bank accounts: a reduction in savings can be thought of as a negative increase in savings), write the change as a negative number:
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		The graph has a negative gradient. A straight-line graph with a negative gradient always slopes downwards from left to right.

		
			Negative gradients

			In all the real-world examples so far, the gradient in the relationship formula has been positive. This is because in each case of conversions, increasing one quantity has resulted in an increase in the other (imagine getting fewer francs for more pounds!). There are situations, however, whereincreasingone quantity results in a decrease in the other, and conversely. In these cases, the constant in the formula is negative, as is the gradient of the corresponding straight line.

		

		
			
				Activity 10: Graph gradients

			

			Points A, B and C are located at the coordinates A = (−6, 5), B = (2, −4) and C = (5,4).

			Plot these points on a graph and calculate the gradients of the lines joining A to B, and B to C.

			Discussion

			
				[image: ]
			

			
				
					Figure 26: Plot for Activity 10
			

			For the line joining A and B, the x-coordinate changes from −6 to +2, an increase of 8. The y-coordinate changes from 5 to −4, an ‘increase’ of −9. So the gradient is negative and equal to (−9)/8=−1.125, and the line slopes down from left to right.

			For the line from B to C, the x-coordinate increases by 3, from 2 to 5. The y-coordinate increases by 8, from −4 to 4. So the gradient is positive and equal to 8/3(2.667), and the line slopes up from the left to right.

			End of discussion

		

		5.3 Mathematical graphs: What could they mean?

		The values of the x- and y-coordinates in a graph sometimes relate to measurements of physical quantities: for example, in graphs of height against distance, or temperature against time. Physical quantities always have units associated with them, and these must be shown on the axes’ labels of the graph.

		In mathematics, however, values of x- and y-coordinates that have been calculated using a formula may simply be numbers: they may not have units attached to them.

		Here is an example of just such a relationship. For each value on the x-axis the corresponding value on the y-axis is given by the formula:

		Case study

		value of the y-coordinate = (value of the x-coordinate)3
			4
		

		This is said as “that the value of the y-coordinate is equal to the cube of the value of the x-coordinate”. Recall that the cube of x is just the value of x multiplied by itself and by itself again.

		So, for example, when the value of the x-coordinate is –3, the value of the corresponding y-coordinate is (−3)3= −3 × −3 × −3 = −27. When the value of the x-coordinate is 0.4, the corresponding value of the y-coordinate is (0.4)3= 0.4 × 0.4 × 0.4 = 0.064, and so on.

		By convention, the value of each y-coordinate is said to depend on the value of the associated x-coordinate. That is, choose the value of an x-coordinate and then use the mathematical relationship to work out the value of the corresponding y-coordinate. The values of the x- and y-coordinates are referred to as variables, because their values are not single fixed numbers. Mathematicians sometimes call the x-coordinate the independent variable and the corresponding y-coordinate the dependent variable. But do not confuse dependence with physical causality between the associated quantities.

		
			
				Table 2: Data for the cubic relationship
		

		
			
				View table
			

		

		
			
				Activity 11: Plotting a cubic relationship

			

			Complete Table 2 for the relationship (Y) ,which defines the y-coordinate equals the cube of the x-coordinate. Use your calculator to display the data as a line graph. What would be a suitable display window?

			Without doing any calculations, describe briefly how the gradient of the graph changes as the x-coordinate changes from −3 to +3.

			Discussion

			Table 3 shows the completed data for the cubic relationship.

			
				
					Table 3: Data for cubic relationship
			

			
				
					View table
				

			

			
				[image:           Figure 27 Sketch of the cubic relationship]
			

			
				
				
			

			
				
					
					Show
              description
				

			

			Figure 27 shows a sketch of the cubic relationship. Starting in the third quadrant you can see that the gradient of the curve is positive but the slope decreases as you move along the curve, closer to the point (0,0), the origin of the graph. At the origin itself, the slope of the graph is zero. As the value of the x-coordinate becomes positive, the slope begins to increase again. The curve gets steeper as you move to the right in the first quadrant. It turns out that the slope of this cubic curve is always positive, except at the origin where the slope is zero.

			End of discussion

		

	
		6 What story does this picture tell?

		6.1 Introduction

		
			As to the propriety and justness of representing sums of money, and time, by parts of space, tho’ very readily agreed to by most men, yet a few seem to apprehend that there may possibly be some deception in it, of which they are not aware …

			(William Playfair (1786) The Commercial and Political Atlas, London)

		

		The political economist William Playfair, who developed many of the graphical representations familiar today, was well aware of the visual impact of graphical presentations, and of the impressions they can create. In his book The Commercial and Political Atlas, published in London in.1786, Playfair published the critical graphic shown in Figure 28. Writing on Playfair’s contribution to graphic design, Edward Tufte commented: ‘Accompanied by [Play fair’s] polemic against the “ruinous folly” of the British government policy of financing its colonial wars through debt, [this graphic] is surely the first skyrocketing government debt chart, beginning, the now 200-year history of such displays’ (Tufte, E. (1983) The Visual Display of Quantitative Information, Graphics Press, Connecticut, p. 65). The way Playfair has drawn the graph, using a tall and narrow shape and by not adjusting the money figures for inflation, emphasises the rapid growth of the British national debt during the eighteenth century.
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				Figure 28: Skyrocketing debt, from Playfair’s The Commercial and Political Atlas
		

		But Playfair also produced an alternative version a few pages later. Shown in Figure 29, the graph shows the interest on the national debt plotted against time.
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				Figure 29: Interest on the national debt, also from Playfair
		

		Playfair has here taken inflation into account and plotted the cost of the debt in ‘real terms’. To lessen the impact further, he has chosen a different format for the graph: a broad horizontal scale for the time and a relatively short vertical scale for the debt. Now the situation does not look quite so bad, although if you look carefully, the graphs show that the debt and the interest on it increased by about five times from 1739 to 1784: a period during which Britain was involved in wars with Spain, France, and America.

		But authors of graphs do not always make their embedded conventions explicit, preferring to rely on the immediate visual impact of the graphic to encourage readers to skip over the details and jump to conclusions. Here is an example. A graph used by a political party on one of a series of publicity postcards, entitled ‘A Better Health Service’, is shown in Figure 30. It shows how the number of nurses and midwives in the UK rose from 440,000 to 500,000 between 1978 and 1987, while the number of doctors and dentists rose from 81,000 to 95,000.
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				Figure 30: A better health service?
		

		
			
				Activity 12: Skyrocketing growth?

			

			What visual impression does the graph in Figure 30 give about the rise in numbers of nurses and midwives, and doctors and dentists over the period in question? What message do you think the graph is being used to convey?

			Now look at Figure 30 more carefully and try to read out the actual state of affairs. What methods have been used to create an impression of ‘skyrocketing’ numbers of medical staff? How might you redraw the graph to modify the visual effect?

			Discussion

			If you are to be influenced by the shape of the graphs, then clearly the numbers of doctors, dentists, nurses and mid wives rocketed over the period. Not only that, but both graphs are a lot steeper in 1987 than they were in 1978. In other words, the rate at which the numbers were increasing was itself going up. There will not just be a steady growth of doctors and nurses, it seems to suggest, there will be increasingly more and more as time goes on. A better health service indeed-the graphs seem to speak for themselves. And this phenomenal growth, people are clearly encouraged to think, has been achieved as a result of the support of the political party who produced the publicity postcards.

			If you look carefully, however, you will see that a number of graphical devices have been used to create this overall impression. The first has been to use a relatively short horizontal axis, and to have a tall, narrow shape to emphasize the growth. Notice also, that unequal periods of time have been given equal space. Further, the graphs have been drawn using axes where the vertical scales do not start from zero. And, although it seems you are encouraged to compare the numbers of doctors and nurses because both graphs have been drawn in the same space-and perhaps even to see the numbers converging as the two graphs come closer and closer-in fact, the vertical scales of the two graphs are quite different.

			Figure 31 shows the data redrawn. You can see that the effect is rather less dramatic.
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					Figure 31: Redrawing the health service data
			

			End of discussion

		

		6.2 Beware of first impressions

		Representing ‘sums of money, and time, by parts of space’, as Playfair put it, may indeed seem obvious and readily agreed, but nevertheless graphics showing the rise and fall of profits, expenditure or interest rates over time often need to be approached carefully. As the inventor of the bar chart (or bar graph), Playfair might well have raised a quizzical eyebrow at the example in Figure 32 taken from a national newspaper.

		This particular bar chart claims to show how the interest rate on fixed rate loans (often taken out for purchasing or improving a house) has been changing. Look at it for a moment. For what purpose do you think was the graph drawn? How has that purpose been achieved?

		The height of each vertical bar represents the interest rate in each period. At first glance, it looks as though the right-hand bar is about twice as high as the left-hand one, giving the impression that the rate had doubled. However, if you look at the vertical scale on the left-hand side of the picture scale, you will see that it starts not at zero but at 5%.
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				Figure 32: Fixed rate goes through the roof (source: Halifax)
		

		The purpose of the graph seems to be to show that the interest rate in 1994 rose quite substantially between January and May. This effect has been achieved by carefully selecting the range of values shown on the vertical axis. Although this graph is technically correct, it can give a misleading impression if it is not read carefully. If the graph is redrawn as in Figure 33, so that the vertical axis starts at zero, it gives a rather less dramatic impression of the way in which the interest rate changed.
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				Figure 33: Fixed rate graph redrawn
		

		5.3 Don’t jump to conclusions

		Time-series graphs are popular with newspapers for suggesting and comparing trends. But showing how a single quantity varies with time is not the same as showing how two quantities vary, and then suggesting a link between them.

		
			[image: ]
		

		
			
				Figure 34: Unemployment and burglaries
		

		Graphs showing the variation of two things with time often use two different vertical scales. You saw an example of this in the graph in Figure 30 charting the number of medical staff. Figure 34 shows an example taken from a national newspaper. This graph was included in a front-page article suggesting that there is a link between the level of unemployment among young men and the number of offenders committing burglaries. The way the graph has been drawn seems unambiguously to support the claim that when unemployment rises so does crime and, by virtue of the closeness of the shape of the two curves, carries the strong implication that indeed unemployment causes crime. You are not, of course, expected to draw the alternative conclusion that an increase in crime causes an increase in unemployment!

		But, you should not jump to conclusions. First, look carefully at what the graph shows and read out the information that is actually there. Along the bottom, the scale represents the years 1977 to 1990. The vertical axis on the left-hand side shows the level of unemployment among men under 25 years old expressed as a percentage. Notice that the scale divisions are 4%, except for the top one which is 2%, although this may be a misprint and ‘20’ should have been printed as ‘22’.

		On the right-hand side, the scale shows the number of offenders per 100,000. Note that the graph on its own does not make it clear just what this scale means. Is it the number of offenders per 100,000 men under 25, or might it be the number of offenders per 100,000 unemployed men under 25? The graph gives no clues, so you would have to look elsewhere for clarification, emphasising the point that all graphs are part of a wider context. Now look at the line graphs themselves. There are two lines, one relating to the left-hand scale and one relating to the right-hand scale. The two vertical scales have been chosen so that both graphs occupy roughly the same vertical height and, if you look at the bottom left of the graph, start together. The conclusion, of course, is that as unemployment goes up, so does crime, with the further implication being that it is the unemployed who turn to crime. To make that conclusion you are asked to compare trends, but detailed comparison is difficult because the vertical axis of each graph is different. The graphic encourages you to think that there is a strong causal link between two different trends, by the visual impression created by the way it has been drawn.

		But you can play the same game. Figure 35 shows the same data, only now the vertical axes are both scaled in percentages. The left-hand axis still shows the percentage level of unemployment, but now the right-hand axis shows the number of offenders expressed as a percentage. This time you could argue that the graph tells quite a different story – that the level of crime is hardly affected at all by the level of unemployment. In spite of a significant 13% (or is it 15%?) increase in joblessness between 1979 and 1983, the number of offenders increased by less than 0.2%.
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				Figure 35: A different perspective
		

		Even the original graphic starts to tell a different story towards the end of the 1980s, revealing that in 1990 the level of unemployment had dropped back almost to the 10% level of 1980, while crime was not far below its 1984 peak. The strong visual impression of the two overlaid graphs and the apparent close match between 1977 and 1983 works to divert attention from what is going on in the last years of the decade. What the graphic actually shows is no more and no less than two separate time-series graphs that have been drawn in the same place. There may or may not be a causal link between crime and unemployment, but graphical similarity on its own does not tell about cause. For that you need additional knowledge about the factors and forces that influence an actual, real-world situation.

		Comparing trends requires a notion that the variables plotted against time are somehow related. But any such relationship must be established elsewhere – the graph itself cannot do it. A graph is a presentational device, all it can do is display data in a chosen format. Graphs are drawn by people, and it is people who decide what a graph shows and how it shows it. There is nothing inevitable about a graph.

		Graphical representations are not restricted to two or three variables. The story a graphic tells can be dramatically enhanced by allowing additional variables to play a subtle counterpoint to the main theme. Perhaps one of the most famous multivariate narrative graphics, using six plotted variables, is the one by Minard examined in the next activity.

		
			
				Activity 13: The fate of Napoleon’s army

			

			Study the reader article ‘Narrative graphics of space and time’ by Edward Tufte. Use Minard’s graphic showing the fate of Napoleon’s army to tackle these questions.

			
					
					When did the army reach Smolensk during the retreat from Moscow?

				

					
					What was the size of the army at that stage, as a percentage of the size at the beginning of the campaign?

				

					
					The winter was bitterly cold. Minard’s graphic gives the temperature in degrees on the Reaumur scale (which we shall write as °R). On this scale, water freezes at 0 and boils at 80 °R. What was the lowest temperature in °C that the army had to endure?

				

					
					How many of the men who were at Moscow made it back to the River Niemen?

				

			

			Discussion

			Napoleon's army reached Smolensk on the 14th of November 1812, with about 24 000 men, less than 6 per cent of the 422 000 who started the campaign.

			The lowest temperature indicated by Minard is −30 °R, on 6 December. The Celsius scale is directly proportional to the Reaumur temperature scale. The freezing point of water is the same on both scales, but the boiling point is different. On a conversion graph with degrees Reaumur plotted horizontally, and degrees Celsius plotted vertically, the two fixed points are (0, 0) and (80,100). If you sketch the graph and work out the formula you should be able to convert between the two scales. It is
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			So a temperature of −30°R is equivalent to −30 × (100/80)=−37.5°C.

			The numbers on Minard's graphic indicate that 100 000 men left Moscow in October 1812 for the long march home. Only 20 000 were left by the time they were joined at Bobr (Bobruysh) by a 30 000 strong column from the north, boosting the army to 50 000 men. Of this number, two out of every five men had marched from Moscow. 22 000 were lost crossing the Berezina River in the sub-zero temperatures, and of the survivors only 4000 reached the Niemen River, their starting point six months earlier. Assuming that this number contained the same proportion of men, two out of five, who had left Moscow, then of that 100 000 strong force only 1600 were still with the army. Death and desertion accounted for the rest. Remember also that women and children would have accompanied the army, as well as others not directly part of the fighting force. Their numbers are not recorded, but we must assume that they shared the soldiers’ fate.

			Minard's graphic speaks eloquently and poignantly of a human tragedy of the highest proportions.

			End of discussion

		

	
		7 Every picture tells a story: summing up

		In summary, this section has looked at time-series graphs, conversion graphs and mathematical graphs. Like all representations, graphs draw from a range of common conventions and styles to convey meaning. From a mathematical point of view, graphs give a visual impression of the relationship between two (or sometimes more) variables; but bear in mind that this impression is largely under the control of whoever draws the graph. When you are drawing graphs for yourself or others, you need to choose and indicate axis labels and scales with care. When you are reading and interpreting a graph, you need to be clear about the context in which the graph exists, and to think about what decisions have led to the graph looking the way it does.

		
			
				Activity 14: Summarising graphs

			

			Graphs are a very important tool in mathematics, and one which you will meet many times in the course, so make some notes about graphs and the different uses you have come across.

			Go back through Sections 1-6 and make some notes about the different uses for graphs. You might want to include the main characteristics of each graph, and perhaps give an example. Continue making notes as you work through the rest of this Unit.

			You have seen that there are conventions for drawing graphs, such as scaling and labelling axes, including information about units where appropriate, giving a title, and so on. Make a list of graph-drawing conventions, and add to this list as you come across others. Make sure that any new terms introduced in the Unit are included in your notes.

		

	
		8 Modelling a journey

		8.1 Introduction

		The main aim of this section is to introduce the distance-time graph as a mathematical model of a journey.

		Like any mathematical model, a distance-time graph stresses some features of the situation it claims to represent and ignores others. Bear this in mind as you work through this section, and note for yourself which aspects of a journey are described graphically, and which do not feature in the model.

		You will need graph paper for this section.

		8.2 Distance, speed and time

		
				
				Which mathematical formulas are used to relate distance, speed and time?

			

		

		Look first at distance. If you are travelling at a speed of 30 kilometres per hour, in one hour you will cover a distance of 30 × 1= 30 kilometres. At a speed of 40 kilometres per hour, in two hours you will cover a distance of 40 × 2 = 80 kilometres. And at 50 kilometres per hour, in three hours you will cover a distance of 50 × 3 = 150 kilometres.

		
				
				How is distance related to speed and time in general?

			

		

		The word formula is ‘distance is equal to speed multiplied by time’ or, using some symbols:

		Case study

		distance = speed x time

		Instead of writing the words out in full each time, you can use a shorthand to speed things up. In mathematics, single letters are often used to stand for quantities described in words or phrases. A common convention is to use the first letter of the word as a way of remembering what quantity it stands for. In this case, therefore, d can be used to stand for the numerical distance, s can be used to stand for the value of the speed and t can be used to stand for the measure of time. So the formula is written like this:

		Case study

		
			d = s x t
		

		This formula is a mathematical model of distance, expressed in terms of speed and time. So, if you know what speed you will be travelling at and how long you will be travelling for, you can use the formula to predict how far you will go instead of having to make the actual journey. But the model contains an important assumption.

		
				
				Can you see what it is?

			

		

		The model uses the assumption that the speed is constant over the entire journey. But that is clearly unrealistic; during the course of a journey you slow down, stop and speed up again many times. Your actual speed is not constant but continually changing. More useful, however, is average speed. ‘Average, here, refers to the mean.

		
				
				If you travel at an average speed of 55 kilometres per hour (sometimes faster, sometimes slower), then after 1.5 hours how far will you have travelled?

			

		

		Re-interpreting s as the average value of the speed, the formula predicts:

		Case study

		
			d = s x t 55 kilometres per hour x 1.5 hours

		= 82.5 kilometres

		So now you can calculate the distance if you know the average speed and the total time the journey takes. But you can also think of the relationship between distance, average speed and time in another way. Suppose you know the distance between two places and the time it takes to travel between them. How would you calculate the average speed? What formula would you use then?

		When you are trying to understand how one quantity is related mathematically to another, it is useful to try one or two calculations with numbers to get a feel for the relationship. Suppose you travelled 40 kilometres and took an hour to do it. What would be your average speed? It would be 40 kilometres an hour. Now suppose that you travelled 60 kilometres in two hours. What would be your average speed then? It would be 60/2 = 30 kilometres per hour.

		
				
				So what is the word formula relating the average speed to the distance and the travel time?

			

		

		The average speed is calculated by dividing the distance travelled by the journey time:
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		Using the same letters as before the formula is written like this:
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		Finally, how would you work out the time a journey should take if you knew the distance and the average speed? How long, for example, would it take to travel 90 kilometres at an average speed of 30 kilometres per hour? You would cover the distance in 90/30 = 3 hours.

		
				
				So what is the general word formula relating travel time to the distance and the average speed?

			

		

		The travel time is equal to the distance travelled divided by the average speed:
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		which you can write as:
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		So now you have all three forms of the relationship between time, average speed and distance. Here they are again:

		
			[image: ]
		

		Notice that the first formula is the product of time and speed, while the other two have distance divided by time or speed.

		
			Remembering the formulas

			
							Figure 36shows a way to remember the formulas. Draw a circle with a ‘Y’ in it. Starting at the top of the ‘Y’ just write the letters d, s and t in the spaces in alphabetical order. (It does not matter which way you go round!) Then to find the formula for time simply cover up ‘time’ on the diagram, and you are left with distance over speed. Similarly covering up ‘speed’ gives the formula distance over time. And finally covering up ‘distance’ gives the formula speed multiplied by time.
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					Figure 36: Remembering the relationship between distance, speed and time
			

			The above is a good example of a mnemonic, that is a device intended to help you remember something. It may or may not actually help. Only you can tell. But realise that there is nothing mathematical to understand about such memory devices. They have been designed to produce the correct result, but there is no conceptual link between Ys in circles and relationships between speed, distance and time. Mnemonics are about remembering, not understanding.

		

		
			
				Activity 15: Finding the right formula

			

			Use the appropriate formula to work out:

			
					
					the average speed in kilometres per hour, if a distance of 25 km is covered in 45 minutes;

				

					
					the distance travelled in kilometres after travelling for 30 minutes at an average speed of 75 kilometres per hour;

				

					
					the time in seconds to cover a distance of 500 metres at an average speed of 10 metres per second.

				

			

			
				
					
					Show
              discussion
				

			

		

		8.3 Distance, speed and time: assumptions

		The formulas for speed, distance and time are all examples of mathematical models. Here, you should bear in mind that such models stress some aspects of travelling but ignore others. Building a mathematical model involves making some assumptions, and usually this involves disregarding those inconvenient aspects of real-world events which can not easily be fitted into a mathematical description.

		Take, for example, the model s = d/t used to calculate speed. Dividing a journey distance by the travelling time gives a single number which represents the average speed on the journey. The formula contains no information about the style of transport, about the joys, delights, delays and frustrations of travelling, about stops for petrol or children being sick. The typical complexities of even an everyday journey have been boiled down to just two numbers – the overall distance and the total time taken.

		The relationship between distance, speed and time can serve as the basis for representing a journey as a graph. Recall that it is:

		Case study

		distance = average speed x time

		You should recognise this formula as a directly proportional relationship. The constant of proportionality in the relationship is equal to the average speed. At any particular average speed, the distance travelled is directly proportional to the time the journey takes.

		
				
				If you plot a graph of distance travelled against time, what sort of graph will you get?

			

		

		Look at Figure 37. The vertical axis represents distance travelled along the route and the horizontal axis represents time. Both are measured from the start of the journey. For any particular average speed, the graph of distance against time is a straight line starting at the origin. The average speed is represented by the gradient, or slope, of the graph. This type of graph is called adistance-time graph.

		A graph like this is described mathematically by the following ‘straight-line’ relationship.

		Case study

		value on vertical axis = gradient x value on horizontal axis
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				Figure 37: Distance-time graph
		

		8.4 Distance, time and speed: an example

		The Eurostar train service that connects London and Paris via the tunnel under the English Channel (la Manche) covers a distance of about 380 km in three hours in 1996. Assuming a constant speed, what would the distance-time graph of this journey look like?

		Take the Gare du Nord (the Northern Station) in Paris as the start and measure time and distance from there. The vertical axis on Figure 38 represents distance, in kilometres, from Paris, along the path of the railway track, and the horizontal axis represents the elapsed time, in hours after leaving Paris. The origin of the distance-time graph, the point (0,0), represents the starting point of the journey, and the point (3, 380) represents the arrival of the train at Waterloo Station in London some 380 km away and three hours later. The straight line connecting the points represents the journey from Paris to London, and the gradient of the graph represents the average speed of the journey. In this case, it is 380/3 = 127 km per hour.
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				Figure 38: Distance-time graph of the Paris-London journey
		

		
						Figures 39 and 40 show graphically the effect on the journey time of changing the average speed. Increasing the average speed, as in Figure 39, increases the slope of the graph and the journey time is shortened. Reducing the average speed, as in Figure 39, reduces the slope of the graph and lengthens the journey time.
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				Figure 39: Increasing the average speed
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				Figure 40: Reducing the average speed
		

		The distance-time graphs in Figures 38, 39 and 40 are based on average speed. But the train does not travel at a constant speed throughout the journey: it will travel faster on some sections of the line than on others.

		8.5 Distance-time graphs: representing changes in speed

		
				
				How can this be shown on the distance-time graph?

			

		

		First, look at a possible journey in more detail to set up a graphical model of the distance-time relationship. To get started, split the journey into three sections: the journey from Paris to the tunnel, the journey through the tunnel, and the journey from the tunnel to London. An initial assumption is that the train travels at a constant, but different, speed over each section. This simplistic model ignores the details of an actual journey (such as stops at stations and local speed restrictions) to concentrate on the more general features of the distance-time graph.

		The first section is from Paris to the tunnel entrance near Calais. This distance is roughly 230 km, so if the train travels at an average speed of 300 km per hour it will take about 230/300 = 0.77 hours, or around 46 minutes. This part of the journey is represented by the distance-time graph in Figure 41.
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				Figure 41: The Paris-tunnel distance-time graph
		

		Now for the 50 km journey through the tunnel. The train’s average speed drops to about 160 km per hour over this stretch, so the travel time through the tunnel is about 50/160 = 0.31 hours, or just under 20 minutes. This section of the journey begins where the previous section finished-at Calais. So represent it on the distance-time graph as in Figure 42 by drawing another straight line starting where the previous graph ended.
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				Figure 42: Adding the tunnel section to the distance-time graph
		

		The final stage of the journey is from the tunnel exit near Folkestone to Waterloo in London, a journey of about 100 km. This part of the journey takes about 114 minutes, or 1.9 hours (making a journey time of 180 minutes or 3 hours overall), so the average speed is 100/1.9 = 53 km per hour. Once again, as Figure 43 shows, the distance-time graph is extended by joining on the graph representing this final section.
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				Figure 43: Adding the final tunnel-London section to the distance-time graph
		

		8.6: The final graph

		The three separate lines are combined into one overall distance-time graph representing the entire journey, as shown in Figure 44. The times for the sections are added together, so that the scale on the horizontal axis shows the total time that has elapsed since leaving Paris. Similarly, the distances of the sections are combined, so that the scale on the vertical axis shows the total distance from Paris. On the graph, the point (46, 230) represents the ending of the journey across northern France and the start of the journey through the tunnel, and the point (66, 280) represents the emergence of the train from the tunnel and the start of the final part of the journey into London.
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				Figure 44: The overall Paris-London distance-time graph
		

		The first thing to notice about the overall distance-time graph is that it is not one straight line, so it cannot be represented by a simple proportional relationship, although it was built up by looking at the proportional distance-time relationships for each section. There are three straight line sections to the graph. Look at the slopes. The slope or gradient of the first section, representing the journey from Paris to the tunnel, is the steepest of the three, indicating that the train travels at its highest speed across northern France. The train slows down for its 50 km journey through the tunnel, its lower average speed represented by the shallower slope of the central straight-line section of the graph. Emerging from the tunnel, the train slows down further for its journey across southeast England into London. This final section of the graph has the smallest gradient (slowest speed) of all. In each of the three sections of Figure 44, the slope of the graph differs from the average slope. This means that the average speed of the train for each of these three parts differs from its overall average speed. From Paris to the tunnel the speed is considerably greater than the average. Through the tunnel the speed is slightly more than the average, while through south-east England the speed is less than the average.

		
			
				Activity 16: Interpreting a distance-time graph

			

			Rana delivers newspapers. Figure 45 is a distance-time graph of her round. Using the graph, answer the following questions.

			
					
					On which section of the journey do you think she was walking the fastest? Make some brief notes to explain your answer.

				

					
					What is your interpretation of section CD?

				

					
					Part of her round is up a hill where her walking speed is slowest. Which section of the graph do you think represents this?

				

					
					Which part of the graph represents Rana’s return to her starting place. Why?

				

			

			
				
					
					Show
              discussion
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				Figure 45: Distance-time graph of Rana’s round
		

		8.7 Distance-time graphs: a mathematical story

		Distance-time graphs are a means of replacing a description given in words by a mathematical description of the same event. What follows is a narrative account: that is, a description in the form of story about a bicycle ride. Read the story and then think about how you would use this account to produce a mathematical model of the ride in the form of a distance-time graph.

		
			Sunday started a bit cloudy. The temperature was about 13°C, but I thought I’d keep to the original plan and go cycling with the kids on the track around the local reservoir. The eight-year-old has got his own bike; I can hire a bike for me with the four-year-old on a seat on the back when we get there. What we usually do is to cycle from the bike-hire place to a pub where we can sit outside and have some lunch – burger and chips probably. The pub’s not far – about 5 km from the start and it takes us about 25 minutes to get there. We usually stop for about 45 minutes. After lunch, we go on another 2 kilometres, stop for about 15 minutes and then head back the way we came. I guess our average cycling speed between stops is about 10 km per hour. On the way back, we usually stop at a playground for half an hour. From there it is 3 km to the bike-hire shop which takes us about 15 minutes.

		

		First of all, notice that this narrative account contains a mix of information. There is speed and time and distance information to be sure, but there are also other items which you will not be able to fit easily into a mathematical description, such as the comments about the weather, the location of the cycleway, the ages of the children, and what was for lunch. All these details are important from a personal point of view; but as far as the mathematical model of the bicycle ride is concerned they have no bearing whatsoever. Mathematics, therefore, is not an alternative language; it has no means of speaking of many events that people find important. What it does offer in this example, however, is a way of revealing and representing very specific features of the journey that are embedded in the narrative account.

		To build a mathematical model of the bicycle ride you need to be selective about the information you choose. You may also have to piece information together and make some assumptions. Narrative accounts are not mathematical accounts and there may be some inconsistencies you have to resolve before you can put together a reasonable mathematical story.

		
			
				Activity 17: A mathematical story

			

			Use the information in the story and the relationships between distance, average speed and time to complete Table 4.

			
				
					Table 4: Time and distances for the cycle ride
			

			
				
					View table
				

			

			Discussion

			The distance travelled after lunch is 2 km at 10 km per hour, which takes 0.2 hour, or 12 minutes. The total distance from the start is 7 km.

			The playground stop is 3 km from the cycle hire shop, and hence 4 km back from the furthest point on the ride. At an average speed of 10 km per hour, it will take 0.4 hours, or 24 minutes to reach the playground.

			Table 5 shows all the distances and times for the ride.

			
				
					Table 5: Completed distance and time data
			

			
				
					View table
				

			

			End of discussion

		

		A partially-drawn distance-time graph of the cycle ride is shown in Figure 46. The first straight-line section represents the outward 5 km journey to the pub, which takes 25 minutes. The average speed is represented by the gradient of the graph, which is:
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		This is equivalent to 0.2 × 60 = 12 km per hour.
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				Figure 46: Part of the graph of the cycle ride
		

		During the lunch stop, the distance from the start does not change. Obviously the speed is zero, so the graph is a straight line with a slope of zero. The length of the line represents the length of time (45 minutes) spent at the pub. After lunch, the journey continues for 2 km at an average speed of 10 km per hour. This part of the journey therefore takes 2/10 = 0.2 hours (remember that travel time is equal to distance travelled divided by average speed), or 12 minutes. After this short ride comes the 15 minute break. Once again, the distance from the start does not change over this time, and so this section of the distance-time graph is a horizontal line too.

		
			
				Activity 18: Completing the graph

			

			Complete the distance-time graph in Figure 46 for the journey back to the cycle hire shop. What is the average speed for this part of the ride?

			Discussion
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					Figure 47: Complete distance-time graph for the cycle ride
			

			The distance-time graph for the complete cycle ride is shown in Figure 47. The 7 km journey back takes 166 – 97=69 minutes (including the stop at the playground). So the average speed is (7/69)×60=6.1 km per hour. This speed is represented by the slope of the dashed line on the graph. The line has a negative gradient, indicating that the direction of the journey is back towards the starting point.

			End of discussion

		

		8.8 Reading distance-time graphs: summing up

		You should now be able to interpret distance-time graphs, and be able to use them to find information about the average speed, the distance travelled and the time taken for different sections of a journey. Given any two of these quantities you should be able to identify and use the appropriate formula to find the third.

		An important feature of a straight-line graph is its gradient. The gradient, or slope, of a graph expresses a relationship between a change measured along the horizontal axis and the corresponding change measured along the vertical axis. The steepness of the slope indicates how fast the variable represented on the vertical axis is changing with respect to the variable on the horizontal axis. So a steep slope represents a rapid rate of change of one variable with respect to the other, and a more gentle slope represents a lower rate of change. On a distance-time graph, the gradient is the rate at which distance is changing with respect to time. In other words, the rate of change of distance with time is a measure of speed.

		
			
				Activity 19: Impossible journey?

			

			
								Figure 48 shows three distance-time graphs. For each graph, explain using brief notes, whether or not it represents a possible journey.
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					Figure 48: What stories do these distance-time graphs tell?
			

			
				
					
					Show
              discussion
				

			

		

		8.9 A mathematician’s journey

		Distance-time graphs can show more than one journey on the same graph. The journeys do not have to start from the same place, or start at the same time, but all times and distances must be measured from a common origin along a common route. In this subsection, you will see how drawing a distance-time graph can help in planning a journey.

		Bob and Alice both work for the Open University. Bob lives in Edinburgh in Scotland and Alice lives in Milton Keynes in England about 510 kilometres to the south. During a phone call they discover that Alice will be travelling 340 km north to the Newcastle Regional Centre and Bob will be travelling 420 km south to an OU summer school in Nottingham on the same day. They both aim to start their journeys at about 10 am.

		
						Figure 49 shows a network map of their journeys, indicating the distances between the cities. A network map ignores all features of a journey except place names and distance.

		It is unlikely that Alice would actually drive through Nottingham on her way to Newcastle. However, Nottingham lies very close to the motorway she would be using. For this model, ignore this detail, and assume Nottingham is directly on Alice’s route.
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				Figure 49: Network map of Alice’s and Bob’s journeys
		

		Will they pass each other on the road going in opposite directions, and if so, can they arrange to stop and meet at a convenient point? Alice – a mathematician – offers to draw up a distance-time graph to model the journey. Mathematical models can be used to describe events that have occurred, or to predict how events will go in the future. Alice will use her model to predict how the actual journeys might go. To get started, she needs to make some assumptions. She can build these into her model and then check to see whether the predictions it gives seem reasonable.

		8.10 A mathematician’s journey: building a model

		She estimates she will drive for about two hours at an average speed of about 85 kilometres per hour and then stop for a break for about 30 minutes. She then intends to continue her journey to arrive finally in Newcastle around 3.30 pm. Alice also needs Bob’s estimates. He reckons to drive for about 2.5 hours to cover 170 kilometres, stop for about 30 minutes and then press on for Nottingham to get there at about 5 pm.

		Alice summarises their planned journeys in two tables. She measures times from 10 am, and distances from Milton Keynes. Table 6 shows Alice’s journey times (in hours) from her 10 am starting time, and the distance (in kilometres) she has travelled from Milton Keynes. You can see that at the start of the journey she will be 0 km from home, and two hours later she will be 2 × 85 = 170 kilometres away. The distance does not change while she has her break. After her break, the remaining 170 km to Newcastle should take about three hours at an average speed of 170/3 = 56 km per hour.

		
			
				Table 6: Alice's journey
		

		
			
				View table
			

		

		Now look at Table 7 showing Bob’s predicted journey. He also starts at 10 am and aims to cover 170 km in about 2.5 hours, an average speed of 68 km per hour. After a 30-minute stop near Newcastle, he reckons to drive the remaining 250 km to reach Nottingham four hours later, at about 5 pm. To achieve this his average speed must be 250/4 = 62.5 km per hour. Bob will be driving away from Edinburgh and towards Milton Keynes (although his destination is, of course, Nottingham), so his distance from Milton Keynes will decrease with time.

		
			
				Table 7: Bob’s journey
		

		
			
				View table
			

		

		
						Figure 50 shows the distance-time graphs for Alice’s and Bob’s proposed journeys.

		The horizontal axis shows the time of day, and the vertical axis shows the distance in kilometres from Alice’s starting place in Milton Keynes along the route. Milton Keynes is the reference point for all measurements of distance. For Alice’s journey, the first part of the graph is a straight line with a positive slope (the line slopes up from left to right). The gradient of the line represents a steady speed of 85 km per hour. During her break, her speed will be zero and hence the graph is a horizontal line with a gradient of zero. The second part of her journey is modelled by another straight line with a positive slope, this time indicating an average speed of 56 km per hour. The positive slopes indicate that Alice’s distance from Milton Keynes will increase with time.

		Bob’s distance-time graph is similar to Alice’s except that the slopes of the lines (apart from the break) are negative, they slope down from left to right. The negative slope means that Bob’s distance from Milton Keynes will decrease with time as he drives south. In other words, the gradient of a line of a distance-time graph contains information about the direction as well as the speed, of travel.
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				Figure 50: Distance-time graphs for Alice’s and Bob’s journeys
		

		The gradient of a distance-time graph can be positive, negative or zero, depending on whether travel is away from, towards, or stationary relative to, the starting point of the journey. Speed itself, however, is always a positive quantity. What the gradient indicates is velocity. Velocity is speed in a particular direction. On a distance-time graph, a positive gradient represents a positive velocity: that is, a speed in a direction away from the place represented by the origin of the graph. A negative gradient represents a negative velocity, that is speed in a direction towards the origin.

		The distance-time graph for Alice’s journey in Figure 50 shows positive gradients, indicating positive velocity, because she will be going away from Milton Keynes, the reference point for distance measurements. Bob’s graph, on the other hand, shows negative gradients, indicating negative velocity because he will be travelling towards Milton Keynes. Alice’s estimated speed during the first section of her journey is 85 km per hour. Her corresponding velocity, however, will be 85 km per hour away from Milton Keynes. A statement of velocity, therefore, must include both the speed and the direction of travel.

		The point at which two distance-time graphs cross has a special significance. In this case, each graph represents Alice’s or Bob’s distance from Milton Keynes as time increases. The point at which the graphs cross represents the situation where Alice and Bob are exactly the same distance from Milton Keynes at the same time. The model predicts that, at that moment, they both will be in exactly the same place, although travelling in opposite directions and on opposite sides of the road.

		
			
				Activity 20: Making predictions

			

			If Alice and Bob follow their plans:

			
					
					How far apart will they be at 1.30pm?

				

					
					When and where will they pass each other?

				

			

			
				
					
					Show
              discussion
				

			

		

		8.11 A mathematician’s journey: using the model for planning

		By drawing a distance-time graph, Alice has predicted that she and Bob will pass on the stretch of road between Newcastle and Nottingham. Using the OU’s computer system, she sends an email message to Bob suggesting that they meet at a roadside restaurant about 275 km north of Milton Keynes (for Bob this will be 510 − 275 = 235km south of Edinburgh). Bob acknowledges her email and the meeting is set up.

		Alice guesses they will probably stop for about 30 minutes. But what effect will this have on the times they will reach their respective destinations? She can modify her graphical model to include the stop to predict the consequences.
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				Figure 51: The modified distance-time graphs
		

		
						Figure 51 shows the modified distance-time graphs. Bob’s graph shows that he will probably arrive at the restaurant first at about 2.00 pm. Alice is likely to arrive about 20 minutes later. If they stay for 30 minutes and both leave around 2.50 pm, Bob will have been there for nearly 50 minutes. So he is likely to complete his journey about 50 minutes later than he originally planned. Since Alice made only a 30-minute stop, she should get to Newcastle at about 4.00 pm, 30 minutes later than she had originally planned.

		
			
				Activity 21: Using the model for planning

			

			
					
					How would you use Figure 51 to find out what Alice’s average speed after her break should be if she wants to arrive at the restaurant at the same time as Bob? Note down the steps you would take to find the answer.

				

					
					What will be the average speeds for Bob and Alice’s complete journeys if they keep to their plan?

				

			

			
				
					
					Show
              discussion
				

			

		

		8.12 Distance-time graphs: summing up

		A distance-time graph is a graph of distance measured from a specific place and along a particular route, plotted against time measured after a specific time. The gradient on such a graph gives the numerical value of the average speed and indicates the direction of travel. Speed is an unsigned quantity equal to the distance travelled along a set route divided by time irrespective of direction towards or away from the starting point (the origin for distance measurement). A positive gradient indicates travel away from the starting point and a negative gradient indicates travel towards the starting point. Speed and direction together give the velocity of travel, which is represented by the gradient of the graph.

		
			
				Activity 22: Planning a journey

			

			Use a series of labelled diagrams to show how you would construct and use a distance-time graph for planning a journey. Your audience is a group of people planning a sponsored cycle ride. You do not know them, but you are aware they are not confident with mathematics.

			
				
					
					Show
              discussion
				

			

		

	
		9 On the right lines

		9.1 Introduction

		The main aim of this section is to show an application of distance-time graphs in the operation of a railway service.

		You will need graph paper for this section.

		This section uses the video ‘Single track minders’ to illustrate how distance-time graphs are drawn and interpreted by the timetable planners of a small railway company, and shows the role of this graphical technique in planning a flexible service. Graphical representations of journeys have been used for over a century by travel organisations to plan timetables.Figure 52 shows a graphic produced by the Frenchman E. J. Marey in 1885 showing the schedule for trains between Paris and Lyon. The stations are listed along the vertical axis and are separated in proportion to their actual distance apart. The horizontal axis shows a time span of 24 hours from 6 am through midday (midi), midnight (minuit) until 6 am the following morning. Each sloping line represents a scheduled train, with the slope of the line representing the train’s average speed. The faster the train, the steeper the line is. The horizontal lines indicate the time the train is stopped at a station.

		
			[image: ]
		

		
			
				Figure 52: Marey’s travel graph
		

		(Source: E. J. Marey,La Méthode Graphique)
		

		Trains travelling away from Paris are indicated by lines with negative slopes, and those travelling towards Paris by lines with positive slopes. The intersection of two lines indicates that two trains travelling in opposite directions are at the same place at the same time; these are the locations at which trains pass each other.

		Marey’s graph shows clearly how important the Paris-Lyon route was, even in the 1880s, with eight trains leaving Paris every day. Even a fast train, however, took over nine hours to make the journey. By comparison Figure 53 shows the path of the modern high-speed TGV (Train à Grande Vitesse)service overlaid on the original 1880s schedule. The TGV makes the journey in under three hours. These distance-time graphs make a powerful statement of the continuing national importance of the Paris-Lyon link.

		
			[image: ]
		

		
			
				Figure 53: The TGV service overlaid on the 1880s schedule
		

		Distance-time graphs and timetables used to be drawn up by hand. Now computers do the detailed work associated with scheduling in large-scale public transport systems. However, distance-time graphs still find a place in planning and operating smaller services.

		9.2 Single-track minders

		You should read through this subsection, including the activities at the end, and then watch the video ‘Single-track minders’ in the parts indicated by the activities. The video lasts about 25 minutes. At certain points you will be asked to stop the video and complete an activity.

		In the 1960s, many of the UK’s passenger and freight railway services were closed down as part of an economic re-evaluation of the railway system. Some lines were dismantled and forgotten, but others attracted railway enthusiasts and preservationists determined to re-open lines and run public passenger services using the old steam locomotives and rolling stock.

		There are now a number of these smaller railway companies operating in the UK. They provide an attraction for the public while also functioning as working museums. As a part of the growing leisure and heritage industries, these companies cannot operate without skilled staff knowledgeable about railway practices and procedures. But neither can they afford to ignore the financial side of their business.

		Although much of the work is done by volunteers, the railway companies must still operate profitably. Since their services are non-essential in the sense that the railways do not usually carry freight or provide regular passenger services for commuters, they must rely on visitors. Visitors are unlikely to keep coming back for the same train ride, however, so the companies must provide a range of different attractions, such as putting on trains for parties or special occasions and running special events for children during school holidays or at Christmas.

		For the people running the railway all this adds up to a demand for flexible operations. The railway must be able to vary its services according to the time of year, to schedule extra trains for special events, and to cope with a continuous programme of maintenance and restoration work. All this, as well as ensuring safety for the travelling public and the railway staff themselves.

		The video looks at one such small railway – the Severn Valley Railway – which runs almost 25 kilometres (nearly 16 miles) between Kidderminster and Bridgnorth in the West Midlands of England. Most of the journey is along a single-track line. At busy times, two or more trains may be running in opposite directions. To minimise the risk of a head-on collision, therefore, operating timetables and signalling procedures must be designed carefully.

		In the video, you will see how distance-time graphs are used to represent and plan the movement of trains up and down the single-track line. Timetables can then be constructed and checked using these graphs.

		9.3 Video task: graphing the journey

		Now watch the video ‘Single-track minders’. There are four activities associated with the video sequence. Try the appropriate activity when you are asked to stop the tape. You should tackle Activities 25 and 26 at the end of the video.

		
			
				Now watch the video
			.

		Video, Click to watch part one

		
			
				Play
                  video
			
		

		
			
				View
                  document
			

		

		
			
				Activity 23: Graphing the journey

			

			On a sheet of graph paper, plot a distance-time graph for the journey from Bridgnorth to Kidderminster. (Note that the graph shown on the video is actually a position-time graph, because actual places rather than distances from a single place are shown on the vertical axis.) The map shown on the video is repeated in Figure 54. Note down briefly what information you will need to plot the graph.

			Work out the highest and lowest speeds reached on the journey. In what sections of the line do they occur?

			What is the average speed for the complete journey?

			Make some notes to explain how you made these calculations.

			Discussion
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					Figure 54: Distance-time graph of the train journey
			

			The highest speed is reached on the section between Hampton Loade and Highley. This is where the slope of the distance-time graph is steepest. The 3.3 km section was covered in 7 minutes. So the average speed is 3.3/7=0.47 km per minute, or about 28 km per hour.

			The graph indicates that the lowest speed occurs on the section between Bewdley and Kidderminster. Here, the slope of the graph is least. The train covers the 4.5 km in 20 minutes, an average speed of 4.5/20=0.225 km per minute, or 13.5 km per hour.

			The complete journey of 24.5 km is covered in 70 minutes. So the average speed is 24.5/70=0.35 km per minute, or 21 km per hour.

			End of discussion

		

		
			[image: ]
		

		
			
				Figure 55: A map of the journey from Bridgnorth to Kidderminster from the video
		

		9.4 Video task: Taking the A train

		
			
				Now watch the video
			.

		Video, Click to watch part two

		
			
				Play
                  video
			
		

		
			
				View
                  document
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				Figure 56: Severn Valley Railway timetable
		

		
			
				Activity 24: Take the A train

			

			Using the UP and DOWN timetables in Figure 56, draw a distance-time graph for the trains ANl and ASI. Start the graph for ANl at Bridgnorth at 10.35 am and finish back at Bridgnorth at 1.48 pm. The graph for ASI should start at Kidderminster at 10.45 am and finish back at Kidderminster at 1.41 pm.

			On its return journey to Bridgnorth, train ANl leaves Bewdley at 12.58 pm. How long must it wait at Arley if ASI, returning from Bridgnorth, is on time? If the ANl travelled from Bewdley at 35 km per hour, how long would it have to wait at Arley before it could continue?

			Discussion
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					Figure 57: Distance-time graph of trains AN1 and AS1
			

			If AS1 is on time, train AN1 waits at Arley for 2 minutes. If it travelled at 35 km per hour, it would cover the 6 km from Bewdley in 6/35=0.17 hours, or about 10 minutes, arriving at Arley at 1.08 pm. It would then have to wait 5 minutes until it could depart on schedule at 1.13 pm.

			End of discussion

		

		9.5 Video task: Planning specials

		
			
				Now watch the video
			.

		Video, Click to watch part three

		
			
				Play
                  video
			
		

		
			
				View
                  document
			

		

		
			
				Activity: 25 Planning a special

			

			A special train has been booked to take a party from Bridgnorth to Kidderminster. Use your distance-time graph to plan an extra train that will leave Bridgnorth at 11.13 am, cross the service train at Hampton Loade and wait there for 30 minutes. It is then to continue non-stop to Kidderminster, crossing with the service train at Bewdley.

			
					
					When should the train reach Bewdley?

				

					
					What should be its average speed between Hampton Loade and Bewdley?

				

					
					What time should it arrive at Kidderminster, assuming it maintains a constant speed from Hampton Loade?

				

			

			
				
					
					Show
              discussion
				

			

		

		Video, Click to watch part four

		
			
				Play
                  video
			
		

		
			
				View
                  document
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				Figure 58: Position-time graph for two Santa Specials
		

		
			
				Activity 26: Timetabling a Santa Special

			

			At Christmas, Santa Special trains run between Kidderminster and Arley. The service runs every 30 minutes, leaving Kidderminster at 15 and 45 minutes past the hour.

			
								Figure 58 shows the position-time graphs of two Santa Special trains. Between these trains two more trains run to complete the service.

			Draw in the graph for the train that leaves Kidderminster at 11.15 am. It runs at exactly the same speed as the 10.45 and the 11.45 trains. Trains can cross just outside Kidderminster.

			
					
					When does it arrive at and depart from Bewdley?

				

					
					At what time will it reach Arley?

					Draw in the graph for the train that arrives at Kidderminster at 11.46 am.

				

					
					When does it arrive at and depart from Bewdley?

				

					
					At what time does it leave Arley?

				

					
					Could another service be fitted in so that trains at 15-minute intervals?

				

			

			Make a few notes to explain how you obtained your answer.

			Discussion
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					Figure 59: Graphs of the Santa Specials
			

			Figure 60 shows the graphs for all the Santa Specials between the given times. Notice that the graph for the 11.15 from Kidderminster is the same as the graph for the 10.45, only shifted along by thirty minutes. Similarly, the 11.46 arrival at Kidderminster has the same graph as the 11.16 arrival, but shifted forward by thirty minutes.

			
					
					The 11.15 from Kidderminster arrives at Bewdley at 11.25 am, and departs at 11.30 am.

				

					
					It will arrive at Arley at 11.42 am.

				

					
					The 11.46 arrival at Kidderminster arrives at Bewdley at 11.29 am and leaves Bewdley at 11.35 am.

				

					
					It leaves Arley at 11.14 am.

				

					
					To run a fifteen-minute service, extra trains would have to leave Kidderminster at 11.00am (and 11.30am). But these trains would have to cross the 11.05 (and 11.35) trains from Bewdley. Since there is no crossing place between Bewdley and Kidderminster, the extra trains cannot run.

				

			

			End of discussion

		

		9.6 On the right lines: summing up

		Timetables and distance-time graphs are different representations of scheduled train movements. They are both models which can be used to predict when trains will run, to analyse and compare different schedules when problems occur, and to design new operating schedules to meet new demands. Both models provide information which allows the company to operate safely and flexibly. The information is used by different groups of people:

		
				
				by passengers to plan their trips;

			

				
				by track staff to be aware of train movements;

			

				
				by signalling staff to ensure the safety of trains travelling in opposite directions on the line;

			

				
				by planning staff to schedule new or additional services.

			

		

		
			
				Activity 27

			

			Which model would be more useful to each of the above groups of people?

			
				
					
					Show
              discussion
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		Description


		Summary of sections and other course components needed for Unit 7.
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							Table 6: Alice's journey


		
			
				
							Time of day
							10.00 am
							12 noon
							12.30 pm
							3.30 pm
				


			
			
				
							Time after start (hours)
							0
							2
							2.5
							5.5
				


				
							Alice’s distance from Milton Keynes (kilometres)
							0
							2 × 85 = 170
							170 + 0 = 170
							170 + (3 × 56) = 340
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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		Discussion


		
								Figure 48a suggests a period of no movement, followed by an instantaneous change in distance, followed again by no movement. This distance-time profile (the general shape is sometimes called a ‘step change’) is impossible. All movements take some time to complete, you cannot travel a distance in no time at all.


		In Figure 48b, the journey starts at a steady speed. This is followed by a brief period during which the speed is zero, and hence the slope of the line is zero. The next section suggests that a further distance is travelled, but time appears to be reversed, so that the traveller arrives back at the same time they started, but at a different place. Fine for time travellers, but impossible in practice.


		
								Figure 48c shows a perfectly reasonable distance–time graph. The journey starts at a constant speed and distance increases with time. The direction of travel then changes, and the traveller begins to return towards the starting point at a steady speed. Direction changes again and the graph indicates a steady speed away from the starting point during the final section.
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		Discussion


		You may well have experiences of using graphs. You may be used to drawing them, or reading them. This activity asks you to focus on what you consider might be helpful for people who feel they have little understanding of graphs, and who feel they need to be more confident about using them in their work. It may be helpful to think about methods you have found useful, and those that have not been particularly useful in your own learning about graphs. As you work through the Unit, make some notes about your approach to working with graphs.
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		Description


		This figure appeared in an article critical of the government and shows the changing support (in 1995) for the three largest political parties in the UK.
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		Discussion


		
					
				The formula for speed is s=d/t. 45 minutes is equal to 0.75 hours, so the average speed is 25/0.75=33.3 km per hour.


			


					
				The formula for distance is d=s×t. In this case, s is 75 km per hour and t is 30/60=0.5 hours. The distance is 75 x0.5=37.5 km.


			


					
				The formula for travel time is t=d/s. The time to cover 500 metres at 10 metres per second is 500/10=50 seconds.
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/*

 * jQuery columnManager plugin

 * Version: 0.2.5

 *

 * Copyright (c) 2007 Roman Weich

 * http://p.sohei.org

 *

 * Dual licensed under the MIT and GPL licenses 

 * (This means that you can choose the license that best suits your project, and use it accordingly):

 *   http://www.opensource.org/licenses/mit-license.php

 *   http://www.gnu.org/licenses/gpl.html

 *

 * Changelog: 

 * v 0.2.5 - 2008-01-17

 *	-change: added options "show" and "hide". with these functions the user can control the way to show or hide the cells

 *	-change: added $.fn.showColumns() and $.fn.hideColumns which allows to explicitely show or hide any given number of columns

 * v 0.2.4 - 2007-12-02

 *	-fix: a problem with the on/off css classes when manually toggling columns which were not in the column header list

 *	-fix: an error in the createColumnHeaderList function incorectly resetting the visibility state of the columns

 *	-change: restructured some of the code

 * v 0.2.3 - 2007-12-02

 *	-change: when a column header has no text but some html markup as content, the markup is used in the column header list instead of "undefined"

 * v 0.2.2 - 2007-11-27

 *	-change: added the ablity to change the on and off CSS classes in the column header list through $().toggleColumns()

 *	-change: to avoid conflicts with other plugins, the table-referencing data in the column header list is now stored as an expando and not in the class name as before

 * v 0.2.1 - 2007-08-14

 *	-fix: handling of colspans didn't work properly for the very first spanning column

 *	-change: altered the cookie handling routines for easier management

 * v 0.2.0 - 2007-04-14

 *	-change: supports tables with colspanned and rowspanned cells now

 * v 0.1.4 - 2007-04-11

 *	-change: added onToggle option to specify a custom callback function for the toggling over the column header list

 * v 0.1.3 - 2007-04-05

 *	-fix: bug when saving the value in a cookie

 *	-change: toggleColumns takes a number or an array of numbers as argument now

 * v 0.1.2 - 2007-04-02

 * 	-change: added jsDoc style documentation and examples

 * 	-change: the column index passed to toggleColumns() starts at 1 now (conforming to the values passed in the hideInList and colsHidden options)

 * v 0.1.1 - 2007-03-30

 * 	-change: changed hideInList and colsHidden options to hold integer values for the column indexes to be affected

 *	-change: made the toggleColumns function accessible through the jquery object, to toggle the state without the need for the column header list

 *	-fix: error when not finding the passed listTargetID in the dom

 * v 0.1.0 - 2007-03-27

 */



(function($) 

{

	var defaults = {

		listTargetID : null,

		onClass : '',

		offClass : '',

		hideInList: [],

		colsHidden: [],

		saveState: false,

		onToggle: null,

		show: function(cell){

			showCell(cell);

		},

		hide: function(cell){

			hideCell(cell);

		}

	};

	

	var idCount = 0;

	var cookieName = 'columnManagerC';



	/**

	 * Saves the current state for the table in a cookie.

	 * @param {element} table	The table for which to save the current state.

	 */

	var saveCurrentValue = function(table)

	{

		var val = '', i = 0, colsVisible = table.cMColsVisible;

		if ( table.cMSaveState && table.id && colsVisible && $.cookie )

		{

			for ( ; i < colsVisible.length; i++ )

			{

				val += ( colsVisible[i] == false ) ? 0 : 1;

			}

			$.cookie(cookieName + table.id, val, {expires: 9999});

		}

	};

	

	/**

	 * Hides a cell.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to hide.

	 */

	var hideCell = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			(hideCell = function(c)

			{

				c.style.setAttribute('display', 'none');

			})(cell);

		}

		else

		{

			(hideCell = function(c)

			{

				c.style.display = 'none';

			})(cell);

		}

	};



	/**

	 * Makes a cell visible again.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to show.

	 */

	var showCell = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			(showCell = function(c)

			{

				c.style.setAttribute('display', 'block');

			})(cell);

		}

		else

		{

			(showCell = function(c)

			{

				c.style.display = 'table-cell';

			})(cell);

		}

	};



	/**

	 * Returns the visible state of a cell.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to test.

	 */

	var cellVisible = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			return (cellVisible = function(c)

			{

				return c.style.getAttribute('display') != 'none';

			})(cell);

		}

		else

		{

			return (cellVisible = function(c)

			{

				return c.style.display != 'none';

			})(cell);

		}

	};



	/**

	 * Returns the cell element which has the passed column index value.

	 * @param {element} table	The table element.

	 * @param {array} cells		The cells to loop through.

	 * @param {integer} col	The column index to look for.

	 */

	var getCell = function(table, cells, col)

	{

		for ( var i = 0; i < cells.length; i++ )

		{

			if ( cells[i].realIndex === undefined ) //the test is here, because rows/cells could get added after the first run

			{

				fixCellIndexes(table);

			}

			if ( cells[i].realIndex == col )

			{

				return cells[i];

			}

		}

		return null;

	};



	/**

	 * Calculates the actual cellIndex value of all cells in the table and stores it in the realCell property of each cell.

	 * Thats done because the cellIndex value isn't correct when colspans or rowspans are used.

	 * Originally created by Matt Kruse for his table library - Big Thanks! (see http://www.javascripttoolbox.com/)

	 * @param {element} table	The table element.

	 */

	var fixCellIndexes = function(table) 

	{

		var rows = table.rows;

		var len = rows.length;

		var matrix = [];

		for ( var i = 0; i < len; i++ )

		{

			var cells = rows[i].cells;

			var clen = cells.length;

			for ( var j = 0; j < clen; j++ )

			{

				var c = cells[j];

				var rowSpan = c.rowSpan || 1;

				var colSpan = c.colSpan || 1;

				var firstAvailCol = -1;

				if ( !matrix[i] )

				{ 

					matrix[i] = []; 

				}

				var m = matrix[i];

				// Find first available column in the first row

				while ( m[++firstAvailCol] ) {}

				c.realIndex = firstAvailCol;

				for ( var k = i; k < i + rowSpan; k++ )

				{

					if ( !matrix[k] )

					{ 

						matrix[k] = []; 

					}

					var matrixrow = matrix[k];

					for ( var l = firstAvailCol; l < firstAvailCol + colSpan; l++ )

					{

						matrixrow[l] = 1;

					}

				}

			}

		}

	};

	

	/**

	 * Manages the column display state for a table.

	 *

	 * Features:

	 * Saves the state and recreates it on the next visit of the site (requires cookie-plugin).

	 * Extracts all headers and builds an unordered(<UL>) list out of them, where clicking an list element will show/hide the matching column.

	 *

	 * @param {map} options		An object for optional settings (options described below).

	 *

	 * @option {string} listTargetID	The ID attribute of the element the column header list will be added to.

	 *						Default value: null

	 * @option {string} onClass		A CSS class that is used on the items in the column header list, for which the column state is visible 

	 *						Works only with listTargetID set!

	 *						Default value: ''

	 * @option {string} offClass		A CSS class that is used on the items in the column header list, for which the column state is hidden.

	 *						Works only with listTargetID set!

	 *						Default value: ''

	 * @option {array} hideInList	An array of numbers. Each column with the matching column index won't be displayed in the column header list.

	 *						Index starting at 1!

	 *						Default value: [] (all columns will be included in the list)

	 * @option {array} colsHidden	An array of numbers. Each column with the matching column index will get hidden by default.

	 *						The value is overwritten when saveState is true and a cookie is set for this table.

	 *						Index starting at 1!

	 *						Default value: []

	 * @option {boolean} saveState	Save a cookie with the sate information of each column.

	 *						Requires jQuery cookie plugin.

	 *						Default value: false

	 * @option {function} onToggle	Callback function which is triggered when the visibility state of a column was toggled through the column header list.

	 *						The passed parameters are: the column index(integer) and the visibility state(boolean).

	 *						Default value: null

	 *

	 * @option {function} show		Function which is called to show a table cell.

	 *						The passed parameters are: the table cell (DOM-element).

	 *						Default value: a functions which simply sets the display-style to block (visible)

	 *

	 * @option {function} hide		Function which is called to hide a table cell.

	 *						The passed parameters are: the table cell (DOM-element).

	 *						Default value: a functions which simply sets the display-style to none (invisible)

	 *

	 * @example $('#table').columnManager([listTargetID: "target", onClass: "on", offClass: "off"]);

	 * @desc Creates the column header list in the element with the ID attribute "target" and sets the CSS classes for the visible("on") and hidden("off") states.

	 *

	 * @example $('#table').columnManager([listTargetID: "target", hideInList: [1, 4]]);

	 * @desc Creates the column header list in the element with the ID attribute "target" but without the first and fourth column.

	 *

	 * @example $('#table').columnManager([listTargetID: "target", colsHidden: [1, 4]]);

	 * @desc Creates the column header list in the element with the ID attribute "target" and hides the first and fourth column by default.

	 *

	 * @example $('#table').columnManager([saveState: true]);

	 * @desc Enables the saving of visibility informations for the columns. Does not create a column header list! Toggle the columns visiblity through $('selector').toggleColumns().

	 *

	 * @type jQuery

	 *

	 * @name columnManager

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.columnManager = function(options)

	{

		var settings = $.extend({}, defaults, options);



		/**

		 * Creates the column header list.

		 * @param {element} table	The table element for which to create the list.

		 */

		var createColumnHeaderList = function(table)

		{

			if ( !settings.listTargetID )

			{

				return;

			}

			var $target = $('#' + settings.listTargetID);

			if ( !$target.length )

			{

				return;

			}

			//select headrow - when there is no thead-element, use the first row in the table

			var headRow = null;

			if ( table.tHead && table.tHead.length )

			{

				headRow = table.tHead.rows[0];

			}

			else if ( table.rows.length )

			{

				headRow = table.rows[0];

			}

			else

			{

				return; //no header - nothing to do

			}

			var cells = headRow.cells;

			if ( !cells.length )

			{

				return; //no header - nothing to do

			}

			//create list in target element

			var $list = null;

			if ( $target.get(0).nodeName.toUpperCase() == 'UL' )

			{

				$list = $target;

			}

			else

			{

				$list = $('<ul></ul>');

				$target.append($list);

			}

			var colsVisible = table.cMColsVisible;

			//create list elements from headers

			for ( var i = 0; i < cells.length; i++ )

			{

				if ( $.inArray(i + 1, settings.hideInList) >= 0 )

				{

					continue;

				}

				colsVisible[i] = ( colsVisible[i] !== undefined ) ? colsVisible[i] : true;

				var text = $(cells[i]).text(), 

					addClass;

				if ( !text.length )

				{

					text = $(cells[i]).html();

					if ( !text.length ) //still nothing?

					{

						text = 'No label'; // GNS - was: 'undefined'

					}

				}

				if ( colsVisible[i] && settings.onClass )

				{

					addClass = settings.onClass;

				}

				else if ( !colsVisible[i] && settings.offClass )

				{

					addClass = settings.offClass;

				}

				var $li = $('<li class="' + addClass + '">' + text + '</li>').click(toggleClick);

				$li[0].cmData = {id: table.id, col: i};

				$list.append($li);

			}

			table.cMColsVisible = colsVisible;

		};



		/**

		 * called when an item in the column header list is clicked

		 */

		var toggleClick = function()

		{

			//get table id and column name

			var data = this.cmData;

			if ( data && data.id && data.col >= 0 )

			{

				var colNum = data.col, 

					$table = $('#' + data.id);

				if ( $table.length )

				{

					$table.toggleColumns([colNum + 1], settings);

					//set the appropriate classes to the column header list

					var colsVisible = $table.get(0).cMColsVisible;

					if ( settings.onToggle )

					{

						settings.onToggle.apply($table.get(0), [colNum + 1, colsVisible[colNum]]);

					}

				}

			}

		};



		/**

		 * Reads the saved state from the cookie.

		 * @param {string} tableID	The ID attribute from the table.

		 */

		var getSavedValue = function(tableID)

		{

			var val = $.cookie(cookieName + tableID);

			if ( val )

			{

				var ar = val.split('');

				for ( var i = 0; i < ar.length; i++ )

				{

					ar[i] &= 1;

				}

				return ar;

			}

			return false;

		};



        return this.each(function()

        {

			this.id = this.id || 'jQcM0O' + idCount++; //we need an id for the column header list stuff

			var i, 

				colsHide = [], 

				colsVisible = [];

			//fix cellIndex values

			fixCellIndexes(this);

			//some columns hidden by default?

			if ( settings.colsHidden.length )

			{

				for ( i = 0; i < settings.colsHidden.length; i++ )

				{

					colsVisible[settings.colsHidden[i] - 1] = true;

					colsHide[settings.colsHidden[i] - 1] = true;

				}

			}

			//get saved state - and overwrite defaults

			if ( settings.saveState )

			{

				var colsSaved = getSavedValue(this.id);

				if ( colsSaved && colsSaved.length )

				{

					for ( i = 0; i < colsSaved.length; i++ )

					{

						colsVisible[i] = true;

						colsHide[i] = !colsSaved[i];

					}

				}

				this.cMSaveState = true;

			}

			//assign initial colsVisible var to the table (needed for toggling and saving the state)

			this.cMColsVisible = colsVisible;

			//something to hide already?

			if ( colsHide.length )

			{

				var a = [];

				for ( i = 0; i < colsHide.length; i++ )

				{

					if ( colsHide[i] )

					{

						a[a.length] = i + 1;

					}

				}

				if ( a.length )

				{

					$(this).toggleColumns(a);

				}

			}

			//create column header list

			createColumnHeaderList(this);

        }); 

	};



	/**

	 * Shows or hides table columns.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. The display state(visible/hidden) for each column with the matching column index will get toggled.

	 *							Column index starts at 1! (see the example)

	 *

	 * @param {map} options		An object for optional settings to handle the on and off CSS classes in the column header list (options described below).

	 * @option {string} listTargetID	The ID attribute of the element with the column header.

	 * @option {string} onClass		A CSS class that is used on the items in the column header list, for which the column state is visible 

	 * @option {string} offClass		A CSS class that is used on the items in the column header list, for which the column state is hidden.

	 * @option {function} show		Function which is called to show a table cell.

	 * @option {function} hide		Function which is called to hide a table cell.

	 *

	 * @example $('#table').toggleColumns([2, 4], {hide: function(cell) { $(cell).fadeOut("slow"); }});

	 * @before <table id="table">

	 *   			<thead>

	 *   				<th>one</th

	 *   				<th>two</th

	 *   				<th>three</th

	 *   				<th>four</th

	 *   			</thead>

	 * 		   </table>

	 * @desc Toggles the visible state for the columns "two" and "four". Use custom function to fade the cell out when hiding it.

	 *

	 * @example $('#table').toggleColumns(3, {listTargetID: 'theID', onClass: 'vis'});

	 * @before <table id="table">

	 *   			<thead>

	 *   				<th>one</th

	 *   				<th>two</th

	 *   				<th>three</th

	 *   				<th>four</th

	 *   			</thead>

	 * 		   </table>

	 * @desc Toggles the visible state for column "three" and sets or removes the CSS class 'vis' to the appropriate column header according to the visibility of the column.

	 *

	 * @type jQuery

	 *

	 * @name toggleColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.toggleColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i, toggle, di, 

				rows = this.rows, 

				colsVisible = this.cMColsVisible;



			if ( !columns )

				return;



			if ( columns.constructor == Number )

				columns = [columns];



			if ( !colsVisible )

				colsVisible = this.cMColsVisible = [];



			//go through all rows in the table and hide the cells

			for ( i = 0; i < rows.length; i++ )

			{

				var cells = rows[i].cells;

				for ( var k = 0; k < columns.length; k++ )

				{

					var col = columns[k] - 1;

					if ( col >= 0 )

					{

						//find the cell with the correct index

						var c = getCell(this, cells, col);

						//cell not found - maybe a previous one has a colspan? - search it!

						if ( !c )

						{

							var cco = col;

							while ( cco > 0 && !(c = getCell(this, cells, --cco)) ) {} //find the previous cell

							if ( !c )

							{

								continue;

							}

						}

						//set toggle direction

						if ( colsVisible[col] == undefined )//not initialized yet

						{

							colsVisible[col] = true;

						}

						if ( colsVisible[col] )

						{

							toggle = cmo && cmo.hide ? cmo.hide : hideCell;

							di = -1;

						}

						else

						{

							toggle = cmo && cmo.show ? cmo.show : showCell;

							di = 1;

						}

						if ( !c.chSpan )

						{

							c.chSpan = 0;

						}

						//the cell has a colspan - so dont show/hide - just change the colspan

						if ( c.colSpan > 1 || (di == 1 && c.chSpan && cellVisible(c)) )

						{

							//is the colspan even reaching this cell? if not we have a rowspan -> nothing to do

							if ( c.realIndex + c.colSpan + c.chSpan - 1 < col )

							{

								continue;

							}

							c.colSpan += di;

							c.chSpan += di * -1;

						}

						else if ( c.realIndex + c.chSpan < col )//a previous cell was found, but doesn't affect this one (rowspan)

						{

							continue;

						}

						else //toggle cell

						{

							toggle(c);

						}

					}

				}

			}

			//set the colsVisible var

			for ( i = 0; i < columns.length; i++ )

			{

				this.cMColsVisible[columns[i] - 1] = !colsVisible[columns[i] - 1];

				//set the appropriate classes to the column header list, if the options have been passed

				if ( cmo && cmo.listTargetID && ( cmo.onClass || cmo.offClass ) )

				{

					var onC = cmo.onClass, offC = cmo.offClass, $li;

					if ( colsVisible[columns[i] - 1] )

					{

						onC = offC;

						offC = cmo.onClass;

					}

					$li = $("#" + cmo.listTargetID + " li").filter(function(){return this.cmData && this.cmData.col == columns[i] - 1;});

					if ( onC )

					{

						$li.removeClass(onC);

					}

					if ( offC )

					{

						$li.addClass(offC);

					}

				}

			}

			saveCurrentValue(this);

		});

	};



	/**

	 * Shows all table columns.

	 * When columns are passed through the parameter only the passed ones become visible.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. Each column with the matching column index will become visible.

	 *							Column index starts at 1!

	 *

	 * @param {map} options		An object for optional settings which will get passed to $().toggleColumns().

	 *

	 * @example $('#table').showColumns();

	 * @desc Sets the visibility state of all hidden columns to visible.

	 *

	 * @example $('#table').showColumns(3);

	 * @desc Show column number three.

	 *

	 * @type jQuery

	 *

	 * @name showColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.showColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i,

				cols = [],

				cV = this.cMColsVisible;

			if ( cV )

			{

				if ( columns && columns.constructor == Number ) 

					columns = [columns];



				for ( i = 0; i < cV.length; i++ )

				{

					//if there were no columns passed, show all - or else show only the columns the user wants to see

					if ( !cV[i] && (!columns || $.inArray(i + 1, columns) > -1) )

						cols.push(i + 1);

				}

				

				$(this).toggleColumns(cols, cmo);

			}

		});

	};



	/**

	 * Hides table columns.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. Each column with the matching column index will get hidden.

	 *							Column index starts at 1!

	 *

	 * @param {map} options		An object for optional settings which will get passed to $().toggleColumns().

	 *

	 * @example $('#table').hideColumns(3);

	 * @desc Hide column number three.

	 *

	 * @type jQuery

	 *

	 * @name hideColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.hideColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i,

				cols = columns,

				cV = this.cMColsVisible;

			if ( cV )

			{

				if ( columns.constructor == Number ) 

					columns = [columns];

				cols = [];



				for ( i = 0; i < columns.length; i++ )

				{

					if ( cV[columns[i] - 1] || cV[columns[i] - 1] == undefined )

						cols.push(columns[i]);

				}

				

			}

			$(this).toggleColumns(cols, cmo);

		});

	};

})(jQuery);
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		Discussion


		Here are some ideas. Electricity, gas and telephone bills in the UK normally include a charge per unit plus standing charges which you must pay even if you have used nothing else. These give straight-line relationships (assuming there are no special deals or charge bands) between use and charge which lead to graphs with intercepts and constant gradients.


		In contrast, there is a directly proportional relationship between costs and quantity for any item bought on a cost-per-unit basis.


		The relationship between the angle of the hour hand (measured from the top of a clock) and the time is a directly proportional relationship, over a 12-hour period. Similarly for the minute hand over 1 hour.


		The quantity of wallpaper or paint needed to decorate a room is directly proportional to the area of the walls.


		The distance travelled is directly proportional to travel time if you travel at a steady speed. It is also roughly proportional to the amount of petrol used. Conversely, travel time is directly proportional to distance if you travel at a steady speed.
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JUDY EKINS 
Even if you constructed a perfect timetable, there’s still a 
potential safety hazard if one train doesn’t run to time. So there’s 
a tried and tested procedure which overrides the timetable and 
ensures that only one train can be on any one section of the track. 
For instance, the single-track journey through Arley to Bewdley 
can only be undertaken if the driver possesses the relevant 
physical pass – or ‘token’ – that grants the driver sole permission 
to travel on that section. On reaching Bewdley, the driver gives 
up the token by looping it in its holder over the arm of the 
waiting signalman. 


The operations superintendent for the railway is John Hill. And 
on occasions he is also a signalman. 


JOHN HILL 
Right well, I’ve collected the token off the driver. As you see, 
this is the Arley–Bewdley North section, and this is the driver’s 
permission to be on that single-line section. The key token, as 
you can see, which now goes into the machine. I then tap out the 
code to the signalman at Arley to tell him the train has arrived 
here safely; he will acknowledge that. I’ve just tapped out the 
code for the train that we have waiting here, and, as again you 
see, I get the token for the Arley–Bewdley North section out, and 
this will now be given to the driver of the train that’s waiting 
here, allowing him to proceed up the single line to Arley. 


[Inaudible conversation between driver and man on platform] 


JUDY EKINS 
So the railway is operated very safely. But there’s still a need to 
pay the running costs, and therefore it also has to be commercial. 
With this in mind Keith Shaw provides the enquiry office with a 
list of all possible extra slots, which are available for excursions. 


PAMELA WESTWOOD 
You want to book a special excursion? What time of year? In 
May, yes. We do a restricted service in May. And you want the 
dining-car facilities, do you? From Bridgnorth to Kidderminster, 
there’s a train at 12.10, which arrives in Kidderminster at 1.15, 
and back from Kidderminster at 2.10, arriving in Bridgnorth at 
3.15. We could put that train on for you at those times. Would 
you like me to send you some details? 


JUDY EKINS 
How do you identify spare slots for excursions between the 
regular service? Take that slot for a restaurant-car excursion that 
was suggested to the telephone caller. This is the timetable in 
force in May. The service outline here in pink is known as the 
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A timetable North 1. How could a dining excursion be made to 
mesh with this timetable? 


KEITH SHAW 
If we wanted to leave Bridgnorth at about 12, we can see that 
we’d need to cross the service train at Bewdley at 12.55, so a 
train could leave, and if it was running non-stop, it would of 
course be a continuous line. 


Something between 12 and 12.10, the train could run to Bewdley, 
and in fact, if we got it exactly right, it could pass Bewdley non-
stop, whilst the service train was standing there. 


We’d then need to look and see how we could work that train 
back to Bridgnorth, and it’s just possible to leave straight away, 
but in fact the first practical time to leave would be when the 
following service train gets to Kidderminster there, which from 
the graph you can see is 1.41. So we could leave, say, at 1.45, 
and the train could run non-stop to Bridgnorth. It’s got to get 
there before the 2.35 train departs; otherwise it will interfere with 
the normal service. 


This train is run for the benefit of our customers and the person 
who’s chartering the train, so they would be given some choices 
as to when they left, and it might be, for example, that they will 
wish to leave Bridgnorth at about, say, quarter past eleven, when 
they could cross the service train at Hampton Loade, because 
that’s another crossing point which is available. 


The train could leave Hampton Loade, and it then could stop at 
some attractive viewpoint; it could then join the original path and 
go on to Kidderminster in the original timetable. That would give 
a much more leisurely journey, and some of our charterers like 
that sort of facility. 


Band 6d Single-track minders 4 (Unit 7) 


 
JUDY EKINS 
In situations like this, graphs are very useful. But for other 
purposes a table might be preferable. 


JOHN HILL 
The peak-season, summer timetable is Table C, with a train 
departing at every 45 minutes. This is a working timetable, 
Table C working timetable, showing light-engine movements, 
passenger-train movements and empty-stock movements. It is 
impossible to squeeze in another train that runs the whole length 
of the line from Kidderminster to Bridgnorth, but it is possible to 
run trains that will be doing shorter distances, for instance, 
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									Table 4: Time and distances for the cycle ride


		
			
				
							Time from start (minutes)
							Distance from start (km) along the route
							Comments
				


			
			
				
							0
							0
							Leave bike-hire
				


				
							25
							5
							Reach pub
				


				
							70
							5
							Leave pub
				


				
							
							
							Short break
				


				
							
							
							Start back
				


				
							
							
							Playground stop
				


				
							
							
							Leave playground
				


				
							
							
							Arrive at bike-hire
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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							Table 2: Data for the cubic relationship


		
			
				
							Value of x-coordinate
							Value of y-coordinate
							Coordinate pair
				


			
			
				
							−3
							−27
							(−3, −27)
				


				
							−2
							−8
							
				


				
							−1
							
							
				


				
							0
							
							
				


				
							1
							
							
				


				
							2
							
							
				


				
							
						3
					
							
							
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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		Discussion


		Diagrams are often helpful in making ideas easier to understand. In planning your series of diagrams, you needed to show the particular properties and characteristics of distance-time graphs and how you use them to take readings. As your audience may not have met such graphs before, your diagrams should be clear and labelled appropriately. You may need to limit your use of technical language or explain it. Each diagram could, for instance, demonstrate a particular feature, until the final diagram is a completed graph-perhaps with an example showing how to use it.


		Your diagrams should include the following elements developed in a logical order.


		
					
				A vertical axis and a horizontal axis that are both labelled, including units. The vertical axis should give the distance from a specified place (in a specified direction) at a time shown on the horizontal axis (after a specified time).


			


					
				The journey points are correctly plotted on the graph, are labelled and joined with straight lines.


			


					
				A title for the graph.


			


					
				The example needs to demonstrate that the slope of the graph gives the average speed between two places: the steeper the slope, the faster the average speed. Parts of the graph sloping upwards/downwards mean travel is away from/towards the starting point.
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									Table 5: Completed distance and time data


		
			
				
							Time from start (minutes)
							Distance from start (km)
							Comments
				


			
			
				
							0
							0
							leave cycle-hire shop
				


				
							25
							5
							reach pub
				


				
							70
							5
							leave pub
				


				
							82
							7
							short break
				


				
							97
							7
							start back
				


				
							121
							3
							playground stop
				


				
							151
							3
							leave playground
				


				
							166
							0
							arrive at cycle-hire shop
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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		Copyright notice


		Unless otherwise stated, this e-book is released under the terms of the “Creative Commons
      Licence”. In short, this allows you to use the e-book throughout the world
      without payment for non-commercial purposes only. Please read the Creative Commons Licence in
      full before making use of the e-book.


		You must however read these rights subject to any restrictions on use applying to the e-book
      or any part of it.


		When using the e-book you must attribute us and any identified author in accordance with the
      terms of the Creative Commons License. Each e-book has an
      “Acknowledgements” section which will identify the author/owner(s) and any
      Special Restriction(s) applying. You must take account of and abide by any restrictions set
      out in this section when using the e-book.


		This e-book also contains proprietary content which is owned by or licensed to us and which
      is not subject to the Creative Commons Licence. This content, which will be identified as
      “PROPRIETARY” include, but are not limited to, our logos and trading
      names, certain photographic and video images and sound recordings. This proprietary content is
      protected by intellectual property rights and should remain in context at all times.
      Unauthorised use of this content may constitute intellectual property infringement.


		Copyright and rights falling outside the terms of the Creative Commons Licence are retained
      or controlled by The Open University.


		Cover photograph © Pgiam.
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		Description


		
			Figure 27 Sketch of the cubic relationship
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A timetable North 1. How could a dining excursion be made to 
mesh with this timetable? 


KEITH SHAW 
If we wanted to leave Bridgnorth at about 12, we can see that 
we’d need to cross the service train at Bewdley at 12.55, so a 
train could leave, and if it was running non-stop, it would of 
course be a continuous line. 


Something between 12 and 12.10, the train could run to Bewdley, 
and in fact, if we got it exactly right, it could pass Bewdley non-
stop, whilst the service train was standing there. 


We’d then need to look and see how we could work that train 
back to Bridgnorth, and it’s just possible to leave straight away, 
but in fact the first practical time to leave would be when the 
following service train gets to Kidderminster there, which from 
the graph you can see is 1.41. So we could leave, say, at 1.45, 
and the train could run non-stop to Bridgnorth. It’s got to get 
there before the 2.35 train departs; otherwise it will interfere with 
the normal service. 


This train is run for the benefit of our customers and the person 
who’s chartering the train, so they would be given some choices 
as to when they left, and it might be, for example, that they will 
wish to leave Bridgnorth at about, say, quarter past eleven, when 
they could cross the service train at Hampton Loade, because 
that’s another crossing point which is available. 


The train could leave Hampton Loade, and it then could stop at 
some attractive viewpoint; it could then join the original path and 
go on to Kidderminster in the original timetable. That would give 
a much more leisurely journey, and some of our charterers like 
that sort of facility. 


Band 6d Single-track minders 4 (Unit 7) 


 
JUDY EKINS 
In situations like this, graphs are very useful. But for other 
purposes a table might be preferable. 


JOHN HILL 
The peak-season, summer timetable is Table C, with a train 
departing at every 45 minutes. This is a working timetable, 
Table C working timetable, showing light-engine movements, 
passenger-train movements and empty-stock movements. It is 
impossible to squeeze in another train that runs the whole length 
of the line from Kidderminster to Bridgnorth, but it is possible to 
run trains that will be doing shorter distances, for instance, 
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Kidderminster to Bewdley. And to see how this is done, we need 
to go back to Keith’s graphs. 


KEITH SHAW 
This is our C Timetable; it’s the maximum possible service at the 
present time, drawn on a similar basis, using all the crossing 
points – Bewdley, Arley and Hampton Loade. If we wished to 
increase the service any further, we would need additional 
crossing points in between each of the existing ones, for example, 
at somewhere near Northwood Holt. This would enable us to 
double the frequency again, but we would need three more 
crossing points in order to do that. 


JUDY EKINS 
So what happens if you want to add in a special train to this 
service? 


KEITH SHAW 
Well, by definition, because we’ve got the maximum service 
over the whole line, we can’t add in a further train for the whole 
line. We could add a train between Bewdley and Kidderminster 
quite easily, and just about run a train between Bewdley and 
Arley and vice versa. And there are a number of these slots 
during the day which we could use. 


JUDY EKINS 
The long journey time between Bridgnorth and Hampton Loade 
prevents Keith from devising a more frequent service for the 
whole line. However, the single journeys from Arley to Bewdley 
and Bewdley to Kidderminster are shorter, and so it is possible to 
increase the frequency of the service over this top half of the line. 


At Christmas this greater flexibility is tested to the full, because 
the Severn Valley Railway has many thousands of customers 
queuing up at Kidderminster to make the journey to Arley, where 
Santa’s grotto is to be found. It’s an essential part of the 
railway’s effort to balance the books. It’s also very important to 
the children, and they have limited patience, so the more trains, 
the better. 


SANTA (JOHN HILL) 
I see, and have you been good enough to get these presents? 


JUDY EKINS 
The children’s wishes come first, of course. But finally, what 
would a railwayman dream of for Christmas? 


SANTA 
Ho, ho, ho, who’s next for Santa? 
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KEITH SHAW 
Oh, hello, Santa. 


SANTA 
Oh, hello, Keith. What do you want for Christmas? 


KEITH SHAW 
Well, I wouldn’t mind a new signal box. Perhaps a coat of paint 
for the station. But what I’d really like is a passing loop at 
Northwood; do you think you could fix that? 


SANTA 
Well, we could have a try for Christmas. 


 


Band 7 Sounds harmonious (Unit 9) 


 
JANICE ACQUAH 
Whatever our personal tastes, we’ve all sung, danced or tapped 
along to our favourite tunes. We’ve probably never stopped to 
think what we’re doing. Well, what we’re doing really is just 
following a pattern, a rhythm, the beat of the music. 


Now, for most of us, music is just something that goes on in the 
background; that’s why I can never remember lyrics. But, for 
others, it’s really important. And I’m off to meet Alan Graham, 
an OU academic. He’s from the Maths and Computing 
department, but he’s also utterly passionate about music. 


So, where do you find Alan when he’s not at work? Well, how 
about in here? 


Hello, Alan. That was excellent. So, what was that? 


ALAN GRAHAM 
That was a tune called ‘Knocknagow’, and that was a jig. 


JANICE 
Right. So, what’s an OU mathematician like you doing in a place 
like this? 


ALAN 
Well, we play here quite a lot; we have regular gigs here. We 
play Irish music and the people seem to like it. 


JANICE 
Now, you find there are links, don’t you, between the maths and 
the music you play? 
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		Discussion


		Passengers are likely to find timetables more useful. Signalling and track staff will probably find both helpful. The graph shows trains in both directions at once at intermediate spots, but the times at stations are easier to read from the table. Planning staff need graphs to be able to fit in a new service.


	

OEBPS/js/jquery.cookie.js
/**
 * Cookie plugin
 *
 * Copyright (c) 2006 Klaus Hartl (stilbuero.de)
 * Dual licensed under the MIT and GPL licenses:
 * http://www.opensource.org/licenses/mit-license.php
 * http://www.gnu.org/licenses/gpl.html
 *
 */

/**
 * Create a cookie with the given name and value and other optional parameters.
 *
 * @example $.cookie('the_cookie', 'the_value');
 * @desc Set the value of a cookie.
 * @example $.cookie('the_cookie', 'the_value', { expires: 7, path: '/', domain: 'jquery.com', secure: true });
 * @desc Create a cookie with all available options.
 * @example $.cookie('the_cookie', 'the_value');
 * @desc Create a session cookie.
 * @example $.cookie('the_cookie', null);
 * @desc Delete a cookie by passing null as value. Keep in mind that you have to use the same path and domain
 *       used when the cookie was set.
 *
 * @param String name The name of the cookie.
 * @param String value The value of the cookie.
 * @param Object options An object literal containing key/value pairs to provide optional cookie attributes.
 * @option Number|Date expires Either an integer specifying the expiration date from now on in days or a Date object.
 *                             If a negative value is specified (e.g. a date in the past), the cookie will be deleted.
 *                             If set to null or omitted, the cookie will be a session cookie and will not be retained
 *                             when the the browser exits.
 * @option String path The value of the path atribute of the cookie (default: path of page that created the cookie).
 * @option String domain The value of the domain attribute of the cookie (default: domain of page that created the cookie).
 * @option Boolean secure If true, the secure attribute of the cookie will be set and the cookie transmission will
 *                        require a secure protocol (like HTTPS).
 * @type undefined
 *
 * @name $.cookie
 * @cat Plugins/Cookie
 * @author Klaus Hartl/klaus.hartl@stilbuero.de
 */

/**
 * Get the value of a cookie with the given name.
 *
 * @example $.cookie('the_cookie');
 * @desc Get the value of a cookie.
 *
 * @param String name The name of the cookie.
 * @return The value of the cookie.
 * @type String
 *
 * @name $.cookie
 * @cat Plugins/Cookie
 * @author Klaus Hartl/klaus.hartl@stilbuero.de
 */
jQuery.cookie = function(name, value, options) {
    if (typeof value != 'undefined') { // name and value given, set cookie
        options = options || {};
        if (value === null) {
            value = '';
            options.expires = -1;
        }
        var expires = '';
        if (options.expires && (typeof options.expires == 'number' || options.expires.toUTCString)) {
            var date;
            if (typeof options.expires == 'number') {
                date = new Date();
                date.setTime(date.getTime() + (options.expires * 24 * 60 * 60 * 1000));
            } else {
                date = options.expires;
            }
            expires = '; expires=' + date.toUTCString(); // use expires attribute, max-age is not supported by IE
        }
        // CAUTION: Needed to parenthesize options.path and options.domain
        // in the following expressions, otherwise they evaluate to undefined
        // in the packed version for some reason...
        var path = options.path ? '; path=' + (options.path) : '';
        var domain = options.domain ? '; domain=' + (options.domain) : '';
        var secure = options.secure ? '; secure' : '';
        document.cookie = [name, '=', encodeURIComponent(value), expires, path, domain, secure].join('');
    } else { // only name given, get cookie
        var cookieValue = null;
        if (document.cookie && document.cookie != '') {
            var cookies = document.cookie.split(';');
            for (var i = 0; i < cookies.length; i++) {
                var cookie = jQuery.trim(cookies[i]);
                // Does this cookie string begin with the name we want?
                if (cookie.substring(0, name.length + 1) == (name + '=')) {
                    cookieValue = decodeURIComponent(cookie.substring(name.length + 1));
                    break;
                }
            }
        }
        return cookieValue;
    }
};
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OEBPS/js/jquery.tablesorter.js
/*
 * 
 * TableSorter 2.0 - Client-side table sorting with ease!
 * Version 2.0.3
 * @requires jQuery v1.2.3
 * 
 * Copyright (c) 2007 Christian Bach
 * Examples and docs at: http://tablesorter.com
 * Dual licensed under the MIT and GPL licenses:
 * http://www.opensource.org/licenses/mit-license.php
 * http://www.gnu.org/licenses/gpl.html
 * 
 */
/**
 *
 * @description Create a sortable table with multi-column sorting capabilitys
 * 
 * @example $('table').tablesorter();
 * @desc Create a simple tablesorter interface.
 *
 * @example $('table').tablesorter({ sortList:[[0,0],[1,0]] });
 * @desc Create a tablesorter interface and sort on the first and secound column in ascending order.
 * 
 * @example $('table').tablesorter({ headers: { 0: { sorter: false}, 1: {sorter: false} } });
 * @desc Create a tablesorter interface and disableing the first and secound column headers.
 * 
 * @example $('table').tablesorter({ 0: {sorter:"integer"}, 1: {sorter:"currency"} });
 * @desc Create a tablesorter interface and set a column parser for the first and secound column.
 * 
 * 
 * @param Object settings An object literal containing key/value pairs to provide optional settings.
 * 
 * @option String cssHeader (optional) 			A string of the class name to be appended to sortable tr elements in the thead of the table. 
 * 												Default value: "header"
 * 
 * @option String cssAsc (optional) 			A string of the class name to be appended to sortable tr elements in the thead on a ascending sort. 
 * 												Default value: "headerSortUp"
 * 
 * @option String cssDesc (optional) 			A string of the class name to be appended to sortable tr elements in the thead on a descending sort. 
 * 												Default value: "headerSortDown"
 * 
 * @option String sortInitialOrder (optional) 	A string of the inital sorting order can be asc or desc. 
 * 												Default value: "asc"
 * 
 * @option String sortMultisortKey (optional) 	A string of the multi-column sort key. 
 * 												Default value: "shiftKey"
 * 
 * @option String textExtraction (optional) 	A string of the text-extraction method to use. 
 * 												For complex html structures inside td cell set this option to "complex", 
 * 												on large tables the complex option can be slow. 
 * 												Default value: "simple"
 * 
 * @option Object headers (optional) 			An array containing the forces sorting rules. 
 * 												This option let's you specify a default sorting rule. 
 * 												Default value: null
 * 
 * @option Array sortList (optional) 			An array containing the forces sorting rules. 
 * 												This option let's you specify a default sorting rule. 
 * 												Default value: null
 * 
 * @option Array sortForce (optional) 			An array containing forced sorting rules. 
 * 												This option let's you specify a default sorting rule, which is prepended to user-selected rules.
 * 												Default value: null
 *  
  * @option Array sortAppend (optional) 			An array containing forced sorting rules. 
 * 												This option let's you specify a default sorting rule, which is appended to user-selected rules.
 * 												Default value: null
 * 
 * @option Boolean widthFixed (optional) 		Boolean flag indicating if tablesorter should apply fixed widths to the table columns.
 * 												This is usefull when using the pager companion plugin.
 * 												This options requires the dimension jquery plugin.
 * 												Default value: false
 *
 * @option Boolean cancelSelection (optional) 	Boolean flag indicating if tablesorter should cancel selection of the table headers text.
 * 												Default value: true
 *
 * @option Boolean debug (optional) 			Boolean flag indicating if tablesorter should display debuging information usefull for development.
 *
 * @type jQuery
 *
 * @name tablesorter
 * 
 * @cat Plugins/Tablesorter
 * 
 * @author Christian Bach/christian.bach@polyester.se
 */

(function($) {
	$.extend({
		tablesorter: new function() {
			
			var parsers = [], widgets = [];
			
			this.defaults = {
				cssHeader: "header",
				cssAsc: "headerSortUp",
				cssDesc: "headerSortDown",
				sortInitialOrder: "asc",
				sortMultiSortKey: "shiftKey",
				sortForce: null,
				sortAppend: null,
				textExtraction: "simple",
				parsers: {}, 
				widgets: [],		
				widgetZebra: {css: ["even","odd"]},
				headers: {},
				widthFixed: false,
				cancelSelection: true,
				sortList: [],
				headerList: [],
				dateFormat: "us",
				decimal: '.',
				debug: false
			};
			
			/* debuging utils */
			function benchmark(s,d) {
				log(s + "," + (new Date().getTime() - d.getTime()) + "ms");
			}
			
			this.benchmark = benchmark;
			
			function log(s) {
				if (typeof console != "undefined" && typeof console.debug != "undefined") {
					console.log(s);
				} else {
					alert(s);
				}
			}
						
			/* parsers utils */
			function buildParserCache(table,$headers) {
				
				if(table.config.debug) { var parsersDebug = ""; }
				
				var rows = table.tBodies[0].rows;
				
				if(table.tBodies[0].rows[0]) {

					var list = [], cells = rows[0].cells, l = cells.length;
					
					for (var i=0;i < l; i++) {
						var p = false;
						
						if($.metadata && ($($headers[i]).metadata() && $($headers[i]).metadata().sorter)  ) {
						
							p = getParserById($($headers[i]).metadata().sorter);	
						
						} else if((table.config.headers[i] && table.config.headers[i].sorter)) {
	
							p = getParserById(table.config.headers[i].sorter);
						}
						if(!p) {
							p = detectParserForColumn(table,cells[i]);
						}
	
						if(table.config.debug) { parsersDebug += "column:" + i + " parser:" +p.id + "\n"; }
	
						list.push(p);
					}
				}
				
				if(table.config.debug) { log(parsersDebug); }

				return list;
			};
			
			function detectParserForColumn(table,node) {
				var l = parsers.length;
				for(var i=1; i < l; i++) {
					if(parsers[i].is($.trim(getElementText(table.config,node)),table,node)) {
						return parsers[i];
					}
				}
				// 0 is always the generic parser (text)
				return parsers[0];
			}
			
			function getParserById(name) {
				var l = parsers.length;
				for(var i=0; i < l; i++) {
					if(parsers[i].id.toLowerCase() == name.toLowerCase()) {	
						return parsers[i];
					}
				}
				return false;
			}
			
			/* utils */
			function buildCache(table) {
				
				if(table.config.debug) { var cacheTime = new Date(); }
				
				
				var totalRows = (table.tBodies[0] && table.tBodies[0].rows.length) || 0,
					totalCells = (table.tBodies[0].rows[0] && table.tBodies[0].rows[0].cells.length) || 0,
					parsers = table.config.parsers, 
					cache = {row: [], normalized: []};
				
					for (var i=0;i < totalRows; ++i) {
					
						/** Add the table data to main data array */
						var c = table.tBodies[0].rows[i], cols = [];
					
						cache.row.push($(c));
						
						for(var j=0; j < totalCells; ++j) {
							cols.push(parsers[j].format(getElementText(table.config,c.cells[j]),table,c.cells[j]));	
						}
												
						cols.push(i); // add position for rowCache
						cache.normalized.push(cols);
						cols = null;
					};
				
				if(table.config.debug) { benchmark("Building cache for " + totalRows + " rows:", cacheTime); }
				
				return cache;
			};
			
			function getElementText(config,node) {
				
				if(!node) return "";
								
				var t = "";
				
				if(config.textExtraction == "simple") {
					if(node.childNodes[0] && node.childNodes[0].hasChildNodes()) {
						t = node.childNodes[0].innerHTML;
					} else {
						t = node.innerHTML;
					}
				} else {
					if(typeof(config.textExtraction) == "function") {
						t = config.textExtraction(node);
					} else { 
						t = $(node).text();
					}	
				}
				return t;
			}
			
			function appendToTable(table,cache) {
				
				if(table.config.debug) {var appendTime = new Date()}
				
				var c = cache, 
					r = c.row, 
					n= c.normalized, 
					totalRows = n.length, 
					checkCell = (n[0].length-1), 
					tableBody = $(table.tBodies[0]),
					rows = [];
				
				for (var i=0;i < totalRows; i++) {
					rows.push(r[n[i][checkCell]]);	
					if(!table.config.appender) {
						
						var o = r[n[i][checkCell]];
						var l = o.length;
						for(var j=0; j < l; j++) {
							
							tableBody[0].appendChild(o[j]);
						
						}
						
						//tableBody.append(r[n[i][checkCell]]);
					}
				}	
				
				if(table.config.appender) {
				
					table.config.appender(table,rows);	
				}
				
				rows = null;
				
				if(table.config.debug) { benchmark("Rebuilt table:", appendTime); }
								
				//apply table widgets
				applyWidget(table);
				
				// trigger sortend
				setTimeout(function() {
					$(table).trigger("sortEnd");	
				},0);
				
			};
			
			function buildHeaders(table) {
				
				if(table.config.debug) { var time = new Date(); }
				
				var meta = ($.metadata) ? true : false, tableHeadersRows = [];
			
				for(var i = 0; i < table.tHead.rows.length; i++) { tableHeadersRows[i]=0; };
				
				$tableHeaders = $("thead th",table);
		
				$tableHeaders.each(function(index) {
							
					this.count = 0;
					this.column = index;
					this.order = formatSortingOrder(table.config.sortInitialOrder);
					
					if(checkHeaderMetadata(this) || checkHeaderOptions(table,index)) this.sortDisabled = true;
					
					if(!this.sortDisabled) {
						$(this).addClass(table.config.cssHeader);
					}
					
					// add cell to headerList
					table.config.headerList[index]= this;
				});
				
				if(table.config.debug) { benchmark("Built headers:", time); log($tableHeaders); }
				
				return $tableHeaders;
				
			};
						
		   	function checkCellColSpan(table, rows, row) {
                var arr = [], r = table.tHead.rows, c = r[row].cells;
				
				for(var i=0; i < c.length; i++) {
					var cell = c[i];
					
					if ( cell.colSpan > 1) { 
						arr = arr.concat(checkCellColSpan(table, headerArr,row++));
					} else  {
						if(table.tHead.length == 1 || (cell.rowSpan > 1 || !r[row+1])) {
							arr.push(cell);
						}
						//headerArr[row] = (i+row);
					}
				}
				return arr;
			};
			
			function checkHeaderMetadata(cell) {
				if(($.metadata) && ($(cell).metadata().sorter === false)) { return true; };
				return false;
			}
			
			function checkHeaderOptions(table,i) {	
				if((table.config.headers[i]) && (table.config.headers[i].sorter === false)) { return true; };
				return false;
			}
			
			function applyWidget(table) {
				var c = table.config.widgets;
				var l = c.length;
				for(var i=0; i < l; i++) {
					
					getWidgetById(c[i]).format(table);
				}
				
			}
			
			function getWidgetById(name) {
				var l = widgets.length;
				for(var i=0; i < l; i++) {
					if(widgets[i].id.toLowerCase() == name.toLowerCase() ) {
						return widgets[i]; 
					}
				}
			};
			
			function formatSortingOrder(v) {
				
				if(typeof(v) != "Number") {
					i = (v.toLowerCase() == "desc") ? 1 : 0;
				} else {
					i = (v == (0 || 1)) ? v : 0;
				}
				return i;
			}
			
			function isValueInArray(v, a) {
				var l = a.length;
				for(var i=0; i < l; i++) {
					if(a[i][0] == v) {
						return true;	
					}
				}
				return false;
			}
				
			function setHeadersCss(table,$headers, list, css) {
				// remove all header information
				$headers.removeClass(css[0]).removeClass(css[1]);
				
				var h = [];
				$headers.each(function(offset) {
						if(!this.sortDisabled) {
							h[this.column] = $(this);					
						}
				});
				
				var l = list.length; 
				for(var i=0; i < l; i++) {
					h[list[i][0]].addClass(css[list[i][1]]);
				}
			}
			
			function fixColumnWidth(table,$headers) {
				var c = table.config;
				if(c.widthFixed) {
					var colgroup = $('<colgroup>');
					$("tr:first td",table.tBodies[0]).each(function() {
						colgroup.append($('<col>').css('width',$(this).width()));
					});
					$(table).prepend(colgroup);
				};
			}
			
			function updateHeaderSortCount(table,sortList) {
				var c = table.config, l = sortList.length;
				for(var i=0; i < l; i++) {
					var s = sortList[i], o = c.headerList[s[0]];
					o.count = s[1];
					o.count++;
				}
			}
			
			/* sorting methods */
			function multisort(table,sortList,cache) {
				
				if(table.config.debug) { var sortTime = new Date(); }
				
				var dynamicExp = "var sortWrapper = function(a,b) {", l = sortList.length;
					
				for(var i=0; i < l; i++) {
					
					var c = sortList[i][0];
					var order = sortList[i][1];
					var s = (getCachedSortType(table.config.parsers,c) == "text") ? ((order == 0) ? "sortText" : "sortTextDesc") : ((order == 0) ? "sortNumeric" : "sortNumericDesc");
					
					var e = "e" + i;
					
					dynamicExp += "var " + e + " = " + s + "(a[" + c + "],b[" + c + "]); ";
					dynamicExp += "if(" + e + ") { return " + e + "; } ";
					dynamicExp += "else { ";
				}
				
				// if value is the same keep orignal order	
				var orgOrderCol = cache.normalized[0].length - 1;
				dynamicExp += "return a[" + orgOrderCol + "]-b[" + orgOrderCol + "];";
						
				for(var i=0; i < l; i++) {
					dynamicExp += "}; ";
				}
				
				dynamicExp += "return 0; ";	
				dynamicExp += "}; ";	
				
				eval(dynamicExp);
				
				cache.normalized.sort(sortWrapper);
				
				if(table.config.debug) { benchmark("Sorting on " + sortList.toString() + " and dir " + order+ " time:", sortTime); }
				
				return cache;
			};
			
			function sortText(a,b) {
				return ((a < b) ? -1 : ((a > b) ? 1 : 0));
			};
			
			function sortTextDesc(a,b) {
				return ((b < a) ? -1 : ((b > a) ? 1 : 0));
			};	
			
	 		function sortNumeric(a,b) {
				return a-b;
			};
			
			function sortNumericDesc(a,b) {
				return b-a;
			};
			
			function getCachedSortType(parsers,i) {
				return parsers[i].type;
			};
			
			/* public methods */
			this.construct = function(settings) {

				return this.each(function() {
					
					if(!this.tHead || !this.tBodies) return;
					
					var $this, $document,$headers, cache, config, shiftDown = 0, sortOrder;
					
					this.config = {};
					
					config = $.extend(this.config, $.tablesorter.defaults, settings);
					
					// store common expression for speed					
					$this = $(this);
					
					// build headers
					$headers = buildHeaders(this);
					
					// try to auto detect column type, and store in tables config
					this.config.parsers = buildParserCache(this,$headers);
					
					
					// build the cache for the tbody cells
					cache = buildCache(this);
					
					// get the css class names, could be done else where.
					var sortCSS = [config.cssDesc,config.cssAsc];
					
					// fixate columns if the users supplies the fixedWidth option
					fixColumnWidth(this);
					
					// apply event handling to headers
					// this is to big, perhaps break it out?
					$headers.click(function(e) {
						
						$this.trigger("sortStart");
						
						var totalRows = ($this[0].tBodies[0] && $this[0].tBodies[0].rows.length) || 0;
						
						if(!this.sortDisabled && totalRows > 0) {
							
							
							// store exp, for speed
							var $cell = $(this);
	
							// get current column index
							var i = this.column;
							
							// get current column sort order
							this.order = this.count++ % 2;
							
							// user only whants to sort on one column
							if(!e[config.sortMultiSortKey]) {
								
								// flush the sort list
								config.sortList = [];
								
								if(config.sortForce != null) {
									var a = config.sortForce; 
									for(var j=0; j < a.length; j++) {
										if(a[j][0] != i) {
											config.sortList.push(a[j]);
										}
									}
								}
								
								// add column to sort list
								config.sortList.push([i,this.order]);
							
							// multi column sorting
							} else {
								// the user has clicked on an all ready sortet column.
								if(isValueInArray(i,config.sortList)) {	 
									
									// revers the sorting direction for all tables.
									for(var j=0; j < config.sortList.length; j++) {
										var s = config.sortList[j], o = config.headerList[s[0]];
										if(s[0] == i) {
											o.count = s[1];
											o.count++;
											s[1] = o.count % 2;
										}
									}	
								} else {
									// add column to sort list array
									config.sortList.push([i,this.order]);
								}
							};
							setTimeout(function() {
								//set css for headers
								setHeadersCss($this[0],$headers,config.sortList,sortCSS);
								appendToTable($this[0],multisort($this[0],config.sortList,cache));
							},1);
							// stop normal event by returning false
							return false;
						}
					// cancel selection	
					}).mousedown(function() {
						if(config.cancelSelection) {
							this.onselectstart = function() {return false};
							return false;
						}
					});
					
					// apply easy methods that trigger binded events
					$this.bind("update",function() {
						
						// rebuild parsers.
						this.config.parsers = buildParserCache(this,$headers);
						
						// rebuild the cache map
						cache = buildCache(this);
						
					}).bind("sorton",function(e,list) {
						
						$(this).trigger("sortStart");
						
						config.sortList = list;
						
						// update and store the sortlist
						var sortList = config.sortList;
						
						// update header count index
						updateHeaderSortCount(this,sortList);
						
						//set css for headers
						setHeadersCss(this,$headers,sortList,sortCSS);
						
						
						// sort the table and append it to the dom
						appendToTable(this,multisort(this,sortList,cache));

					}).bind("appendCache",function() {
						
						appendToTable(this,cache);
					
					}).bind("applyWidgetId",function(e,id) {
						
						getWidgetById(id).format(this);
						
					}).bind("applyWidgets",function() {
						// apply widgets
						applyWidget(this);
					});
					
					if($.metadata && ($(this).metadata() && $(this).metadata().sortlist)) {
						config.sortList = $(this).metadata().sortlist;
					}
					// if user has supplied a sort list to constructor.
					if(config.sortList.length > 0) {
						$this.trigger("sorton",[config.sortList]);	
					}
					
					// apply widgets
					applyWidget(this);
				});
			};
			
			this.addParser = function(parser) {
				var l = parsers.length, a = true;
				for(var i=0; i < l; i++) {
					if(parsers[i].id.toLowerCase() == parser.id.toLowerCase()) {
						a = false;
					}
				}
				if(a) { parsers.push(parser); };
			};
			
			this.addWidget = function(widget) {
				widgets.push(widget);
			};
			
			this.formatFloat = function(s) {
				var i = parseFloat(s);
				return (isNaN(i)) ? 0 : i;
			};
			this.formatInt = function(s) {
				var i = parseInt(s);
				return (isNaN(i)) ? 0 : i;
			};
			
			this.isDigit = function(s,config) {
				var DECIMAL = '\\' + config.decimal;
				var exp = '/(^[+]?0(' + DECIMAL +'0+)?$)|(^([-+]?[1-9][0-9]*)$)|(^([-+]?((0?|[1-9][0-9]*)' + DECIMAL +'(0*[1-9][0-9]*)))$)|(^[-+]?[1-9]+[0-9]*' + DECIMAL +'0+$)/';
				return RegExp(exp).test($.trim(s));
			};
			
			this.clearTableBody = function(table) {
				if($.browser.msie) {
					function empty() {
						while ( this.firstChild ) this.removeChild( this.firstChild );
					}
					empty.apply(table.tBodies[0]);
				} else {
					table.tBodies[0].innerHTML = "";
				}
			};
		}
	});
	
	// extend plugin scope
	$.fn.extend({
        tablesorter: $.tablesorter.construct
	});
	
	var ts = $.tablesorter;
	
	// add default parsers
	ts.addParser({
		id: "text",
		is: function(s) {
			return true;
		},
		format: function(s) {
			return $.trim(s.toLowerCase());
		},
		type: "text"
	});
	
	ts.addParser({
		id: "digit",
		is: function(s,table) {
			var c = table.config;
			return $.tablesorter.isDigit(s,c);
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s);
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "currency",
		is: function(s) {
			return /^[Â£$â�¬?.]/.test(s);
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s.replace(new RegExp(/[^0-9.]/g),""));
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "ipAddress",
		is: function(s) {
			return /^\d{2,3}[\.]\d{2,3}[\.]\d{2,3}[\.]\d{2,3}$/.test(s);
		},
		format: function(s) {
			var a = s.split("."), r = "", l = a.length;
			for(var i = 0; i < l; i++) {
				var item = a[i];
			   	if(item.length == 2) {
					r += "0" + item;
			   	} else {
					r += item;
			   	}
			}
			return $.tablesorter.formatFloat(r);
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "url",
		is: function(s) {
			return /^(https?|ftp|file):\/\/$/.test(s);
		},
		format: function(s) {
			return jQuery.trim(s.replace(new RegExp(/(https?|ftp|file):\/\//),''));
		},
		type: "text"
	});
	
	ts.addParser({
		id: "isoDate",
		is: function(s) {
			return /^\d{4}[\/-]\d{1,2}[\/-]\d{1,2}$/.test(s);
		},
		format: function(s) {
			return $.tablesorter.formatFloat((s != "") ? new Date(s.replace(new RegExp(/-/g),"/")).getTime() : "0");
		},
		type: "numeric"
	});
		
	ts.addParser({
		id: "percent",
		is: function(s) { 
			return /\%$/.test($.trim(s));
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s.replace(new RegExp(/%/g),""));
		},
		type: "numeric"
	});

	ts.addParser({
		id: "usLongDate",
		is: function(s) {
			return s.match(new RegExp(/^[A-Za-z]{3,10}\.? [0-9]{1,2}, ([0-9]{4}|'?[0-9]{2}) (([0-2]?[0-9]:[0-5][0-9])|([0-1]?[0-9]:[0-5][0-9]\s(AM|PM)))$/));
		},
		format: function(s) {
			return $.tablesorter.formatFloat(new Date(s).getTime());
		},
		type: "numeric"
	});

	ts.addParser({
		id: "shortDate",
		is: function(s) {
			return /\d{1,2}[\/\-]\d{1,2}[\/\-]\d{2,4}/.test(s);
		},
		format: function(s,table) {
			var c = table.config;
			s = s.replace(/\-/g,"/");
			if(c.dateFormat == "us") {
				// reformat the string in ISO format
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{4})/, "$3/$1/$2");
			} else if(c.dateFormat == "uk") {
				//reformat the string in ISO format
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{4})/, "$3/$2/$1");
			} else if(c.dateFormat == "dd/mm/yy" || c.dateFormat == "dd-mm-yy") {
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{2})/, "$1/$2/$3");	
			}
			return $.tablesorter.formatFloat(new Date(s).getTime());
		},
		type: "numeric"
	});

	ts.addParser({
	    id: "time",
	    is: function(s) {
	        return /^(([0-2]?[0-9]:[0-5][0-9])|([0-1]?[0-9]:[0-5][0-9]\s(am|pm)))$/.test(s);
	    },
	    format: function(s) {
	        return $.tablesorter.formatFloat(new Date("2000/01/01 " + s).getTime());
	    },
	  type: "numeric"
	});
	
	
	ts.addParser({
	    id: "metadata",
	    is: function(s) {
	        return false;
	    },
	    format: function(s,table,cell) {
			var c = table.config, p = (!c.parserMetadataName) ? 'sortValue' : c.parserMetadataName;
	        return $(cell).metadata()[p];
	    },
	  type: "numeric"
	});
	
	// add default widgets
	ts.addWidget({
		id: "zebra",
		format: function(table) {
			if(table.config.debug) { var time = new Date(); }
			$("tr:visible",table.tBodies[0])
	        .filter(':even')
	        .removeClass(table.config.widgetZebra.css[1]).addClass(table.config.widgetZebra.css[0])
	        .end().filter(':odd')
	        .removeClass(table.config.widgetZebra.css[0]).addClass(table.config.widgetZebra.css[1]);
			if(table.config.debug) { $.tablesorter.benchmark("Applying Zebra widget", time); }
		}
	});	
})(jQuery);
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		Description


		This figure comes from an article in a national newspaper relating changing levels of crime and drug abuse.
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		Description


		
			Figure 13: Extended temperature conversion graph
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		Description


		This figure shows a time-series graph of a woman’s temperature over her menstrual cycle, published in a pregnancy guide.
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MIKE 
Well, that’s pretty conclusive, Chris, but before we go let’s have 
a look at this. So far we’ve been using traditional navigating 
equipment, but of course in this day and age, with technology, we 
have this. Now, this instrument is called a Global Positioning 
System – GPS for short. In the display, we’ve got 53 degrees and 
22 north, and 1 degree 46 west. That latitude and longitude can 
easily be cross referenced with our present grid system. 


ELISABETH 
That’s amazing. 


MIKE 
Yeah, it’s pretty good. Mind you, the beauty of the traditional 
methods is that we don’t have to rely on batteries. 


ELISABETH 
Very true! 


MIKE 
Shall we go home? 


ELISABETH 
That’s a good idea. 


CHRIS 
OK, let’s go. 


NARRATOR 
The route they selected did indeed lead them Losehill Farm, and 
then home. 


Finally, try answering this last question yourself using your map 
and a protractor. 


MIKE 
From here, I can see Win Hill Pike on a bearing of 80 degrees, 
and I can see the Chimney on a bearing of 162 degrees. Where 
am I? 


 


Band 6a Single-track minders 1 (Unit 7) 


 
JUDY EKINS 
This is the Severn Valley Railway, which runs alongside a stretch 
of the Severn River between Kidderminster and Bridgnorth in the 
West Midlands of England. There are only a few preserved steam 
railways like this operating in Britain, and all of them are 
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privately run, relying heavily on the help of enthusiasts, who 
drive the trains, operate the signals and draw up the timetables. 


A timetable has to suit passenger demand, but it has another very 
important function: to ensure safety. This is especially important 
on single-track sections of line, like those on the Severn Valley 
Railway. If two trains collide, the consequences can be 
disastrous. 


NEWSREADER (MICHAEL BUERK) 
Five people have died in a train crash in Kent. Two trains 
collided in thick fog on a single-track line. 


JUDY EKINS 
Collisions on a single track are rare but, nevertheless, a very real 
danger. Even in the ’90s, trains have come to grief, despite what 
are thought to be fail-safe precautions. 


NEWS REPORTER (VOICE-OVER) 
The two trains collided head-on in thick fog while travelling on 
the single track line. It’s thought both were running late, and 
there’s evidence that one, at least, skidded as it tried to brake 
before the impact. The collision shattered the front diesel units. 
The two drivers are understood to be amongst the fatalities. 


JUDY EKINS 
In common with other railway lines, the Severn Valley Railway 
has to maintain strict safety rules. There are speed limits – here 
it’s ten miles per hour – and signals indicate whether or not it’s 
safe to proceed. There would be no problem in running just one 
train on one line, but as soon as there are two or more trains 
running at a time, they have to be able to pass, so you need to 
make use of locations, such as stations, where the line become 
double track. 


Bridgnorth and Kidderminster both lie on the valley of the River 
Severn, and the two are connected by 24 point five kilometres of 
railway line. The line starts on one side of the river, before 
crossing over a bridge to the other side. The line also goes 
through a tunnel outside Kidderminster. Trains are able to pass 
one another at a number of intermediate stations along the largely 
single-track line. 


A train not only waits at a station platform to allow passengers to 
get on and off; it may also have to wait for the line ahead to be 
clear. This train is having to wait for a train travelling from the 
other direction to arrive at the station, before it can proceed. 


Efficient timetabling should ensure that no train is held up 
unduly. In order to investigate this further, I went to Bridgnorth 
and boarded a train for Kidderminster with Keith Shaw, who has 
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responsibility for timetabling the service. The first stop was to be 
at Hampton Loade, one of several stations and potential passing 
places on the way. Like all good railway supervisors, Keith is 
armed with a stopwatch. 


KEITH SHAW 
Ah, nine o’clock, right on time. 


JUDY EKINS 
Slowly but surely, the train gets up steam. But its departure time 
is being noted for a reason. 


Could you tell us what you’re doing today? 


KEITH SHAW 
Well, we’re just checking the times of the trains in order to 
compose a timetable – we’ve just left Bridgnorth now pretty well 
on time. We’ve had some difficulty starting, as you will have 
noticed, but that’s something that maybe we have to take into 
account in the timetable. 


JUDY EKINS 
You have problems with trains being late? 


KEITH SHAW 
No, not too bad. On the other hand, it is important that we don’t 
just sit back and look at the timetable and say, well, that’s it for 
ever. 


JUDY EKINS 
So, let’s look at some of the local landmarks and key places that 
affect the journey time. The train has reached a place called 
Sterns, just over half way to Hampton Loade, where there is a 
danger of the line slipping into the river, and so there’s a speed 
restriction, or ‘slack’, of five miles per hour. 


KEITH SHAW 
It’s 9.15, we’ve just passed the slack at Sterns, and as this is only 
a one-coach train, of course, it doesn’t take us long to pass it, but 
if you’ve got eight or nine coaches on, the whole of the train 
would have to pass the short section – I’ll just make a note of 
that. 


JUDY EKINS 
The particular train on which we’re travelling only needs to have 
one coach, because it’s the early morning taxi for railway 
personnel. 


KEITH SHAW 
Right, we’re approaching Hampton Loade now, and at Hampton 
Loade there’s a very interesting ferry, and there’s a ferry across 
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the river which has no power, no motive power. It’s driven by the 
current of the river, and it’s two very elderly ladies operate it; if 
you want to cross you go and push a button on a pole, and they 
come out of their house and get in the boat, and it’s anchored to a 
wire which runs across the river, and by manipulating the rudder, 
they can use the current to drive the boat across and back. It’s 
quite fun. And occasionally when I see them at Hampton Loade, 
I use the ferry, park the car on the other side of the river and 
come across it – it’s quite nice. It’s quite a nice feature. 


Just approaching Hampton Loade station there, so we need to 
check the time. Just 9.20. 


JUDY EKINS 
So, that’s the journey as far as Hampton Loade, a distance of 
seven point two kilometres, and we arrived at 9.20. 


A useful way to represent a journey is to draw a position–time 
graph, marking positions on the vertical axis, with BN for 
Bridgnorth and HL for Hampton Loade. The horizontal time axis 
is divided into equal time intervals, starting at nine o’clock, when 
the journey began, up to 9.20, when we reached Hampton Loade. 


The graph of the trip from Bridgnorth to Hampton Loade looks 
like this. Up until nine o’clock, the train was stationary at 
Bridgnorth, and so the graph is horizontal. As it speeded up, the 
graph gets steeper. At about six minutes past nine, the train had 
settled to a constant speed, for a period of five to six minutes. But 
then it slowed down to enter the cutting at Sterns, where there is 
a speed limit. Let’s mark the position of Sterns on the vertical 
axis. At 9.16, once the train had passed through Sterns, the graph 
gets steeper again, as the train speeded up, until it finally slowed 
down as it approached Hampton Loade station, where it stopped 
at 9.20. 


The next part of the journey took us beyond Hampton Loade to 
Highley Station, along another three point three kilometres of 
single-track railway. There were a number of factors which 
affected our speed. 


So, where are we now, Keith? 


KEITH SHAW 
Well, we’re, we’ve just past Alveley sidings, we’re approaching 
Highley; we’ve come over Highley Bank, which is quite a steep 
gradient, and it’s reverse curves, that’s curves in one direction 
and then the other, which makes for increased friction, which 
makes it more difficult for the driver, and so we should be 
approaching Highley soon. Of course, in the opposite direction, 
the gradient works in the driver’s favour, so he doesn’t – it’s 







DVD00107 transcript 29 


important that he keeps to the speed restriction in that direction 
as well. Slowing now for Highley, I’ll check the time and – 9.27. 


JUDY EKINS 
After Highley, there’s Arley Station, a further three point five 
kilometres up the line – which we reached at 9.36. 


One kilometre beyond Arley, the line crosses over to the other 
bank of the river. 


KEITH SHAW 
Well, that’s 9.40. We’re just crossing Victoria Bridge, which 
when it was built in 1861 was the largest single-span iron 
structure ever built at that time, by a firm called John Fowler, and 
it’s 200 feet, single span. Now on the faster section of the line – it 
doesn’t have so many slacks on as the earlier part, and also of 
course by now the engine’s warmed up and things are running 
much more as they should be. 


JUDY EKINS 
There’s one more stop before Kidderminster, and that’s in the 
town of Bewdley. To get to Bewdley station we’ve travelled a 
total of 20 kilometres from Bridgnorth and arrived at 9.50. The 
next landmark was the tunnel. 


KEITH SHAW 
We’re just approaching Bewdley Tunnel now, this another timing 
point – 9.56. 


Engines of course whistle when they go in, to warn anyone who’s 
inside that there’s a train coming, because there’s no way you – 
maintenance staff might be on the ground in the tunnel or doing 
some work, and they need to know to get out of the way. There 
are little niches in the side of the tunnel in which you can stand if 
a train comes by, so – but they still need to be warned. 


JUDY EKINS 
The tunnel was the last timing Keith made before we reached our 
final destination, Kidderminster town. 


On the outskirts of Kidderminster the single track becomes 
double again. Our final arrival time: 10.10. 


Band 6b Single-track minders 2 (Unit 7) 


 
JUDY EKINS 
The graph of the whole journey looks like this, with the stations 
shown by their abbreviations along the vertical axis. This level of 
detailed information on the graph is useful for ensuring that each 
individual train keeps to its own schedule. But when there’s a 
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							Table 7: Bob’s journey


		
			
				
							Time of day
							10.00 am
							12.30 pm
							1.00 pm
							5.00 pm
				


			
			
				
							Time after start (hours)
							0
							2.5
							3
							7
				


				
							Bob’s distance from Edinburgh (kilometres)
							0
							2.5 × 68 = 170
							170 + 0 = 170
							170 + (4 × 62.5) = 420
				


				
							Bob’s distance from Milton Keynes (kilometres)
							510
							510 −170 = 340
							340
							510 − 420 = 90
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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									Table 3: Data for cubic relationship


		
			
				
							Value of x-coordinate
							Value of y-coordinate
							Coordinate pair
				


			
			
				
							−3
							−27
							(−3, −27)
				


				
							−2
							−8
							(−2, −8)
				


				
							−1
							−1
							(−1, −1)
				


				
							0
							0
							(0, 0)
				


				
							1
							1
							(1, 1)
				


				
							2
							8
							(2, 8)
				


				
							3
							27
							(3, 27)
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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		Discussion


		At 1.30 pm Alice and Bob will be about 80 km apart.


		They will pass at about 265 km north of Milton Keynes, at about 2.10 pm.
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		Description


		This figure was found on the financial pages of a newspaper; it shows how exchange rates and stock market prices varied over three months
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important that he keeps to the speed restriction in that direction 
as well. Slowing now for Highley, I’ll check the time and – 9.27. 


JUDY EKINS 
After Highley, there’s Arley Station, a further three point five 
kilometres up the line – which we reached at 9.36. 


One kilometre beyond Arley, the line crosses over to the other 
bank of the river. 


KEITH SHAW 
Well, that’s 9.40. We’re just crossing Victoria Bridge, which 
when it was built in 1861 was the largest single-span iron 
structure ever built at that time, by a firm called John Fowler, and 
it’s 200 feet, single span. Now on the faster section of the line – it 
doesn’t have so many slacks on as the earlier part, and also of 
course by now the engine’s warmed up and things are running 
much more as they should be. 


JUDY EKINS 
There’s one more stop before Kidderminster, and that’s in the 
town of Bewdley. To get to Bewdley station we’ve travelled a 
total of 20 kilometres from Bridgnorth and arrived at 9.50. The 
next landmark was the tunnel. 


KEITH SHAW 
We’re just approaching Bewdley Tunnel now, this another timing 
point – 9.56. 


Engines of course whistle when they go in, to warn anyone who’s 
inside that there’s a train coming, because there’s no way you – 
maintenance staff might be on the ground in the tunnel or doing 
some work, and they need to know to get out of the way. There 
are little niches in the side of the tunnel in which you can stand if 
a train comes by, so – but they still need to be warned. 


JUDY EKINS 
The tunnel was the last timing Keith made before we reached our 
final destination, Kidderminster town. 


On the outskirts of Kidderminster the single track becomes 
double again. Our final arrival time: 10.10. 
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JUDY EKINS 
The graph of the whole journey looks like this, with the stations 
shown by their abbreviations along the vertical axis. This level of 
detailed information on the graph is useful for ensuring that each 
individual train keeps to its own schedule. But when there’s a 
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number of trains on the line, what’s important to the timetabler is 
the time needed to complete any one section of track between 
stations. And so this graph can be redrawn like this, with five 
straight lines between the stations. The horizontal lines represent 
the times when trains are waiting at stations. It’s a graph very 
similar to the diagrams that Keith Shaw draws when constructing 
his timetables, but he needs to include more than one train. 


So, Keith, can you tell us about the graphs that you use for the 
simplest timetable. 


KEITH SHAW 
Yes. This is a timetable that we use in the spring and the autumn 
time, midweek, which is when we have the least number of 
passengers. It’s a graph with a vertical axis and distance, and a 
horizontal axis and time. Stations we have marked as 
Kidderminster, Bewdley, Arley, Highley, Hampton Loade and 
Bridgnorth, and the time runs this way. 


This service, we have a train leaving Bridgnorth at 10.35. It 
pauses at Hampton Loade, for passengers, and at Highley, then at 
Arley. Then it goes on to Bewdley and terminates at 
Kidderminster. To service the number of people that we expect 
on these occasions, we use a two-train service. So we need 
another train travelling in the opposite direction, which meets this 
train at Arley, and here it leaves Kidderminster, pauses at 
Bewdley, and calls at Arley, where it crosses the train travelling 
in the opposite direction, then goes on to Highley, Hampton 
Loade, terminating at Bridgnorth. 


It’s important that the times of the trains are synchronised leaving 
from their starting point so that they meet together at Arley, 
which is the chosen crossing point. 


JUDY EKINS 
Otherwise one would have to wait for the other – OK. 


KEITH SHAW 
So, taking this a little further then, this train that’s now arrived at 
Bridgnorth is the one which started from Kidderminster; and this 
waits at Bridgnorth by indication of the horizontal line. It’s a 
two-hour service. That calls at Hampton Loade, Highley, Arley, 
Bewdley and Kidderminster. Similarly, the train which started at 
Bridgnorth has now waited at Kidderminster, and it leaves ten 
minutes later than that train, calling at Bewdley, Arley, where the 
trains cross, Highley, Hampton Loade and Bridgnorth. 


So that’s one cycle. 
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		Discussion


		At this stage, you may spend little time on planning your study, or you may do it routinely. What is important is for you to adopt a system that works for you and that you find useful. Studying and learning at a distance is not easy and many students find that a few minutes spent thinking about how and when they work is time well spent. People plan in different ways, but it is generally the case that planning ahead helps you to be more effective in what you do.


		Part of planning is also thinking about your own progress: self-monitoring. How are you getting on? Do you feel you need to spend more time on particular aspects of your studies? Are you going to complete the assignment questions for a Unit in the time you have allocated to study the Unit? Monitoring your own performance in particular areas helps to give you an insight into your progress generally. This is an important skill to acquire for independent learning. It helps you to focus on those areas you want to improve, and so enables you to communicate more effectively.
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		Description


		
			Figure 16: Graph of ‘Fahrenheit = 1.8 × Celsius + 32’
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		Discussion


		To tackle this activity, you need to be able to estimate Rana's walking speed as she completes her round. Her speed at any point is indicated by the slope of the distance-time graph. A steep slope means she was walking quickly and covered the distance in a relatively short time. A gentle slope means she was walking relatively slowly and took longer to cover the distance. A slope of zero—where the graph is horizontal—represents zero speed, indicating that she had stopped.


		Rana was walking fastest on section BC. Here, the slope of the graph is steeper than in any other section, indicating the highest speed.


		Section CD is horizontal indicating Rana's speed was zero for a short time. She takes the break at the furthest distance from the start.


		Assuming Rana walks slowest when she is going up the hill, this section is represented by AB.


		Section DE represents Rana's return. The gradient is negative because the distance from the start is decreasing with time, as Rana completes the round and returns back along the same route to her starting point.
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							Table 1: Preferred hours and study performance for the student group


		
			
				
							Time of day
							Relative study efficiency
							Study time preference
				


			
			
				
							08.00
							100
							110
				


				
							09.00
							104.2
							150
				


				
							10.00
							106.7
							90
				


				
							11.00
							105.5
							40
				


				
							12.00
							no data
							no data
				


				
							13.00
							98.5
							5
				


				
							14.00
							100.8
							4
				


				
							15.00
							105
							4
				


				
							16.00
							104
							15
				


				
							17.00
							100.1
							15
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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		Discussion


		
					
				To arrive at the same time as Bob, Alice must cover the 105 km in 90 minutes, or 1.5 hours. So her average speed must be 105/1.5=70 km per hour.


			


					
				Alice covers her journey of 340 km in 6 hours, so her average speed (overall) is 340/6=56.7 km per hour. Bob completes his journey of 420 km in 7 hours 50 minutes, or 7.83 hours. So his average speed (overall) is 420/7.83=53.6 km per hour.
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		Discussion


		
					
				To cross the service train without stopping, it should pass through Bewdley just after AN1 arrives at 12.56 am. Scheduling the cross at 12.57 would leave a little time for AN1 to arrive.


			


					
				If the train leaves Hampton Loade at 12.00 and passes through Bewdley at 12.57, it will have covered 12.8 km in 57minutes. Its average speed will be (12.8/57)×60=13.5 km per hour.


			


					
				From the graph or by calculation, the train should reach Kidderminster just after 1.16pm.
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/*!
 * jQuery JavaScript Library v1.4.2
 * http://jquery.com/
 *
 * Copyright 2010, John Resig
 * Dual licensed under the MIT or GPL Version 2 licenses.
 * http://jquery.org/license
 *
 * Includes Sizzle.js
 * http://sizzlejs.com/
 * Copyright 2010, The Dojo Foundation
 * Released under the MIT, BSD, and GPL Licenses.
 *
 * Date: Sat Feb 13 22:33:48 2010 -0500
 */
(function( window, undefined ) {

// Define a local copy of jQuery
var jQuery = function( selector, context ) {
		// The jQuery object is actually just the init constructor 'enhanced'
		return new jQuery.fn.init( selector, context );
	},

	// Map over jQuery in case of overwrite
	_jQuery = window.jQuery,

	// Map over the $ in case of overwrite
	_$ = window.$,

	// Use the correct document accordingly with window argument (sandbox)
	document = window.document,

	// A central reference to the root jQuery(document)
	rootjQuery,

	// A simple way to check for HTML strings or ID strings
	// (both of which we optimize for)
	quickExpr = /^[^<]*(<[\w\W]+>)[^>]*$|^#([\w-]+)$/,

	// Is it a simple selector
	isSimple = /^.[^:#\[\.,]*$/,

	// Check if a string has a non-whitespace character in it
	rnotwhite = /\S/,

	// Used for trimming whitespace
	rtrim = /^(\s|\u00A0)+|(\s|\u00A0)+$/g,

	// Match a standalone tag
	rsingleTag = /^<(\w+)\s*\/?>(?:<\/\1>)?$/,

	// Keep a UserAgent string for use with jQuery.browser
	userAgent = navigator.userAgent,

	// For matching the engine and version of the browser
	browserMatch,
	
	// Has the ready events already been bound?
	readyBound = false,
	
	// The functions to execute on DOM ready
	readyList = [],

	// The ready event handler
	DOMContentLoaded,

	// Save a reference to some core methods
	toString = Object.prototype.toString,
	hasOwnProperty = Object.prototype.hasOwnProperty,
	push = Array.prototype.push,
	slice = Array.prototype.slice,
	indexOf = Array.prototype.indexOf;

jQuery.fn = jQuery.prototype = {
	init: function( selector, context ) {
		var match, elem, ret, doc;

		// Handle $(""), $(null), or $(undefined)
		if ( !selector ) {
			return this;
		}

		// Handle $(DOMElement)
		if ( selector.nodeType ) {
			this.context = this[0] = selector;
			this.length = 1;
			return this;
		}
		
		// The body element only exists once, optimize finding it
		if ( selector === "body" && !context ) {
			this.context = document;
			this[0] = document.body;
			this.selector = "body";
			this.length = 1;
			return this;
		}

		// Handle HTML strings
		if ( typeof selector === "string" ) {
			// Are we dealing with HTML string or an ID?
			match = quickExpr.exec( selector );

			// Verify a match, and that no context was specified for #id
			if ( match && (match[1] || !context) ) {

				// HANDLE: $(html) -> $(array)
				if ( match[1] ) {
					doc = (context ? context.ownerDocument || context : document);

					// If a single string is passed in and it's a single tag
					// just do a createElement and skip the rest
					ret = rsingleTag.exec( selector );

					if ( ret ) {
						if ( jQuery.isPlainObject( context ) ) {
							selector = [ document.createElement( ret[1] ) ];
							jQuery.fn.attr.call( selector, context, true );

						} else {
							selector = [ doc.createElement( ret[1] ) ];
						}

					} else {
						ret = buildFragment( [ match[1] ], [ doc ] );
						selector = (ret.cacheable ? ret.fragment.cloneNode(true) : ret.fragment).childNodes;
					}
					
					return jQuery.merge( this, selector );
					
				// HANDLE: $("#id")
				} else {
					elem = document.getElementById( match[2] );

					if ( elem ) {
						// Handle the case where IE and Opera return items
						// by name instead of ID
						if ( elem.id !== match[2] ) {
							return rootjQuery.find( selector );
						}

						// Otherwise, we inject the element directly into the jQuery object
						this.length = 1;
						this[0] = elem;
					}

					this.context = document;
					this.selector = selector;
					return this;
				}

			// HANDLE: $("TAG")
			} else if ( !context && /^\w+$/.test( selector ) ) {
				this.selector = selector;
				this.context = document;
				selector = document.getElementsByTagName( selector );
				return jQuery.merge( this, selector );

			// HANDLE: $(expr, $(...))
			} else if ( !context || context.jquery ) {
				return (context || rootjQuery).find( selector );

			// HANDLE: $(expr, context)
			// (which is just equivalent to: $(context).find(expr)
			} else {
				return jQuery( context ).find( selector );
			}

		// HANDLE: $(function)
		// Shortcut for document ready
		} else if ( jQuery.isFunction( selector ) ) {
			return rootjQuery.ready( selector );
		}

		if (selector.selector !== undefined) {
			this.selector = selector.selector;
			this.context = selector.context;
		}

		return jQuery.makeArray( selector, this );
	},

	// Start with an empty selector
	selector: "",

	// The current version of jQuery being used
	jquery: "1.4.2",

	// The default length of a jQuery object is 0
	length: 0,

	// The number of elements contained in the matched element set
	size: function() {
		return this.length;
	},

	toArray: function() {
		return slice.call( this, 0 );
	},

	// Get the Nth element in the matched element set OR
	// Get the whole matched element set as a clean array
	get: function( num ) {
		return num == null ?

			// Return a 'clean' array
			this.toArray() :

			// Return just the object
			( num < 0 ? this.slice(num)[ 0 ] : this[ num ] );
	},

	// Take an array of elements and push it onto the stack
	// (returning the new matched element set)
	pushStack: function( elems, name, selector ) {
		// Build a new jQuery matched element set
		var ret = jQuery();

		if ( jQuery.isArray( elems ) ) {
			push.apply( ret, elems );
		
		} else {
			jQuery.merge( ret, elems );
		}

		// Add the old object onto the stack (as a reference)
		ret.prevObject = this;

		ret.context = this.context;

		if ( name === "find" ) {
			ret.selector = this.selector + (this.selector ? " " : "") + selector;
		} else if ( name ) {
			ret.selector = this.selector + "." + name + "(" + selector + ")";
		}

		// Return the newly-formed element set
		return ret;
	},

	// Execute a callback for every element in the matched set.
	// (You can seed the arguments with an array of args, but this is
	// only used internally.)
	each: function( callback, args ) {
		return jQuery.each( this, callback, args );
	},
	
	ready: function( fn ) {
		// Attach the listeners
		jQuery.bindReady();

		// If the DOM is already ready
		if ( jQuery.isReady ) {
			// Execute the function immediately
			fn.call( document, jQuery );

		// Otherwise, remember the function for later
		} else if ( readyList ) {
			// Add the function to the wait list
			readyList.push( fn );
		}

		return this;
	},
	
	eq: function( i ) {
		return i === -1 ?
			this.slice( i ) :
			this.slice( i, +i + 1 );
	},

	first: function() {
		return this.eq( 0 );
	},

	last: function() {
		return this.eq( -1 );
	},

	slice: function() {
		return this.pushStack( slice.apply( this, arguments ),
			"slice", slice.call(arguments).join(",") );
	},

	map: function( callback ) {
		return this.pushStack( jQuery.map(this, function( elem, i ) {
			return callback.call( elem, i, elem );
		}));
	},
	
	end: function() {
		return this.prevObject || jQuery(null);
	},

	// For internal use only.
	// Behaves like an Array's method, not like a jQuery method.
	push: push,
	sort: [].sort,
	splice: [].splice
};

// Give the init function the jQuery prototype for later instantiation
jQuery.fn.init.prototype = jQuery.fn;

jQuery.extend = jQuery.fn.extend = function() {
	// copy reference to target object
	var target = arguments[0] || {}, i = 1, length = arguments.length, deep = false, options, name, src, copy;

	// Handle a deep copy situation
	if ( typeof target === "boolean" ) {
		deep = target;
		target = arguments[1] || {};
		// skip the boolean and the target
		i = 2;
	}

	// Handle case when target is a string or something (possible in deep copy)
	if ( typeof target !== "object" && !jQuery.isFunction(target) ) {
		target = {};
	}

	// extend jQuery itself if only one argument is passed
	if ( length === i ) {
		target = this;
		--i;
	}

	for ( ; i < length; i++ ) {
		// Only deal with non-null/undefined values
		if ( (options = arguments[ i ]) != null ) {
			// Extend the base object
			for ( name in options ) {
				src = target[ name ];
				copy = options[ name ];

				// Prevent never-ending loop
				if ( target === copy ) {
					continue;
				}

				// Recurse if we're merging object literal values or arrays
				if ( deep && copy && ( jQuery.isPlainObject(copy) || jQuery.isArray(copy) ) ) {
					var clone = src && ( jQuery.isPlainObject(src) || jQuery.isArray(src) ) ? src
						: jQuery.isArray(copy) ? [] : {};

					// Never move original objects, clone them
					target[ name ] = jQuery.extend( deep, clone, copy );

				// Don't bring in undefined values
				} else if ( copy !== undefined ) {
					target[ name ] = copy;
				}
			}
		}
	}

	// Return the modified object
	return target;
};

jQuery.extend({
	noConflict: function( deep ) {
		window.$ = _$;

		if ( deep ) {
			window.jQuery = _jQuery;
		}

		return jQuery;
	},
	
	// Is the DOM ready to be used? Set to true once it occurs.
	isReady: false,
	
	// Handle when the DOM is ready
	ready: function() {
		// Make sure that the DOM is not already loaded
		if ( !jQuery.isReady ) {
			// Make sure body exists, at least, in case IE gets a little overzealous (ticket #5443).
			if ( !document.body ) {
				return setTimeout( jQuery.ready, 13 );
			}

			// Remember that the DOM is ready
			jQuery.isReady = true;

			// If there are functions bound, to execute
			if ( readyList ) {
				// Execute all of them
				var fn, i = 0;
				while ( (fn = readyList[ i++ ]) ) {
					fn.call( document, jQuery );
				}

				// Reset the list of functions
				readyList = null;
			}

			// Trigger any bound ready events
			if ( jQuery.fn.triggerHandler ) {
				jQuery( document ).triggerHandler( "ready" );
			}
		}
	},
	
	bindReady: function() {
		if ( readyBound ) {
			return;
		}

		readyBound = true;

		// Catch cases where $(document).ready() is called after the
		// browser event has already occurred.
		if ( document.readyState === "complete" ) {
			return jQuery.ready();
		}

		// Mozilla, Opera and webkit nightlies currently support this event
		if ( document.addEventListener ) {
			// Use the handy event callback
			document.addEventListener( "DOMContentLoaded", DOMContentLoaded, false );
			
			// A fallback to window.onload, that will always work
			window.addEventListener( "load", jQuery.ready, false );

		// If IE event model is used
		} else if ( document.attachEvent ) {
			// ensure firing before onload,
			// maybe late but safe also for iframes
			document.attachEvent("onreadystatechange", DOMContentLoaded);
			
			// A fallback to window.onload, that will always work
			window.attachEvent( "onload", jQuery.ready );

			// If IE and not a frame
			// continually check to see if the document is ready
			var toplevel = false;

			try {
				toplevel = window.frameElement == null;
			} catch(e) {}

			if ( document.documentElement.doScroll && toplevel ) {
				doScrollCheck();
			}
		}
	},

	// See test/unit/core.js for details concerning isFunction.
	// Since version 1.3, DOM methods and functions like alert
	// aren't supported. They return false on IE (#2968).
	isFunction: function( obj ) {
		return toString.call(obj) === "[object Function]";
	},

	isArray: function( obj ) {
		return toString.call(obj) === "[object Array]";
	},

	isPlainObject: function( obj ) {
		// Must be an Object.
		// Because of IE, we also have to check the presence of the constructor property.
		// Make sure that DOM nodes and window objects don't pass through, as well
		if ( !obj || toString.call(obj) !== "[object Object]" || obj.nodeType || obj.setInterval ) {
			return false;
		}
		
		// Not own constructor property must be Object
		if ( obj.constructor
			&& !hasOwnProperty.call(obj, "constructor")
			&& !hasOwnProperty.call(obj.constructor.prototype, "isPrototypeOf") ) {
			return false;
		}
		
		// Own properties are enumerated firstly, so to speed up,
		// if last one is own, then all properties are own.
	
		var key;
		for ( key in obj ) {}
		
		return key === undefined || hasOwnProperty.call( obj, key );
	},

	isEmptyObject: function( obj ) {
		for ( var name in obj ) {
			return false;
		}
		return true;
	},
	
	error: function( msg ) {
		throw msg;
	},
	
	parseJSON: function( data ) {
		if ( typeof data !== "string" || !data ) {
			return null;
		}

		// Make sure leading/trailing whitespace is removed (IE can't handle it)
		data = jQuery.trim( data );
		
		// Make sure the incoming data is actual JSON
		// Logic borrowed from http://json.org/json2.js
		if ( /^[\],:{}\s]*$/.test(data.replace(/\\(?:["\\\/bfnrt]|u[0-9a-fA-F]{4})/g, "@")
			.replace(/"[^"\\\n\r]*"|true|false|null|-?\d+(?:\.\d*)?(?:[eE][+\-]?\d+)?/g, "]")
			.replace(/(?:^|:|,)(?:\s*\[)+/g, "")) ) {

			// Try to use the native JSON parser first
			return window.JSON && window.JSON.parse ?
				window.JSON.parse( data ) :
				(new Function("return " + data))();

		} else {
			jQuery.error( "Invalid JSON: " + data );
		}
	},

	noop: function() {},

	// Evalulates a script in a global context
	globalEval: function( data ) {
		if ( data && rnotwhite.test(data) ) {
			// Inspired by code by Andrea Giammarchi
			// http://webreflection.blogspot.com/2007/08/global-scope-evaluation-and-dom.html
			var head = document.getElementsByTagName("head")[0] || document.documentElement,
				script = document.createElement("script");

			script.type = "text/javascript";

			if ( jQuery.support.scriptEval ) {
				script.appendChild( document.createTextNode( data ) );
			} else {
				script.text = data;
			}

			// Use insertBefore instead of appendChild to circumvent an IE6 bug.
			// This arises when a base node is used (#2709).
			head.insertBefore( script, head.firstChild );
			head.removeChild( script );
		}
	},

	nodeName: function( elem, name ) {
		return elem.nodeName && elem.nodeName.toUpperCase() === name.toUpperCase();
	},

	// args is for internal usage only
	each: function( object, callback, args ) {
		var name, i = 0,
			length = object.length,
			isObj = length === undefined || jQuery.isFunction(object);

		if ( args ) {
			if ( isObj ) {
				for ( name in object ) {
					if ( callback.apply( object[ name ], args ) === false ) {
						break;
					}
				}
			} else {
				for ( ; i < length; ) {
					if ( callback.apply( object[ i++ ], args ) === false ) {
						break;
					}
				}
			}

		// A special, fast, case for the most common use of each
		} else {
			if ( isObj ) {
				for ( name in object ) {
					if ( callback.call( object[ name ], name, object[ name ] ) === false ) {
						break;
					}
				}
			} else {
				for ( var value = object[0];
					i < length && callback.call( value, i, value ) !== false; value = object[++i] ) {}
			}
		}

		return object;
	},

	trim: function( text ) {
		return (text || "").replace( rtrim, "" );
	},

	// results is for internal usage only
	makeArray: function( array, results ) {
		var ret = results || [];

		if ( array != null ) {
			// The window, strings (and functions) also have 'length'
			// The extra typeof function check is to prevent crashes
			// in Safari 2 (See: #3039)
			if ( array.length == null || typeof array === "string" || jQuery.isFunction(array) || (typeof array !== "function" && array.setInterval) ) {
				push.call( ret, array );
			} else {
				jQuery.merge( ret, array );
			}
		}

		return ret;
	},

	inArray: function( elem, array ) {
		if ( array.indexOf ) {
			return array.indexOf( elem );
		}

		for ( var i = 0, length = array.length; i < length; i++ ) {
			if ( array[ i ] === elem ) {
				return i;
			}
		}

		return -1;
	},

	merge: function( first, second ) {
		var i = first.length, j = 0;

		if ( typeof second.length === "number" ) {
			for ( var l = second.length; j < l; j++ ) {
				first[ i++ ] = second[ j ];
			}
		
		} else {
			while ( second[j] !== undefined ) {
				first[ i++ ] = second[ j++ ];
			}
		}

		first.length = i;

		return first;
	},

	grep: function( elems, callback, inv ) {
		var ret = [];

		// Go through the array, only saving the items
		// that pass the validator function
		for ( var i = 0, length = elems.length; i < length; i++ ) {
			if ( !inv !== !callback( elems[ i ], i ) ) {
				ret.push( elems[ i ] );
			}
		}

		return ret;
	},

	// arg is for internal usage only
	map: function( elems, callback, arg ) {
		var ret = [], value;

		// Go through the array, translating each of the items to their
		// new value (or values).
		for ( var i = 0, length = elems.length; i < length; i++ ) {
			value = callback( elems[ i ], i, arg );

			if ( value != null ) {
				ret[ ret.length ] = value;
			}
		}

		return ret.concat.apply( [], ret );
	},

	// A global GUID counter for objects
	guid: 1,

	proxy: function( fn, proxy, thisObject ) {
		if ( arguments.length === 2 ) {
			if ( typeof proxy === "string" ) {
				thisObject = fn;
				fn = thisObject[ proxy ];
				proxy = undefined;

			} else if ( proxy && !jQuery.isFunction( proxy ) ) {
				thisObject = proxy;
				proxy = undefined;
			}
		}

		if ( !proxy && fn ) {
			proxy = function() {
				return fn.apply( thisObject || this, arguments );
			};
		}

		// Set the guid of unique handler to the same of original handler, so it can be removed
		if ( fn ) {
			proxy.guid = fn.guid = fn.guid || proxy.guid || jQuery.guid++;
		}

		// So proxy can be declared as an argument
		return proxy;
	},

	// Use of jQuery.browser is frowned upon.
	// More details: http://docs.jquery.com/Utilities/jQuery.browser
	uaMatch: function( ua ) {
		ua = ua.toLowerCase();

		var match = /(webkit)[ \/]([\w.]+)/.exec( ua ) ||
			/(opera)(?:.*version)?[ \/]([\w.]+)/.exec( ua ) ||
			/(msie) ([\w.]+)/.exec( ua ) ||
			!/compatible/.test( ua ) && /(mozilla)(?:.*? rv:([\w.]+))?/.exec( ua ) ||
		  	[];

		return { browser: match[1] || "", version: match[2] || "0" };
	},

	browser: {}
});

browserMatch = jQuery.uaMatch( userAgent );
if ( browserMatch.browser ) {
	jQuery.browser[ browserMatch.browser ] = true;
	jQuery.browser.version = browserMatch.version;
}

// Deprecated, use jQuery.browser.webkit instead
if ( jQuery.browser.webkit ) {
	jQuery.browser.safari = true;
}

if ( indexOf ) {
	jQuery.inArray = function( elem, array ) {
		return indexOf.call( array, elem );
	};
}

// All jQuery objects should point back to these
rootjQuery = jQuery(document);

// Cleanup functions for the document ready method
if ( document.addEventListener ) {
	DOMContentLoaded = function() {
		document.removeEventListener( "DOMContentLoaded", DOMContentLoaded, false );
		jQuery.ready();
	};

} else if ( document.attachEvent ) {
	DOMContentLoaded = function() {
		// Make sure body exists, at least, in case IE gets a little overzealous (ticket #5443).
		if ( document.readyState === "complete" ) {
			document.detachEvent( "onreadystatechange", DOMContentLoaded );
			jQuery.ready();
		}
	};
}

// The DOM ready check for Internet Explorer
function doScrollCheck() {
	if ( jQuery.isReady ) {
		return;
	}

	try {
		// If IE is used, use the trick by Diego Perini
		// http://javascript.nwbox.com/IEContentLoaded/
		document.documentElement.doScroll("left");
	} catch( error ) {
		setTimeout( doScrollCheck, 1 );
		return;
	}

	// and execute any waiting functions
	jQuery.ready();
}

function evalScript( i, elem ) {
	if ( elem.src ) {
		jQuery.ajax({
			url: elem.src,
			async: false,
			dataType: "script"
		});
	} else {
		jQuery.globalEval( elem.text || elem.textContent || elem.innerHTML || "" );
	}

	if ( elem.parentNode ) {
		elem.parentNode.removeChild( elem );
	}
}

// Mutifunctional method to get and set values to a collection
// The value/s can be optionally by executed if its a function
function access( elems, key, value, exec, fn, pass ) {
	var length = elems.length;
	
	// Setting many attributes
	if ( typeof key === "object" ) {
		for ( var k in key ) {
			access( elems, k, key[k], exec, fn, value );
		}
		return elems;
	}
	
	// Setting one attribute
	if ( value !== undefined ) {
		// Optionally, function values get executed if exec is true
		exec = !pass && exec && jQuery.isFunction(value);
		
		for ( var i = 0; i < length; i++ ) {
			fn( elems[i], key, exec ? value.call( elems[i], i, fn( elems[i], key ) ) : value, pass );
		}
		
		return elems;
	}
	
	// Getting an attribute
	return length ? fn( elems[0], key ) : undefined;
}

function now() {
	return (new Date).getTime();
}
(function() {

	jQuery.support = {};

	var root = document.documentElement,
		script = document.createElement("script"),
		div = document.createElement("div"),
		id = "script" + now();

	div.style.display = "none";
	div.innerHTML = "   <link/><table></table><a href='/a' style='color:red;float:left;opacity:.55;'>a</a><input type='checkbox'/>";

	var all = div.getElementsByTagName("*"),
		a = div.getElementsByTagName("a")[0];

	// Can't get basic test support
	if ( !all || !all.length || !a ) {
		return;
	}

	jQuery.support = {
		// IE strips leading whitespace when .innerHTML is used
		leadingWhitespace: div.firstChild.nodeType === 3,

		// Make sure that tbody elements aren't automatically inserted
		// IE will insert them into empty tables
		tbody: !div.getElementsByTagName("tbody").length,

		// Make sure that link elements get serialized correctly by innerHTML
		// This requires a wrapper element in IE
		htmlSerialize: !!div.getElementsByTagName("link").length,

		// Get the style information from getAttribute
		// (IE uses .cssText insted)
		style: /red/.test( a.getAttribute("style") ),

		// Make sure that URLs aren't manipulated
		// (IE normalizes it by default)
		hrefNormalized: a.getAttribute("href") === "/a",

		// Make sure that element opacity exists
		// (IE uses filter instead)
		// Use a regex to work around a WebKit issue. See #5145
		opacity: /^0.55$/.test( a.style.opacity ),

		// Verify style float existence
		// (IE uses styleFloat instead of cssFloat)
		cssFloat: !!a.style.cssFloat,

		// Make sure that if no value is specified for a checkbox
		// that it defaults to "on".
		// (WebKit defaults to "" instead)
		checkOn: div.getElementsByTagName("input")[0].value === "on",

		// Make sure that a selected-by-default option has a working selected property.
		// (WebKit defaults to false instead of true, IE too, if it's in an optgroup)
		optSelected: document.createElement("select").appendChild( document.createElement("option") ).selected,

		parentNode: div.removeChild( div.appendChild( document.createElement("div") ) ).parentNode === null,

		// Will be defined later
		deleteExpando: true,
		checkClone: false,
		scriptEval: false,
		noCloneEvent: true,
		boxModel: null
	};

	script.type = "text/javascript";
	try {
		script.appendChild( document.createTextNode( "window." + id + "=1;" ) );
	} catch(e) {}

	root.insertBefore( script, root.firstChild );

	// Make sure that the execution of code works by injecting a script
	// tag with appendChild/createTextNode
	// (IE doesn't support this, fails, and uses .text instead)
	if ( window[ id ] ) {
		jQuery.support.scriptEval = true;
		delete window[ id ];
	}

	// Test to see if it's possible to delete an expando from an element
	// Fails in Internet Explorer
	try {
		delete script.test;
	
	} catch(e) {
		jQuery.support.deleteExpando = false;
	}

	root.removeChild( script );

	if ( div.attachEvent && div.fireEvent ) {
		div.attachEvent("onclick", function click() {
			// Cloning a node shouldn't copy over any
			// bound event handlers (IE does this)
			jQuery.support.noCloneEvent = false;
			div.detachEvent("onclick", click);
		});
		div.cloneNode(true).fireEvent("onclick");
	}

	div = document.createElement("div");
	div.innerHTML = "<input type='radio' name='radiotest' checked='checked'/>";

	var fragment = document.createDocumentFragment();
	fragment.appendChild( div.firstChild );

	// WebKit doesn't clone checked state correctly in fragments
	jQuery.support.checkClone = fragment.cloneNode(true).cloneNode(true).lastChild.checked;

	// Figure out if the W3C box model works as expected
	// document.body must exist before we can do this
	jQuery(function() {
		var div = document.createElement("div");
		div.style.width = div.style.paddingLeft = "1px";

		document.body.appendChild( div );
		jQuery.boxModel = jQuery.support.boxModel = div.offsetWidth === 2;
		document.body.removeChild( div ).style.display = 'none';

		div = null;
	});

	// Technique from Juriy Zaytsev
	// http://thinkweb2.com/projects/prototype/detecting-event-support-without-browser-sniffing/
	var eventSupported = function( eventName ) { 
		var el = document.createElement("div"); 
		eventName = "on" + eventName; 

		var isSupported = (eventName in el); 
		if ( !isSupported ) { 
			el.setAttribute(eventName, "return;"); 
			isSupported = typeof el[eventName] === "function"; 
		} 
		el = null; 

		return isSupported; 
	};
	
	jQuery.support.submitBubbles = eventSupported("submit");
	jQuery.support.changeBubbles = eventSupported("change");

	// release memory in IE
	root = script = div = all = a = null;
})();

jQuery.props = {
	"for": "htmlFor",
	"class": "className",
	readonly: "readOnly",
	maxlength: "maxLength",
	cellspacing: "cellSpacing",
	rowspan: "rowSpan",
	colspan: "colSpan",
	tabindex: "tabIndex",
	usemap: "useMap",
	frameborder: "frameBorder"
};
var expando = "jQuery" + now(), uuid = 0, windowData = {};

jQuery.extend({
	cache: {},
	
	expando:expando,

	// The following elements throw uncatchable exceptions if you
	// attempt to add expando properties to them.
	noData: {
		"embed": true,
		"object": true,
		"applet": true
	},

	data: function( elem, name, data ) {
		if ( elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()] ) {
			return;
		}

		elem = elem == window ?
			windowData :
			elem;

		var id = elem[ expando ], cache = jQuery.cache, thisCache;

		if ( !id && typeof name === "string" && data === undefined ) {
			return null;
		}

		// Compute a unique ID for the element
		if ( !id ) { 
			id = ++uuid;
		}

		// Avoid generating a new cache unless none exists and we
		// want to manipulate it.
		if ( typeof name === "object" ) {
			elem[ expando ] = id;
			thisCache = cache[ id ] = jQuery.extend(true, {}, name);

		} else if ( !cache[ id ] ) {
			elem[ expando ] = id;
			cache[ id ] = {};
		}

		thisCache = cache[ id ];

		// Prevent overriding the named cache with undefined values
		if ( data !== undefined ) {
			thisCache[ name ] = data;
		}

		return typeof name === "string" ? thisCache[ name ] : thisCache;
	},

	removeData: function( elem, name ) {
		if ( elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()] ) {
			return;
		}

		elem = elem == window ?
			windowData :
			elem;

		var id = elem[ expando ], cache = jQuery.cache, thisCache = cache[ id ];

		// If we want to remove a specific section of the element's data
		if ( name ) {
			if ( thisCache ) {
				// Remove the section of cache data
				delete thisCache[ name ];

				// If we've removed all the data, remove the element's cache
				if ( jQuery.isEmptyObject(thisCache) ) {
					jQuery.removeData( elem );
				}
			}

		// Otherwise, we want to remove all of the element's data
		} else {
			if ( jQuery.support.deleteExpando ) {
				delete elem[ jQuery.expando ];

			} else if ( elem.removeAttribute ) {
				elem.removeAttribute( jQuery.expando );
			}

			// Completely remove the data cache
			delete cache[ id ];
		}
	}
});

jQuery.fn.extend({
	data: function( key, value ) {
		if ( typeof key === "undefined" && this.length ) {
			return jQuery.data( this[0] );

		} else if ( typeof key === "object" ) {
			return this.each(function() {
				jQuery.data( this, key );
			});
		}

		var parts = key.split(".");
		parts[1] = parts[1] ? "." + parts[1] : "";

		if ( value === undefined ) {
			var data = this.triggerHandler("getData" + parts[1] + "!", [parts[0]]);

			if ( data === undefined && this.length ) {
				data = jQuery.data( this[0], key );
			}
			return data === undefined && parts[1] ?
				this.data( parts[0] ) :
				data;
		} else {
			return this.trigger("setData" + parts[1] + "!", [parts[0], value]).each(function() {
				jQuery.data( this, key, value );
			});
		}
	},

	removeData: function( key ) {
		return this.each(function() {
			jQuery.removeData( this, key );
		});
	}
});
jQuery.extend({
	queue: function( elem, type, data ) {
		if ( !elem ) {
			return;
		}

		type = (type || "fx") + "queue";
		var q = jQuery.data( elem, type );

		// Speed up dequeue by getting out quickly if this is just a lookup
		if ( !data ) {
			return q || [];
		}

		if ( !q || jQuery.isArray(data) ) {
			q = jQuery.data( elem, type, jQuery.makeArray(data) );

		} else {
			q.push( data );
		}

		return q;
	},

	dequeue: function( elem, type ) {
		type = type || "fx";

		var queue = jQuery.queue( elem, type ), fn = queue.shift();

		// If the fx queue is dequeued, always remove the progress sentinel
		if ( fn === "inprogress" ) {
			fn = queue.shift();
		}

		if ( fn ) {
			// Add a progress sentinel to prevent the fx queue from being
			// automatically dequeued
			if ( type === "fx" ) {
				queue.unshift("inprogress");
			}

			fn.call(elem, function() {
				jQuery.dequeue(elem, type);
			});
		}
	}
});

jQuery.fn.extend({
	queue: function( type, data ) {
		if ( typeof type !== "string" ) {
			data = type;
			type = "fx";
		}

		if ( data === undefined ) {
			return jQuery.queue( this[0], type );
		}
		return this.each(function( i, elem ) {
			var queue = jQuery.queue( this, type, data );

			if ( type === "fx" && queue[0] !== "inprogress" ) {
				jQuery.dequeue( this, type );
			}
		});
	},
	dequeue: function( type ) {
		return this.each(function() {
			jQuery.dequeue( this, type );
		});
	},

	// Based off of the plugin by Clint Helfers, with permission.
	// http://blindsignals.com/index.php/2009/07/jquery-delay/
	delay: function( time, type ) {
		time = jQuery.fx ? jQuery.fx.speeds[time] || time : time;
		type = type || "fx";

		return this.queue( type, function() {
			var elem = this;
			setTimeout(function() {
				jQuery.dequeue( elem, type );
			}, time );
		});
	},

	clearQueue: function( type ) {
		return this.queue( type || "fx", [] );
	}
});
var rclass = /[\n\t]/g,
	rspace = /\s+/,
	rreturn = /\r/g,
	rspecialurl = /href|src|style/,
	rtype = /(button|input)/i,
	rfocusable = /(button|input|object|select|textarea)/i,
	rclickable = /^(a|area)$/i,
	rradiocheck = /radio|checkbox/;

jQuery.fn.extend({
	attr: function( name, value ) {
		return access( this, name, value, true, jQuery.attr );
	},

	removeAttr: function( name, fn ) {
		return this.each(function(){
			jQuery.attr( this, name, "" );
			if ( this.nodeType === 1 ) {
				this.removeAttribute( name );
			}
		});
	},

	addClass: function( value ) {
		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.addClass( value.call(this, i, self.attr("class")) );
			});
		}

		if ( value && typeof value === "string" ) {
			var classNames = (value || "").split( rspace );

			for ( var i = 0, l = this.length; i < l; i++ ) {
				var elem = this[i];

				if ( elem.nodeType === 1 ) {
					if ( !elem.className ) {
						elem.className = value;

					} else {
						var className = " " + elem.className + " ", setClass = elem.className;
						for ( var c = 0, cl = classNames.length; c < cl; c++ ) {
							if ( className.indexOf( " " + classNames[c] + " " ) < 0 ) {
								setClass += " " + classNames[c];
							}
						}
						elem.className = jQuery.trim( setClass );
					}
				}
			}
		}

		return this;
	},

	removeClass: function( value ) {
		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.removeClass( value.call(this, i, self.attr("class")) );
			});
		}

		if ( (value && typeof value === "string") || value === undefined ) {
			var classNames = (value || "").split(rspace);

			for ( var i = 0, l = this.length; i < l; i++ ) {
				var elem = this[i];

				if ( elem.nodeType === 1 && elem.className ) {
					if ( value ) {
						var className = (" " + elem.className + " ").replace(rclass, " ");
						for ( var c = 0, cl = classNames.length; c < cl; c++ ) {
							className = className.replace(" " + classNames[c] + " ", " ");
						}
						elem.className = jQuery.trim( className );

					} else {
						elem.className = "";
					}
				}
			}
		}

		return this;
	},

	toggleClass: function( value, stateVal ) {
		var type = typeof value, isBool = typeof stateVal === "boolean";

		if ( jQuery.isFunction( value ) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.toggleClass( value.call(this, i, self.attr("class"), stateVal), stateVal );
			});
		}

		return this.each(function() {
			if ( type === "string" ) {
				// toggle individual class names
				var className, i = 0, self = jQuery(this),
					state = stateVal,
					classNames = value.split( rspace );

				while ( (className = classNames[ i++ ]) ) {
					// check each className given, space seperated list
					state = isBool ? state : !self.hasClass( className );
					self[ state ? "addClass" : "removeClass" ]( className );
				}

			} else if ( type === "undefined" || type === "boolean" ) {
				if ( this.className ) {
					// store className if set
					jQuery.data( this, "__className__", this.className );
				}

				// toggle whole className
				this.className = this.className || value === false ? "" : jQuery.data( this, "__className__" ) || "";
			}
		});
	},

	hasClass: function( selector ) {
		var className = " " + selector + " ";
		for ( var i = 0, l = this.length; i < l; i++ ) {
			if ( (" " + this[i].className + " ").replace(rclass, " ").indexOf( className ) > -1 ) {
				return true;
			}
		}

		return false;
	},

	val: function( value ) {
		if ( value === undefined ) {
			var elem = this[0];

			if ( elem ) {
				if ( jQuery.nodeName( elem, "option" ) ) {
					return (elem.attributes.value || {}).specified ? elem.value : elem.text;
				}

				// We need to handle select boxes special
				if ( jQuery.nodeName( elem, "select" ) ) {
					var index = elem.selectedIndex,
						values = [],
						options = elem.options,
						one = elem.type === "select-one";

					// Nothing was selected
					if ( index < 0 ) {
						return null;
					}

					// Loop through all the selected options
					for ( var i = one ? index : 0, max = one ? index + 1 : options.length; i < max; i++ ) {
						var option = options[ i ];

						if ( option.selected ) {
							// Get the specifc value for the option
							value = jQuery(option).val();

							// We don't need an array for one selects
							if ( one ) {
								return value;
							}

							// Multi-Selects return an array
							values.push( value );
						}
					}

					return values;
				}

				// Handle the case where in Webkit "" is returned instead of "on" if a value isn't specified
				if ( rradiocheck.test( elem.type ) && !jQuery.support.checkOn ) {
					return elem.getAttribute("value") === null ? "on" : elem.value;
				}
				

				// Everything else, we just grab the value
				return (elem.value || "").replace(rreturn, "");

			}

			return undefined;
		}

		var isFunction = jQuery.isFunction(value);

		return this.each(function(i) {
			var self = jQuery(this), val = value;

			if ( this.nodeType !== 1 ) {
				return;
			}

			if ( isFunction ) {
				val = value.call(this, i, self.val());
			}

			// Typecast each time if the value is a Function and the appended
			// value is therefore different each time.
			if ( typeof val === "number" ) {
				val += "";
			}

			if ( jQuery.isArray(val) && rradiocheck.test( this.type ) ) {
				this.checked = jQuery.inArray( self.val(), val ) >= 0;

			} else if ( jQuery.nodeName( this, "select" ) ) {
				var values = jQuery.makeArray(val);

				jQuery( "option", this ).each(function() {
					this.selected = jQuery.inArray( jQuery(this).val(), values ) >= 0;
				});

				if ( !values.length ) {
					this.selectedIndex = -1;
				}

			} else {
				this.value = val;
			}
		});
	}
});

jQuery.extend({
	attrFn: {
		val: true,
		css: true,
		html: true,
		text: true,
		data: true,
		width: true,
		height: true,
		offset: true
	},
		
	attr: function( elem, name, value, pass ) {
		// don't set attributes on text and comment nodes
		if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
			return undefined;
		}

		if ( pass && name in jQuery.attrFn ) {
			return jQuery(elem)[name](value);
		}

		var notxml = elem.nodeType !== 1 || !jQuery.isXMLDoc( elem ),
			// Whether we are setting (or getting)
			set = value !== undefined;

		// Try to normalize/fix the name
		name = notxml && jQuery.props[ name ] || name;

		// Only do all the following if this is a node (faster for style)
		if ( elem.nodeType === 1 ) {
			// These attributes require special treatment
			var special = rspecialurl.test( name );

			// Safari mis-reports the default selected property of an option
			// Accessing the parent's selectedIndex property fixes it
			if ( name === "selected" && !jQuery.support.optSelected ) {
				var parent = elem.parentNode;
				if ( parent ) {
					parent.selectedIndex;
	
					// Make sure that it also works with optgroups, see #5701
					if ( parent.parentNode ) {
						parent.parentNode.selectedIndex;
					}
				}
			}

			// If applicable, access the attribute via the DOM 0 way
			if ( name in elem && notxml && !special ) {
				if ( set ) {
					// We can't allow the type property to be changed (since it causes problems in IE)
					if ( name === "type" && rtype.test( elem.nodeName ) && elem.parentNode ) {
						jQuery.error( "type property can't be changed" );
					}

					elem[ name ] = value;
				}

				// browsers index elements by id/name on forms, give priority to attributes.
				if ( jQuery.nodeName( elem, "form" ) && elem.getAttributeNode(name) ) {
					return elem.getAttributeNode( name ).nodeValue;
				}

				// elem.tabIndex doesn't always return the correct value when it hasn't been explicitly set
				// http://fluidproject.org/blog/2008/01/09/getting-setting-and-removing-tabindex-values-with-javascript/
				if ( name === "tabIndex" ) {
					var attributeNode = elem.getAttributeNode( "tabIndex" );

					return attributeNode && attributeNode.specified ?
						attributeNode.value :
						rfocusable.test( elem.nodeName ) || rclickable.test( elem.nodeName ) && elem.href ?
							0 :
							undefined;
				}

				return elem[ name ];
			}

			if ( !jQuery.support.style && notxml && name === "style" ) {
				if ( set ) {
					elem.style.cssText = "" + value;
				}

				return elem.style.cssText;
			}

			if ( set ) {
				// convert the value to a string (all browsers do this but IE) see #1070
				elem.setAttribute( name, "" + value );
			}

			var attr = !jQuery.support.hrefNormalized && notxml && special ?
					// Some attributes require a special call on IE
					elem.getAttribute( name, 2 ) :
					elem.getAttribute( name );

			// Non-existent attributes return null, we normalize to undefined
			return attr === null ? undefined : attr;
		}

		// elem is actually elem.style ... set the style
		// Using attr for specific style information is now deprecated. Use style instead.
		return jQuery.style( elem, name, value );
	}
});
var rnamespaces = /\.(.*)$/,
	fcleanup = function( nm ) {
		return nm.replace(/[^\w\s\.\|`]/g, function( ch ) {
			return "\\" + ch;
		});
	};

/*
 * A number of helper functions used for managing events.
 * Many of the ideas behind this code originated from
 * Dean Edwards' addEvent library.
 */
jQuery.event = {

	// Bind an event to an element
	// Original by Dean Edwards
	add: function( elem, types, handler, data ) {
		if ( elem.nodeType === 3 || elem.nodeType === 8 ) {
			return;
		}

		// For whatever reason, IE has trouble passing the window object
		// around, causing it to be cloned in the process
		if ( elem.setInterval && ( elem !== window && !elem.frameElement ) ) {
			elem = window;
		}

		var handleObjIn, handleObj;

		if ( handler.handler ) {
			handleObjIn = handler;
			handler = handleObjIn.handler;
		}

		// Make sure that the function being executed has a unique ID
		if ( !handler.guid ) {
			handler.guid = jQuery.guid++;
		}

		// Init the element's event structure
		var elemData = jQuery.data( elem );

		// If no elemData is found then we must be trying to bind to one of the
		// banned noData elements
		if ( !elemData ) {
			return;
		}

		var events = elemData.events = elemData.events || {},
			eventHandle = elemData.handle, eventHandle;

		if ( !eventHandle ) {
			elemData.handle = eventHandle = function() {
				// Handle the second event of a trigger and when
				// an event is called after a page has unloaded
				return typeof jQuery !== "undefined" && !jQuery.event.triggered ?
					jQuery.event.handle.apply( eventHandle.elem, arguments ) :
					undefined;
			};
		}

		// Add elem as a property of the handle function
		// This is to prevent a memory leak with non-native events in IE.
		eventHandle.elem = elem;

		// Handle multiple events separated by a space
		// jQuery(...).bind("mouseover mouseout", fn);
		types = types.split(" ");

		var type, i = 0, namespaces;

		while ( (type = types[ i++ ]) ) {
			handleObj = handleObjIn ?
				jQuery.extend({}, handleObjIn) :
				{ handler: handler, data: data };

			// Namespaced event handlers
			if ( type.indexOf(".") > -1 ) {
				namespaces = type.split(".");
				type = namespaces.shift();
				handleObj.namespace = namespaces.slice(0).sort().join(".");

			} else {
				namespaces = [];
				handleObj.namespace = "";
			}

			handleObj.type = type;
			handleObj.guid = handler.guid;

			// Get the current list of functions bound to this event
			var handlers = events[ type ],
				special = jQuery.event.special[ type ] || {};

			// Init the event handler queue
			if ( !handlers ) {
				handlers = events[ type ] = [];

				// Check for a special event handler
				// Only use addEventListener/attachEvent if the special
				// events handler returns false
				if ( !special.setup || special.setup.call( elem, data, namespaces, eventHandle ) === false ) {
					// Bind the global event handler to the element
					if ( elem.addEventListener ) {
						elem.addEventListener( type, eventHandle, false );

					} else if ( elem.attachEvent ) {
						elem.attachEvent( "on" + type, eventHandle );
					}
				}
			}
			
			if ( special.add ) { 
				special.add.call( elem, handleObj ); 

				if ( !handleObj.handler.guid ) {
					handleObj.handler.guid = handler.guid;
				}
			}

			// Add the function to the element's handler list
			handlers.push( handleObj );

			// Keep track of which events have been used, for global triggering
			jQuery.event.global[ type ] = true;
		}

		// Nullify elem to prevent memory leaks in IE
		elem = null;
	},

	global: {},

	// Detach an event or set of events from an element
	remove: function( elem, types, handler, pos ) {
		// don't do events on text and comment nodes
		if ( elem.nodeType === 3 || elem.nodeType === 8 ) {
			return;
		}

		var ret, type, fn, i = 0, all, namespaces, namespace, special, eventType, handleObj, origType,
			elemData = jQuery.data( elem ),
			events = elemData && elemData.events;

		if ( !elemData || !events ) {
			return;
		}

		// types is actually an event object here
		if ( types && types.type ) {
			handler = types.handler;
			types = types.type;
		}

		// Unbind all events for the element
		if ( !types || typeof types === "string" && types.charAt(0) === "." ) {
			types = types || "";

			for ( type in events ) {
				jQuery.event.remove( elem, type + types );
			}

			return;
		}

		// Handle multiple events separated by a space
		// jQuery(...).unbind("mouseover mouseout", fn);
		types = types.split(" ");

		while ( (type = types[ i++ ]) ) {
			origType = type;
			handleObj = null;
			all = type.indexOf(".") < 0;
			namespaces = [];

			if ( !all ) {
				// Namespaced event handlers
				namespaces = type.split(".");
				type = namespaces.shift();

				namespace = new RegExp("(^|\\.)" + 
					jQuery.map( namespaces.slice(0).sort(), fcleanup ).join("\\.(?:.*\\.)?") + "(\\.|$)")
			}

			eventType = events[ type ];

			if ( !eventType ) {
				continue;
			}

			if ( !handler ) {
				for ( var j = 0; j < eventType.length; j++ ) {
					handleObj = eventType[ j ];

					if ( all || namespace.test( handleObj.namespace ) ) {
						jQuery.event.remove( elem, origType, handleObj.handler, j );
						eventType.splice( j--, 1 );
					}
				}

				continue;
			}

			special = jQuery.event.special[ type ] || {};

			for ( var j = pos || 0; j < eventType.length; j++ ) {
				handleObj = eventType[ j ];

				if ( handler.guid === handleObj.guid ) {
					// remove the given handler for the given type
					if ( all || namespace.test( handleObj.namespace ) ) {
						if ( pos == null ) {
							eventType.splice( j--, 1 );
						}

						if ( special.remove ) {
							special.remove.call( elem, handleObj );
						}
					}

					if ( pos != null ) {
						break;
					}
				}
			}

			// remove generic event handler if no more handlers exist
			if ( eventType.length === 0 || pos != null && eventType.length === 1 ) {
				if ( !special.teardown || special.teardown.call( elem, namespaces ) === false ) {
					removeEvent( elem, type, elemData.handle );
				}

				ret = null;
				delete events[ type ];
			}
		}

		// Remove the expando if it's no longer used
		if ( jQuery.isEmptyObject( events ) ) {
			var handle = elemData.handle;
			if ( handle ) {
				handle.elem = null;
			}

			delete elemData.events;
			delete elemData.handle;

			if ( jQuery.isEmptyObject( elemData ) ) {
				jQuery.removeData( elem );
			}
		}
	},

	// bubbling is internal
	trigger: function( event, data, elem /*, bubbling */ ) {
		// Event object or event type
		var type = event.type || event,
			bubbling = arguments[3];

		if ( !bubbling ) {
			event = typeof event === "object" ?
				// jQuery.Event object
				event[expando] ? event :
				// Object literal
				jQuery.extend( jQuery.Event(type), event ) :
				// Just the event type (string)
				jQuery.Event(type);

			if ( type.indexOf("!") >= 0 ) {
				event.type = type = type.slice(0, -1);
				event.exclusive = true;
			}

			// Handle a global trigger
			if ( !elem ) {
				// Don't bubble custom events when global (to avoid too much overhead)
				event.stopPropagation();

				// Only trigger if we've ever bound an event for it
				if ( jQuery.event.global[ type ] ) {
					jQuery.each( jQuery.cache, function() {
						if ( this.events && this.events[type] ) {
							jQuery.event.trigger( event, data, this.handle.elem );
						}
					});
				}
			}

			// Handle triggering a single element

			// don't do events on text and comment nodes
			if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
				return undefined;
			}

			// Clean up in case it is reused
			event.result = undefined;
			event.target = elem;

			// Clone the incoming data, if any
			data = jQuery.makeArray( data );
			data.unshift( event );
		}

		event.currentTarget = elem;

		// Trigger the event, it is assumed that "handle" is a function
		var handle = jQuery.data( elem, "handle" );
		if ( handle ) {
			handle.apply( elem, data );
		}

		var parent = elem.parentNode || elem.ownerDocument;

		// Trigger an inline bound script
		try {
			if ( !(elem && elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()]) ) {
				if ( elem[ "on" + type ] && elem[ "on" + type ].apply( elem, data ) === false ) {
					event.result = false;
				}
			}

		// prevent IE from throwing an error for some elements with some event types, see #3533
		} catch (e) {}

		if ( !event.isPropagationStopped() && parent ) {
			jQuery.event.trigger( event, data, parent, true );

		} else if ( !event.isDefaultPrevented() ) {
			var target = event.target, old,
				isClick = jQuery.nodeName(target, "a") && type === "click",
				special = jQuery.event.special[ type ] || {};

			if ( (!special._default || special._default.call( elem, event ) === false) && 
				!isClick && !(target && target.nodeName && jQuery.noData[target.nodeName.toLowerCase()]) ) {

				try {
					if ( target[ type ] ) {
						// Make sure that we don't accidentally re-trigger the onFOO events
						old = target[ "on" + type ];

						if ( old ) {
							target[ "on" + type ] = null;
						}

						jQuery.event.triggered = true;
						target[ type ]();
					}

				// prevent IE from throwing an error for some elements with some event types, see #3533
				} catch (e) {}

				if ( old ) {
					target[ "on" + type ] = old;
				}

				jQuery.event.triggered = false;
			}
		}
	},

	handle: function( event ) {
		var all, handlers, namespaces, namespace, events;

		event = arguments[0] = jQuery.event.fix( event || window.event );
		event.currentTarget = this;

		// Namespaced event handlers
		all = event.type.indexOf(".") < 0 && !event.exclusive;

		if ( !all ) {
			namespaces = event.type.split(".");
			event.type = namespaces.shift();
			namespace = new RegExp("(^|\\.)" + namespaces.slice(0).sort().join("\\.(?:.*\\.)?") + "(\\.|$)");
		}

		var events = jQuery.data(this, "events"), handlers = events[ event.type ];

		if ( events && handlers ) {
			// Clone the handlers to prevent manipulation
			handlers = handlers.slice(0);

			for ( var j = 0, l = handlers.length; j < l; j++ ) {
				var handleObj = handlers[ j ];

				// Filter the functions by class
				if ( all || namespace.test( handleObj.namespace ) ) {
					// Pass in a reference to the handler function itself
					// So that we can later remove it
					event.handler = handleObj.handler;
					event.data = handleObj.data;
					event.handleObj = handleObj;
	
					var ret = handleObj.handler.apply( this, arguments );

					if ( ret !== undefined ) {
						event.result = ret;
						if ( ret === false ) {
							event.preventDefault();
							event.stopPropagation();
						}
					}

					if ( event.isImmediatePropagationStopped() ) {
						break;
					}
				}
			}
		}

		return event.result;
	},

	props: "altKey attrChange attrName bubbles button cancelable charCode clientX clientY ctrlKey currentTarget data detail eventPhase fromElement handler keyCode layerX layerY metaKey newValue offsetX offsetY originalTarget pageX pageY prevValue relatedNode relatedTarget screenX screenY shiftKey srcElement target toElement view wheelDelta which".split(" "),

	fix: function( event ) {
		if ( event[ expando ] ) {
			return event;
		}

		// store a copy of the original event object
		// and "clone" to set read-only properties
		var originalEvent = event;
		event = jQuery.Event( originalEvent );

		for ( var i = this.props.length, prop; i; ) {
			prop = this.props[ --i ];
			event[ prop ] = originalEvent[ prop ];
		}

		// Fix target property, if necessary
		if ( !event.target ) {
			event.target = event.srcElement || document; // Fixes #1925 where srcElement might not be defined either
		}

		// check if target is a textnode (safari)
		if ( event.target.nodeType === 3 ) {
			event.target = event.target.parentNode;
		}

		// Add relatedTarget, if necessary
		if ( !event.relatedTarget && event.fromElement ) {
			event.relatedTarget = event.fromElement === event.target ? event.toElement : event.fromElement;
		}

		// Calculate pageX/Y if missing and clientX/Y available
		if ( event.pageX == null && event.clientX != null ) {
			var doc = document.documentElement, body = document.body;
			event.pageX = event.clientX + (doc && doc.scrollLeft || body && body.scrollLeft || 0) - (doc && doc.clientLeft || body && body.clientLeft || 0);
			event.pageY = event.clientY + (doc && doc.scrollTop  || body && body.scrollTop  || 0) - (doc && doc.clientTop  || body && body.clientTop  || 0);
		}

		// Add which for key events
		if ( !event.which && ((event.charCode || event.charCode === 0) ? event.charCode : event.keyCode) ) {
			event.which = event.charCode || event.keyCode;
		}

		// Add metaKey to non-Mac browsers (use ctrl for PC's and Meta for Macs)
		if ( !event.metaKey && event.ctrlKey ) {
			event.metaKey = event.ctrlKey;
		}

		// Add which for click: 1 === left; 2 === middle; 3 === right
		// Note: button is not normalized, so don't use it
		if ( !event.which && event.button !== undefined ) {
			event.which = (event.button & 1 ? 1 : ( event.button & 2 ? 3 : ( event.button & 4 ? 2 : 0 ) ));
		}

		return event;
	},

	// Deprecated, use jQuery.guid instead
	guid: 1E8,

	// Deprecated, use jQuery.proxy instead
	proxy: jQuery.proxy,

	special: {
		ready: {
			// Make sure the ready event is setup
			setup: jQuery.bindReady,
			teardown: jQuery.noop
		},

		live: {
			add: function( handleObj ) {
				jQuery.event.add( this, handleObj.origType, jQuery.extend({}, handleObj, {handler: liveHandler}) ); 
			},

			remove: function( handleObj ) {
				var remove = true,
					type = handleObj.origType.replace(rnamespaces, "");
				
				jQuery.each( jQuery.data(this, "events").live || [], function() {
					if ( type === this.origType.replace(rnamespaces, "") ) {
						remove = false;
						return false;
					}
				});

				if ( remove ) {
					jQuery.event.remove( this, handleObj.origType, liveHandler );
				}
			}

		},

		beforeunload: {
			setup: function( data, namespaces, eventHandle ) {
				// We only want to do this special case on windows
				if ( this.setInterval ) {
					this.onbeforeunload = eventHandle;
				}

				return false;
			},
			teardown: function( namespaces, eventHandle ) {
				if ( this.onbeforeunload === eventHandle ) {
					this.onbeforeunload = null;
				}
			}
		}
	}
};

var removeEvent = document.removeEventListener ?
	function( elem, type, handle ) {
		elem.removeEventListener( type, handle, false );
	} : 
	function( elem, type, handle ) {
		elem.detachEvent( "on" + type, handle );
	};

jQuery.Event = function( src ) {
	// Allow instantiation without the 'new' keyword
	if ( !this.preventDefault ) {
		return new jQuery.Event( src );
	}

	// Event object
	if ( src && src.type ) {
		this.originalEvent = src;
		this.type = src.type;
	// Event type
	} else {
		this.type = src;
	}

	// timeStamp is buggy for some events on Firefox(#3843)
	// So we won't rely on the native value
	this.timeStamp = now();

	// Mark it as fixed
	this[ expando ] = true;
};

function returnFalse() {
	return false;
}
function returnTrue() {
	return true;
}

// jQuery.Event is based on DOM3 Events as specified by the ECMAScript Language Binding
// http://www.w3.org/TR/2003/WD-DOM-Level-3-Events-20030331/ecma-script-binding.html
jQuery.Event.prototype = {
	preventDefault: function() {
		this.isDefaultPrevented = returnTrue;

		var e = this.originalEvent;
		if ( !e ) {
			return;
		}
		
		// if preventDefault exists run it on the original event
		if ( e.preventDefault ) {
			e.preventDefault();
		}
		// otherwise set the returnValue property of the original event to false (IE)
		e.returnValue = false;
	},
	stopPropagation: function() {
		this.isPropagationStopped = returnTrue;

		var e = this.originalEvent;
		if ( !e ) {
			return;
		}
		// if stopPropagation exists run it on the original event
		if ( e.stopPropagation ) {
			e.stopPropagation();
		}
		// otherwise set the cancelBubble property of the original event to true (IE)
		e.cancelBubble = true;
	},
	stopImmediatePropagation: function() {
		this.isImmediatePropagationStopped = returnTrue;
		this.stopPropagation();
	},
	isDefaultPrevented: returnFalse,
	isPropagationStopped: returnFalse,
	isImmediatePropagationStopped: returnFalse
};

// Checks if an event happened on an element within another element
// Used in jQuery.event.special.mouseenter and mouseleave handlers
var withinElement = function( event ) {
	// Check if mouse(over|out) are still within the same parent element
	var parent = event.relatedTarget;

	// Firefox sometimes assigns relatedTarget a XUL element
	// which we cannot access the parentNode property of
	try {
		// Traverse up the tree
		while ( parent && parent !== this ) {
			parent = parent.parentNode;
		}

		if ( parent !== this ) {
			// set the correct event type
			event.type = event.data;

			// handle event if we actually just moused on to a non sub-element
			jQuery.event.handle.apply( this, arguments );
		}

	// assuming we've left the element since we most likely mousedover a xul element
	} catch(e) { }
},

// In case of event delegation, we only need to rename the event.type,
// liveHandler will take care of the rest.
delegate = function( event ) {
	event.type = event.data;
	jQuery.event.handle.apply( this, arguments );
};

// Create mouseenter and mouseleave events
jQuery.each({
	mouseenter: "mouseover",
	mouseleave: "mouseout"
}, function( orig, fix ) {
	jQuery.event.special[ orig ] = {
		setup: function( data ) {
			jQuery.event.add( this, fix, data && data.selector ? delegate : withinElement, orig );
		},
		teardown: function( data ) {
			jQuery.event.remove( this, fix, data && data.selector ? delegate : withinElement );
		}
	};
});

// submit delegation
if ( !jQuery.support.submitBubbles ) {

	jQuery.event.special.submit = {
		setup: function( data, namespaces ) {
			if ( this.nodeName.toLowerCase() !== "form" ) {
				jQuery.event.add(this, "click.specialSubmit", function( e ) {
					var elem = e.target, type = elem.type;

					if ( (type === "submit" || type === "image") && jQuery( elem ).closest("form").length ) {
						return trigger( "submit", this, arguments );
					}
				});
	 
				jQuery.event.add(this, "keypress.specialSubmit", function( e ) {
					var elem = e.target, type = elem.type;

					if ( (type === "text" || type === "password") && jQuery( elem ).closest("form").length && e.keyCode === 13 ) {
						return trigger( "submit", this, arguments );
					}
				});

			} else {
				return false;
			}
		},

		teardown: function( namespaces ) {
			jQuery.event.remove( this, ".specialSubmit" );
		}
	};

}

// change delegation, happens here so we have bind.
if ( !jQuery.support.changeBubbles ) {

	var formElems = /textarea|input|select/i,

	changeFilters,

	getVal = function( elem ) {
		var type = elem.type, val = elem.value;

		if ( type === "radio" || type === "checkbox" ) {
			val = elem.checked;

		} else if ( type === "select-multiple" ) {
			val = elem.selectedIndex > -1 ?
				jQuery.map( elem.options, function( elem ) {
					return elem.selected;
				}).join("-") :
				"";

		} else if ( elem.nodeName.toLowerCase() === "select" ) {
			val = elem.selectedIndex;
		}

		return val;
	},

	testChange = function testChange( e ) {
		var elem = e.target, data, val;

		if ( !formElems.test( elem.nodeName ) || elem.readOnly ) {
			return;
		}

		data = jQuery.data( elem, "_change_data" );
		val = getVal(elem);

		// the current data will be also retrieved by beforeactivate
		if ( e.type !== "focusout" || elem.type !== "radio" ) {
			jQuery.data( elem, "_change_data", val );
		}
		
		if ( data === undefined || val === data ) {
			return;
		}

		if ( data != null || val ) {
			e.type = "change";
			return jQuery.event.trigger( e, arguments[1], elem );
		}
	};

	jQuery.event.special.change = {
		filters: {
			focusout: testChange, 

			click: function( e ) {
				var elem = e.target, type = elem.type;

				if ( type === "radio" || type === "checkbox" || elem.nodeName.toLowerCase() === "select" ) {
					return testChange.call( this, e );
				}
			},

			// Change has to be called before submit
			// Keydown will be called before keypress, which is used in submit-event delegation
			keydown: function( e ) {
				var elem = e.target, type = elem.type;

				if ( (e.keyCode === 13 && elem.nodeName.toLowerCase() !== "textarea") ||
					(e.keyCode === 32 && (type === "checkbox" || type === "radio")) ||
					type === "select-multiple" ) {
					return testChange.call( this, e );
				}
			},

			// Beforeactivate happens also before the previous element is blurred
			// with this event you can't trigger a change event, but you can store
			// information/focus[in] is not needed anymore
			beforeactivate: function( e ) {
				var elem = e.target;
				jQuery.data( elem, "_change_data", getVal(elem) );
			}
		},

		setup: function( data, namespaces ) {
			if ( this.type === "file" ) {
				return false;
			}

			for ( var type in changeFilters ) {
				jQuery.event.add( this, type + ".specialChange", changeFilters[type] );
			}

			return formElems.test( this.nodeName );
		},

		teardown: function( namespaces ) {
			jQuery.event.remove( this, ".specialChange" );

			return formElems.test( this.nodeName );
		}
	};

	changeFilters = jQuery.event.special.change.filters;
}

function trigger( type, elem, args ) {
	args[0].type = type;
	return jQuery.event.handle.apply( elem, args );
}

// Create "bubbling" focus and blur events
if ( document.addEventListener ) {
	jQuery.each({ focus: "focusin", blur: "focusout" }, function( orig, fix ) {
		jQuery.event.special[ fix ] = {
			setup: function() {
				this.addEventListener( orig, handler, true );
			}, 
			teardown: function() { 
				this.removeEventListener( orig, handler, true );
			}
		};

		function handler( e ) { 
			e = jQuery.event.fix( e );
			e.type = fix;
			return jQuery.event.handle.call( this, e );
		}
	});
}

jQuery.each(["bind", "one"], function( i, name ) {
	jQuery.fn[ name ] = function( type, data, fn ) {
		// Handle object literals
		if ( typeof type === "object" ) {
			for ( var key in type ) {
				this[ name ](key, data, type[key], fn);
			}
			return this;
		}
		
		if ( jQuery.isFunction( data ) ) {
			fn = data;
			data = undefined;
		}

		var handler = name === "one" ? jQuery.proxy( fn, function( event ) {
			jQuery( this ).unbind( event, handler );
			return fn.apply( this, arguments );
		}) : fn;

		if ( type === "unload" && name !== "one" ) {
			this.one( type, data, fn );

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				jQuery.event.add( this[i], type, handler, data );
			}
		}

		return this;
	};
});

jQuery.fn.extend({
	unbind: function( type, fn ) {
		// Handle object literals
		if ( typeof type === "object" && !type.preventDefault ) {
			for ( var key in type ) {
				this.unbind(key, type[key]);
			}

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				jQuery.event.remove( this[i], type, fn );
			}
		}

		return this;
	},
	
	delegate: function( selector, types, data, fn ) {
		return this.live( types, data, fn, selector );
	},
	
	undelegate: function( selector, types, fn ) {
		if ( arguments.length === 0 ) {
				return this.unbind( "live" );
		
		} else {
			return this.die( types, null, fn, selector );
		}
	},
	
	trigger: function( type, data ) {
		return this.each(function() {
			jQuery.event.trigger( type, data, this );
		});
	},

	triggerHandler: function( type, data ) {
		if ( this[0] ) {
			var event = jQuery.Event( type );
			event.preventDefault();
			event.stopPropagation();
			jQuery.event.trigger( event, data, this[0] );
			return event.result;
		}
	},

	toggle: function( fn ) {
		// Save reference to arguments for access in closure
		var args = arguments, i = 1;

		// link all the functions, so any of them can unbind this click handler
		while ( i < args.length ) {
			jQuery.proxy( fn, args[ i++ ] );
		}

		return this.click( jQuery.proxy( fn, function( event ) {
			// Figure out which function to execute
			var lastToggle = ( jQuery.data( this, "lastToggle" + fn.guid ) || 0 ) % i;
			jQuery.data( this, "lastToggle" + fn.guid, lastToggle + 1 );

			// Make sure that clicks stop
			event.preventDefault();

			// and execute the function
			return args[ lastToggle ].apply( this, arguments ) || false;
		}));
	},

	hover: function( fnOver, fnOut ) {
		return this.mouseenter( fnOver ).mouseleave( fnOut || fnOver );
	}
});

var liveMap = {
	focus: "focusin",
	blur: "focusout",
	mouseenter: "mouseover",
	mouseleave: "mouseout"
};

jQuery.each(["live", "die"], function( i, name ) {
	jQuery.fn[ name ] = function( types, data, fn, origSelector /* Internal Use Only */ ) {
		var type, i = 0, match, namespaces, preType,
			selector = origSelector || this.selector,
			context = origSelector ? this : jQuery( this.context );

		if ( jQuery.isFunction( data ) ) {
			fn = data;
			data = undefined;
		}

		types = (types || "").split(" ");

		while ( (type = types[ i++ ]) != null ) {
			match = rnamespaces.exec( type );
			namespaces = "";

			if ( match )  {
				namespaces = match[0];
				type = type.replace( rnamespaces, "" );
			}

			if ( type === "hover" ) {
				types.push( "mouseenter" + namespaces, "mouseleave" + namespaces );
				continue;
			}

			preType = type;

			if ( type === "focus" || type === "blur" ) {
				types.push( liveMap[ type ] + namespaces );
				type = type + namespaces;

			} else {
				type = (liveMap[ type ] || type) + namespaces;
			}

			if ( name === "live" ) {
				// bind live handler
				context.each(function(){
					jQuery.event.add( this, liveConvert( type, selector ),
						{ data: data, selector: selector, handler: fn, origType: type, origHandler: fn, preType: preType } );
				});

			} else {
				// unbind live handler
				context.unbind( liveConvert( type, selector ), fn );
			}
		}
		
		return this;
	}
});

function liveHandler( event ) {
	var stop, elems = [], selectors = [], args = arguments,
		related, match, handleObj, elem, j, i, l, data,
		events = jQuery.data( this, "events" );

	// Make sure we avoid non-left-click bubbling in Firefox (#3861)
	if ( event.liveFired === this || !events || !events.live || event.button && event.type === "click" ) {
		return;
	}

	event.liveFired = this;

	var live = events.live.slice(0);

	for ( j = 0; j < live.length; j++ ) {
		handleObj = live[j];

		if ( handleObj.origType.replace( rnamespaces, "" ) === event.type ) {
			selectors.push( handleObj.selector );

		} else {
			live.splice( j--, 1 );
		}
	}

	match = jQuery( event.target ).closest( selectors, event.currentTarget );

	for ( i = 0, l = match.length; i < l; i++ ) {
		for ( j = 0; j < live.length; j++ ) {
			handleObj = live[j];

			if ( match[i].selector === handleObj.selector ) {
				elem = match[i].elem;
				related = null;

				// Those two events require additional checking
				if ( handleObj.preType === "mouseenter" || handleObj.preType === "mouseleave" ) {
					related = jQuery( event.relatedTarget ).closest( handleObj.selector )[0];
				}

				if ( !related || related !== elem ) {
					elems.push({ elem: elem, handleObj: handleObj });
				}
			}
		}
	}

	for ( i = 0, l = elems.length; i < l; i++ ) {
		match = elems[i];
		event.currentTarget = match.elem;
		event.data = match.handleObj.data;
		event.handleObj = match.handleObj;

		if ( match.handleObj.origHandler.apply( match.elem, args ) === false ) {
			stop = false;
			break;
		}
	}

	return stop;
}

function liveConvert( type, selector ) {
	return "live." + (type && type !== "*" ? type + "." : "") + selector.replace(/\./g, "`").replace(/ /g, "&");
}

jQuery.each( ("blur focus focusin focusout load resize scroll unload click dblclick " +
	"mousedown mouseup mousemove mouseover mouseout mouseenter mouseleave " +
	"change select submit keydown keypress keyup error").split(" "), function( i, name ) {

	// Handle event binding
	jQuery.fn[ name ] = function( fn ) {
		return fn ? this.bind( name, fn ) : this.trigger( name );
	};

	if ( jQuery.attrFn ) {
		jQuery.attrFn[ name ] = true;
	}
});

// Prevent memory leaks in IE
// Window isn't included so as not to unbind existing unload events
// More info:
//  - http://isaacschlueter.com/2006/10/msie-memory-leaks/
if ( window.attachEvent && !window.addEventListener ) {
	window.attachEvent("onunload", function() {
		for ( var id in jQuery.cache ) {
			if ( jQuery.cache[ id ].handle ) {
				// Try/Catch is to handle iframes being unloaded, see #4280
				try {
					jQuery.event.remove( jQuery.cache[ id ].handle.elem );
				} catch(e) {}
			}
		}
	});
}
/*!
 * Sizzle CSS Selector Engine - v1.0
 *  Copyright 2009, The Dojo Foundation
 *  Released under the MIT, BSD, and GPL Licenses.
 *  More information: http://sizzlejs.com/
 */
(function(){

var chunker = /((?:\((?:\([^()]+\)|[^()]+)+\)|\[(?:\[[^[\]]*\]|['"][^'"]*['"]|[^[\]'"]+)+\]|\\.|[^ >+~,(\[\\]+)+|[>+~])(\s*,\s*)?((?:.|\r|\n)*)/g,
	done = 0,
	toString = Object.prototype.toString,
	hasDuplicate = false,
	baseHasDuplicate = true;

// Here we check if the JavaScript engine is using some sort of
// optimization where it does not always call our comparision
// function. If that is the case, discard the hasDuplicate value.
//   Thus far that includes Google Chrome.
[0, 0].sort(function(){
	baseHasDuplicate = false;
	return 0;
});

var Sizzle = function(selector, context, results, seed) {
	results = results || [];
	var origContext = context = context || document;

	if ( context.nodeType !== 1 && context.nodeType !== 9 ) {
		return [];
	}
	
	if ( !selector || typeof selector !== "string" ) {
		return results;
	}

	var parts = [], m, set, checkSet, extra, prune = true, contextXML = isXML(context),
		soFar = selector;
	
	// Reset the position of the chunker regexp (start from head)
	while ( (chunker.exec(""), m = chunker.exec(soFar)) !== null ) {
		soFar = m[3];
		
		parts.push( m[1] );
		
		if ( m[2] ) {
			extra = m[3];
			break;
		}
	}

	if ( parts.length > 1 && origPOS.exec( selector ) ) {
		if ( parts.length === 2 && Expr.relative[ parts[0] ] ) {
			set = posProcess( parts[0] + parts[1], context );
		} else {
			set = Expr.relative[ parts[0] ] ?
				[ context ] :
				Sizzle( parts.shift(), context );

			while ( parts.length ) {
				selector = parts.shift();

				if ( Expr.relative[ selector ] ) {
					selector += parts.shift();
				}
				
				set = posProcess( selector, set );
			}
		}
	} else {
		// Take a shortcut and set the context if the root selector is an ID
		// (but not if it'll be faster if the inner selector is an ID)
		if ( !seed && parts.length > 1 && context.nodeType === 9 && !contextXML &&
				Expr.match.ID.test(parts[0]) && !Expr.match.ID.test(parts[parts.length - 1]) ) {
			var ret = Sizzle.find( parts.shift(), context, contextXML );
			context = ret.expr ? Sizzle.filter( ret.expr, ret.set )[0] : ret.set[0];
		}

		if ( context ) {
			var ret = seed ?
				{ expr: parts.pop(), set: makeArray(seed) } :
				Sizzle.find( parts.pop(), parts.length === 1 && (parts[0] === "~" || parts[0] === "+") && context.parentNode ? context.parentNode : context, contextXML );
			set = ret.expr ? Sizzle.filter( ret.expr, ret.set ) : ret.set;

			if ( parts.length > 0 ) {
				checkSet = makeArray(set);
			} else {
				prune = false;
			}

			while ( parts.length ) {
				var cur = parts.pop(), pop = cur;

				if ( !Expr.relative[ cur ] ) {
					cur = "";
				} else {
					pop = parts.pop();
				}

				if ( pop == null ) {
					pop = context;
				}

				Expr.relative[ cur ]( checkSet, pop, contextXML );
			}
		} else {
			checkSet = parts = [];
		}
	}

	if ( !checkSet ) {
		checkSet = set;
	}

	if ( !checkSet ) {
		Sizzle.error( cur || selector );
	}

	if ( toString.call(checkSet) === "[object Array]" ) {
		if ( !prune ) {
			results.push.apply( results, checkSet );
		} else if ( context && context.nodeType === 1 ) {
			for ( var i = 0; checkSet[i] != null; i++ ) {
				if ( checkSet[i] && (checkSet[i] === true || checkSet[i].nodeType === 1 && contains(context, checkSet[i])) ) {
					results.push( set[i] );
				}
			}
		} else {
			for ( var i = 0; checkSet[i] != null; i++ ) {
				if ( checkSet[i] && checkSet[i].nodeType === 1 ) {
					results.push( set[i] );
				}
			}
		}
	} else {
		makeArray( checkSet, results );
	}

	if ( extra ) {
		Sizzle( extra, origContext, results, seed );
		Sizzle.uniqueSort( results );
	}

	return results;
};

Sizzle.uniqueSort = function(results){
	if ( sortOrder ) {
		hasDuplicate = baseHasDuplicate;
		results.sort(sortOrder);

		if ( hasDuplicate ) {
			for ( var i = 1; i < results.length; i++ ) {
				if ( results[i] === results[i-1] ) {
					results.splice(i--, 1);
				}
			}
		}
	}

	return results;
};

Sizzle.matches = function(expr, set){
	return Sizzle(expr, null, null, set);
};

Sizzle.find = function(expr, context, isXML){
	var set, match;

	if ( !expr ) {
		return [];
	}

	for ( var i = 0, l = Expr.order.length; i < l; i++ ) {
		var type = Expr.order[i], match;
		
		if ( (match = Expr.leftMatch[ type ].exec( expr )) ) {
			var left = match[1];
			match.splice(1,1);

			if ( left.substr( left.length - 1 ) !== "\\" ) {
				match[1] = (match[1] || "").replace(/\\/g, "");
				set = Expr.find[ type ]( match, context, isXML );
				if ( set != null ) {
					expr = expr.replace( Expr.match[ type ], "" );
					break;
				}
			}
		}
	}

	if ( !set ) {
		set = context.getElementsByTagName("*");
	}

	return {set: set, expr: expr};
};

Sizzle.filter = function(expr, set, inplace, not){
	var old = expr, result = [], curLoop = set, match, anyFound,
		isXMLFilter = set && set[0] && isXML(set[0]);

	while ( expr && set.length ) {
		for ( var type in Expr.filter ) {
			if ( (match = Expr.leftMatch[ type ].exec( expr )) != null && match[2] ) {
				var filter = Expr.filter[ type ], found, item, left = match[1];
				anyFound = false;

				match.splice(1,1);

				if ( left.substr( left.length - 1 ) === "\\" ) {
					continue;
				}

				if ( curLoop === result ) {
					result = [];
				}

				if ( Expr.preFilter[ type ] ) {
					match = Expr.preFilter[ type ]( match, curLoop, inplace, result, not, isXMLFilter );

					if ( !match ) {
						anyFound = found = true;
					} else if ( match === true ) {
						continue;
					}
				}

				if ( match ) {
					for ( var i = 0; (item = curLoop[i]) != null; i++ ) {
						if ( item ) {
							found = filter( item, match, i, curLoop );
							var pass = not ^ !!found;

							if ( inplace && found != null ) {
								if ( pass ) {
									anyFound = true;
								} else {
									curLoop[i] = false;
								}
							} else if ( pass ) {
								result.push( item );
								anyFound = true;
							}
						}
					}
				}

				if ( found !== undefined ) {
					if ( !inplace ) {
						curLoop = result;
					}

					expr = expr.replace( Expr.match[ type ], "" );

					if ( !anyFound ) {
						return [];
					}

					break;
				}
			}
		}

		// Improper expression
		if ( expr === old ) {
			if ( anyFound == null ) {
				Sizzle.error( expr );
			} else {
				break;
			}
		}

		old = expr;
	}

	return curLoop;
};

Sizzle.error = function( msg ) {
	throw "Syntax error, unrecognized expression: " + msg;
};

var Expr = Sizzle.selectors = {
	order: [ "ID", "NAME", "TAG" ],
	match: {
		ID: /#((?:[\w\u00c0-\uFFFF-]|\\.)+)/,
		CLASS: /\.((?:[\w\u00c0-\uFFFF-]|\\.)+)/,
		NAME: /\[name=['"]*((?:[\w\u00c0-\uFFFF-]|\\.)+)['"]*\]/,
		ATTR: /\[\s*((?:[\w\u00c0-\uFFFF-]|\\.)+)\s*(?:(\S?=)\s*(['"]*)(.*?)\3|)\s*\]/,
		TAG: /^((?:[\w\u00c0-\uFFFF\*-]|\\.)+)/,
		CHILD: /:(only|nth|last|first)-child(?:\((even|odd|[\dn+-]*)\))?/,
		POS: /:(nth|eq|gt|lt|first|last|even|odd)(?:\((\d*)\))?(?=[^-]|$)/,
		PSEUDO: /:((?:[\w\u00c0-\uFFFF-]|\\.)+)(?:\((['"]?)((?:\([^\)]+\)|[^\(\)]*)+)\2\))?/
	},
	leftMatch: {},
	attrMap: {
		"class": "className",
		"for": "htmlFor"
	},
	attrHandle: {
		href: function(elem){
			return elem.getAttribute("href");
		}
	},
	relative: {
		"+": function(checkSet, part){
			var isPartStr = typeof part === "string",
				isTag = isPartStr && !/\W/.test(part),
				isPartStrNotTag = isPartStr && !isTag;

			if ( isTag ) {
				part = part.toLowerCase();
			}

			for ( var i = 0, l = checkSet.length, elem; i < l; i++ ) {
				if ( (elem = checkSet[i]) ) {
					while ( (elem = elem.previousSibling) && elem.nodeType !== 1 ) {}

					checkSet[i] = isPartStrNotTag || elem && elem.nodeName.toLowerCase() === part ?
						elem || false :
						elem === part;
				}
			}

			if ( isPartStrNotTag ) {
				Sizzle.filter( part, checkSet, true );
			}
		},
		">": function(checkSet, part){
			var isPartStr = typeof part === "string";

			if ( isPartStr && !/\W/.test(part) ) {
				part = part.toLowerCase();

				for ( var i = 0, l = checkSet.length; i < l; i++ ) {
					var elem = checkSet[i];
					if ( elem ) {
						var parent = elem.parentNode;
						checkSet[i] = parent.nodeName.toLowerCase() === part ? parent : false;
					}
				}
			} else {
				for ( var i = 0, l = checkSet.length; i < l; i++ ) {
					var elem = checkSet[i];
					if ( elem ) {
						checkSet[i] = isPartStr ?
							elem.parentNode :
							elem.parentNode === part;
					}
				}

				if ( isPartStr ) {
					Sizzle.filter( part, checkSet, true );
				}
			}
		},
		"": function(checkSet, part, isXML){
			var doneName = done++, checkFn = dirCheck;

			if ( typeof part === "string" && !/\W/.test(part) ) {
				var nodeCheck = part = part.toLowerCase();
				checkFn = dirNodeCheck;
			}

			checkFn("parentNode", part, doneName, checkSet, nodeCheck, isXML);
		},
		"~": function(checkSet, part, isXML){
			var doneName = done++, checkFn = dirCheck;

			if ( typeof part === "string" && !/\W/.test(part) ) {
				var nodeCheck = part = part.toLowerCase();
				checkFn = dirNodeCheck;
			}

			checkFn("previousSibling", part, doneName, checkSet, nodeCheck, isXML);
		}
	},
	find: {
		ID: function(match, context, isXML){
			if ( typeof context.getElementById !== "undefined" && !isXML ) {
				var m = context.getElementById(match[1]);
				return m ? [m] : [];
			}
		},
		NAME: function(match, context){
			if ( typeof context.getElementsByName !== "undefined" ) {
				var ret = [], results = context.getElementsByName(match[1]);

				for ( var i = 0, l = results.length; i < l; i++ ) {
					if ( results[i].getAttribute("name") === match[1] ) {
						ret.push( results[i] );
					}
				}

				return ret.length === 0 ? null : ret;
			}
		},
		TAG: function(match, context){
			return context.getElementsByTagName(match[1]);
		}
	},
	preFilter: {
		CLASS: function(match, curLoop, inplace, result, not, isXML){
			match = " " + match[1].replace(/\\/g, "") + " ";

			if ( isXML ) {
				return match;
			}

			for ( var i = 0, elem; (elem = curLoop[i]) != null; i++ ) {
				if ( elem ) {
					if ( not ^ (elem.className && (" " + elem.className + " ").replace(/[\t\n]/g, " ").indexOf(match) >= 0) ) {
						if ( !inplace ) {
							result.push( elem );
						}
					} else if ( inplace ) {
						curLoop[i] = false;
					}
				}
			}

			return false;
		},
		ID: function(match){
			return match[1].replace(/\\/g, "");
		},
		TAG: function(match, curLoop){
			return match[1].toLowerCase();
		},
		CHILD: function(match){
			if ( match[1] === "nth" ) {
				// parse equations like 'even', 'odd', '5', '2n', '3n+2', '4n-1', '-n+6'
				var test = /(-?)(\d*)n((?:\+|-)?\d*)/.exec(
					match[2] === "even" && "2n" || match[2] === "odd" && "2n+1" ||
					!/\D/.test( match[2] ) && "0n+" + match[2] || match[2]);

				// calculate the numbers (first)n+(last) including if they are negative
				match[2] = (test[1] + (test[2] || 1)) - 0;
				match[3] = test[3] - 0;
			}

			// TODO: Move to normal caching system
			match[0] = done++;

			return match;
		},
		ATTR: function(match, curLoop, inplace, result, not, isXML){
			var name = match[1].replace(/\\/g, "");
			
			if ( !isXML && Expr.attrMap[name] ) {
				match[1] = Expr.attrMap[name];
			}

			if ( match[2] === "~=" ) {
				match[4] = " " + match[4] + " ";
			}

			return match;
		},
		PSEUDO: function(match, curLoop, inplace, result, not){
			if ( match[1] === "not" ) {
				// If we're dealing with a complex expression, or a simple one
				if ( ( chunker.exec(match[3]) || "" ).length > 1 || /^\w/.test(match[3]) ) {
					match[3] = Sizzle(match[3], null, null, curLoop);
				} else {
					var ret = Sizzle.filter(match[3], curLoop, inplace, true ^ not);
					if ( !inplace ) {
						result.push.apply( result, ret );
					}
					return false;
				}
			} else if ( Expr.match.POS.test( match[0] ) || Expr.match.CHILD.test( match[0] ) ) {
				return true;
			}
			
			return match;
		},
		POS: function(match){
			match.unshift( true );
			return match;
		}
	},
	filters: {
		enabled: function(elem){
			return elem.disabled === false && elem.type !== "hidden";
		},
		disabled: function(elem){
			return elem.disabled === true;
		},
		checked: function(elem){
			return elem.checked === true;
		},
		selected: function(elem){
			// Accessing this property makes selected-by-default
			// options in Safari work properly
			elem.parentNode.selectedIndex;
			return elem.selected === true;
		},
		parent: function(elem){
			return !!elem.firstChild;
		},
		empty: function(elem){
			return !elem.firstChild;
		},
		has: function(elem, i, match){
			return !!Sizzle( match[3], elem ).length;
		},
		header: function(elem){
			return /h\d/i.test( elem.nodeName );
		},
		text: function(elem){
			return "text" === elem.type;
		},
		radio: function(elem){
			return "radio" === elem.type;
		},
		checkbox: function(elem){
			return "checkbox" === elem.type;
		},
		file: function(elem){
			return "file" === elem.type;
		},
		password: function(elem){
			return "password" === elem.type;
		},
		submit: function(elem){
			return "submit" === elem.type;
		},
		image: function(elem){
			return "image" === elem.type;
		},
		reset: function(elem){
			return "reset" === elem.type;
		},
		button: function(elem){
			return "button" === elem.type || elem.nodeName.toLowerCase() === "button";
		},
		input: function(elem){
			return /input|select|textarea|button/i.test(elem.nodeName);
		}
	},
	setFilters: {
		first: function(elem, i){
			return i === 0;
		},
		last: function(elem, i, match, array){
			return i === array.length - 1;
		},
		even: function(elem, i){
			return i % 2 === 0;
		},
		odd: function(elem, i){
			return i % 2 === 1;
		},
		lt: function(elem, i, match){
			return i < match[3] - 0;
		},
		gt: function(elem, i, match){
			return i > match[3] - 0;
		},
		nth: function(elem, i, match){
			return match[3] - 0 === i;
		},
		eq: function(elem, i, match){
			return match[3] - 0 === i;
		}
	},
	filter: {
		PSEUDO: function(elem, match, i, array){
			var name = match[1], filter = Expr.filters[ name ];

			if ( filter ) {
				return filter( elem, i, match, array );
			} else if ( name === "contains" ) {
				return (elem.textContent || elem.innerText || getText([ elem ]) || "").indexOf(match[3]) >= 0;
			} else if ( name === "not" ) {
				var not = match[3];

				for ( var i = 0, l = not.length; i < l; i++ ) {
					if ( not[i] === elem ) {
						return false;
					}
				}

				return true;
			} else {
				Sizzle.error( "Syntax error, unrecognized expression: " + name );
			}
		},
		CHILD: function(elem, match){
			var type = match[1], node = elem;
			switch (type) {
				case 'only':
				case 'first':
					while ( (node = node.previousSibling) )	 {
						if ( node.nodeType === 1 ) { 
							return false; 
						}
					}
					if ( type === "first" ) { 
						return true; 
					}
					node = elem;
				case 'last':
					while ( (node = node.nextSibling) )	 {
						if ( node.nodeType === 1 ) { 
							return false; 
						}
					}
					return true;
				case 'nth':
					var first = match[2], last = match[3];

					if ( first === 1 && last === 0 ) {
						return true;
					}
					
					var doneName = match[0],
						parent = elem.parentNode;
	
					if ( parent && (parent.sizcache !== doneName || !elem.nodeIndex) ) {
						var count = 0;
						for ( node = parent.firstChild; node; node = node.nextSibling ) {
							if ( node.nodeType === 1 ) {
								node.nodeIndex = ++count;
							}
						} 
						parent.sizcache = doneName;
					}
					
					var diff = elem.nodeIndex - last;
					if ( first === 0 ) {
						return diff === 0;
					} else {
						return ( diff % first === 0 && diff / first >= 0 );
					}
			}
		},
		ID: function(elem, match){
			return elem.nodeType === 1 && elem.getAttribute("id") === match;
		},
		TAG: function(elem, match){
			return (match === "*" && elem.nodeType === 1) || elem.nodeName.toLowerCase() === match;
		},
		CLASS: function(elem, match){
			return (" " + (elem.className || elem.getAttribute("class")) + " ")
				.indexOf( match ) > -1;
		},
		ATTR: function(elem, match){
			var name = match[1],
				result = Expr.attrHandle[ name ] ?
					Expr.attrHandle[ name ]( elem ) :
					elem[ name ] != null ?
						elem[ name ] :
						elem.getAttribute( name ),
				value = result + "",
				type = match[2],
				check = match[4];

			return result == null ?
				type === "!=" :
				type === "=" ?
				value === check :
				type === "*=" ?
				value.indexOf(check) >= 0 :
				type === "~=" ?
				(" " + value + " ").indexOf(check) >= 0 :
				!check ?
				value && result !== false :
				type === "!=" ?
				value !== check :
				type === "^=" ?
				value.indexOf(check) === 0 :
				type === "$=" ?
				value.substr(value.length - check.length) === check :
				type === "|=" ?
				value === check || value.substr(0, check.length + 1) === check + "-" :
				false;
		},
		POS: function(elem, match, i, array){
			var name = match[2], filter = Expr.setFilters[ name ];

			if ( filter ) {
				return filter( elem, i, match, array );
			}
		}
	}
};

var origPOS = Expr.match.POS;

for ( var type in Expr.match ) {
	Expr.match[ type ] = new RegExp( Expr.match[ type ].source + /(?![^\[]*\])(?![^\(]*\))/.source );
	Expr.leftMatch[ type ] = new RegExp( /(^(?:.|\r|\n)*?)/.source + Expr.match[ type ].source.replace(/\\(\d+)/g, function(all, num){
		return "\\" + (num - 0 + 1);
	}));
}

var makeArray = function(array, results) {
	array = Array.prototype.slice.call( array, 0 );

	if ( results ) {
		results.push.apply( results, array );
		return results;
	}
	
	return array;
};

// Perform a simple check to determine if the browser is capable of
// converting a NodeList to an array using builtin methods.
// Also verifies that the returned array holds DOM nodes
// (which is not the case in the Blackberry browser)
try {
	Array.prototype.slice.call( document.documentElement.childNodes, 0 )[0].nodeType;

// Provide a fallback method if it does not work
} catch(e){
	makeArray = function(array, results) {
		var ret = results || [];

		if ( toString.call(array) === "[object Array]" ) {
			Array.prototype.push.apply( ret, array );
		} else {
			if ( typeof array.length === "number" ) {
				for ( var i = 0, l = array.length; i < l; i++ ) {
					ret.push( array[i] );
				}
			} else {
				for ( var i = 0; array[i]; i++ ) {
					ret.push( array[i] );
				}
			}
		}

		return ret;
	};
}

var sortOrder;

if ( document.documentElement.compareDocumentPosition ) {
	sortOrder = function( a, b ) {
		if ( !a.compareDocumentPosition || !b.compareDocumentPosition ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.compareDocumentPosition ? -1 : 1;
		}

		var ret = a.compareDocumentPosition(b) & 4 ? -1 : a === b ? 0 : 1;
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
} else if ( "sourceIndex" in document.documentElement ) {
	sortOrder = function( a, b ) {
		if ( !a.sourceIndex || !b.sourceIndex ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.sourceIndex ? -1 : 1;
		}

		var ret = a.sourceIndex - b.sourceIndex;
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
} else if ( document.createRange ) {
	sortOrder = function( a, b ) {
		if ( !a.ownerDocument || !b.ownerDocument ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.ownerDocument ? -1 : 1;
		}

		var aRange = a.ownerDocument.createRange(), bRange = b.ownerDocument.createRange();
		aRange.setStart(a, 0);
		aRange.setEnd(a, 0);
		bRange.setStart(b, 0);
		bRange.setEnd(b, 0);
		var ret = aRange.compareBoundaryPoints(Range.START_TO_END, bRange);
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
}

// Utility function for retreiving the text value of an array of DOM nodes
function getText( elems ) {
	var ret = "", elem;

	for ( var i = 0; elems[i]; i++ ) {
		elem = elems[i];

		// Get the text from text nodes and CDATA nodes
		if ( elem.nodeType === 3 || elem.nodeType === 4 ) {
			ret += elem.nodeValue;

		// Traverse everything else, except comment nodes
		} else if ( elem.nodeType !== 8 ) {
			ret += getText( elem.childNodes );
		}
	}

	return ret;
}

// Check to see if the browser returns elements by name when
// querying by getElementById (and provide a workaround)
(function(){
	// We're going to inject a fake input element with a specified name
	var form = document.createElement("div"),
		id = "script" + (new Date).getTime();
	form.innerHTML = "<a name='" + id + "'/>";

	// Inject it into the root element, check its status, and remove it quickly
	var root = document.documentElement;
	root.insertBefore( form, root.firstChild );

	// The workaround has to do additional checks after a getElementById
	// Which slows things down for other browsers (hence the branching)
	if ( document.getElementById( id ) ) {
		Expr.find.ID = function(match, context, isXML){
			if ( typeof context.getElementById !== "undefined" && !isXML ) {
				var m = context.getElementById(match[1]);
				return m ? m.id === match[1] || typeof m.getAttributeNode !== "undefined" && m.getAttributeNode("id").nodeValue === match[1] ? [m] : undefined : [];
			}
		};

		Expr.filter.ID = function(elem, match){
			var node = typeof elem.getAttributeNode !== "undefined" && elem.getAttributeNode("id");
			return elem.nodeType === 1 && node && node.nodeValue === match;
		};
	}

	root.removeChild( form );
	root = form = null; // release memory in IE
})();

(function(){
	// Check to see if the browser returns only elements
	// when doing getElementsByTagName("*")

	// Create a fake element
	var div = document.createElement("div");
	div.appendChild( document.createComment("") );

	// Make sure no comments are found
	if ( div.getElementsByTagName("*").length > 0 ) {
		Expr.find.TAG = function(match, context){
			var results = context.getElementsByTagName(match[1]);

			// Filter out possible comments
			if ( match[1] === "*" ) {
				var tmp = [];

				for ( var i = 0; results[i]; i++ ) {
					if ( results[i].nodeType === 1 ) {
						tmp.push( results[i] );
					}
				}

				results = tmp;
			}

			return results;
		};
	}

	// Check to see if an attribute returns normalized href attributes
	div.innerHTML = "<a href='#'></a>";
	if ( div.firstChild && typeof div.firstChild.getAttribute !== "undefined" &&
			div.firstChild.getAttribute("href") !== "#" ) {
		Expr.attrHandle.href = function(elem){
			return elem.getAttribute("href", 2);
		};
	}

	div = null; // release memory in IE
})();

if ( document.querySelectorAll ) {
	(function(){
		var oldSizzle = Sizzle, div = document.createElement("div");
		div.innerHTML = "<p class='TEST'></p>";

		// Safari can't handle uppercase or unicode characters when
		// in quirks mode.
		if ( div.querySelectorAll && div.querySelectorAll(".TEST").length === 0 ) {
			return;
		}
	
		Sizzle = function(query, context, extra, seed){
			context = context || document;

			// Only use querySelectorAll on non-XML documents
			// (ID selectors don't work in non-HTML documents)
			if ( !seed && context.nodeType === 9 && !isXML(context) ) {
				try {
					return makeArray( context.querySelectorAll(query), extra );
				} catch(e){}
			}
		
			return oldSizzle(query, context, extra, seed);
		};

		for ( var prop in oldSizzle ) {
			Sizzle[ prop ] = oldSizzle[ prop ];
		}

		div = null; // release memory in IE
	})();
}

(function(){
	var div = document.createElement("div");

	div.innerHTML = "<div class='test e'></div><div class='test'></div>";

	// Opera can't find a second classname (in 9.6)
	// Also, make sure that getElementsByClassName actually exists
	if ( !div.getElementsByClassName || div.getElementsByClassName("e").length === 0 ) {
		return;
	}

	// Safari caches class attributes, doesn't catch changes (in 3.2)
	div.lastChild.className = "e";

	if ( div.getElementsByClassName("e").length === 1 ) {
		return;
	}
	
	Expr.order.splice(1, 0, "CLASS");
	Expr.find.CLASS = function(match, context, isXML) {
		if ( typeof context.getElementsByClassName !== "undefined" && !isXML ) {
			return context.getElementsByClassName(match[1]);
		}
	};

	div = null; // release memory in IE
})();

function dirNodeCheck( dir, cur, doneName, checkSet, nodeCheck, isXML ) {
	for ( var i = 0, l = checkSet.length; i < l; i++ ) {
		var elem = checkSet[i];
		if ( elem ) {
			elem = elem[dir];
			var match = false;

			while ( elem ) {
				if ( elem.sizcache === doneName ) {
					match = checkSet[elem.sizset];
					break;
				}

				if ( elem.nodeType === 1 && !isXML ){
					elem.sizcache = doneName;
					elem.sizset = i;
				}

				if ( elem.nodeName.toLowerCase() === cur ) {
					match = elem;
					break;
				}

				elem = elem[dir];
			}

			checkSet[i] = match;
		}
	}
}

function dirCheck( dir, cur, doneName, checkSet, nodeCheck, isXML ) {
	for ( var i = 0, l = checkSet.length; i < l; i++ ) {
		var elem = checkSet[i];
		if ( elem ) {
			elem = elem[dir];
			var match = false;

			while ( elem ) {
				if ( elem.sizcache === doneName ) {
					match = checkSet[elem.sizset];
					break;
				}

				if ( elem.nodeType === 1 ) {
					if ( !isXML ) {
						elem.sizcache = doneName;
						elem.sizset = i;
					}
					if ( typeof cur !== "string" ) {
						if ( elem === cur ) {
							match = true;
							break;
						}

					} else if ( Sizzle.filter( cur, [elem] ).length > 0 ) {
						match = elem;
						break;
					}
				}

				elem = elem[dir];
			}

			checkSet[i] = match;
		}
	}
}

var contains = document.compareDocumentPosition ? function(a, b){
	return !!(a.compareDocumentPosition(b) & 16);
} : function(a, b){
	return a !== b && (a.contains ? a.contains(b) : true);
};

var isXML = function(elem){
	// documentElement is verified for cases where it doesn't yet exist
	// (such as loading iframes in IE - #4833) 
	var documentElement = (elem ? elem.ownerDocument || elem : 0).documentElement;
	return documentElement ? documentElement.nodeName !== "HTML" : false;
};

var posProcess = function(selector, context){
	var tmpSet = [], later = "", match,
		root = context.nodeType ? [context] : context;

	// Position selectors must be done after the filter
	// And so must :not(positional) so we move all PSEUDOs to the end
	while ( (match = Expr.match.PSEUDO.exec( selector )) ) {
		later += match[0];
		selector = selector.replace( Expr.match.PSEUDO, "" );
	}

	selector = Expr.relative[selector] ? selector + "*" : selector;

	for ( var i = 0, l = root.length; i < l; i++ ) {
		Sizzle( selector, root[i], tmpSet );
	}

	return Sizzle.filter( later, tmpSet );
};

// EXPOSE
jQuery.find = Sizzle;
jQuery.expr = Sizzle.selectors;
jQuery.expr[":"] = jQuery.expr.filters;
jQuery.unique = Sizzle.uniqueSort;
jQuery.text = getText;
jQuery.isXMLDoc = isXML;
jQuery.contains = contains;

return;

window.Sizzle = Sizzle;

})();
var runtil = /Until$/,
	rparentsprev = /^(?:parents|prevUntil|prevAll)/,
	// Note: This RegExp should be improved, or likely pulled from Sizzle
	rmultiselector = /,/,
	slice = Array.prototype.slice;

// Implement the identical functionality for filter and not
var winnow = function( elements, qualifier, keep ) {
	if ( jQuery.isFunction( qualifier ) ) {
		return jQuery.grep(elements, function( elem, i ) {
			return !!qualifier.call( elem, i, elem ) === keep;
		});

	} else if ( qualifier.nodeType ) {
		return jQuery.grep(elements, function( elem, i ) {
			return (elem === qualifier) === keep;
		});

	} else if ( typeof qualifier === "string" ) {
		var filtered = jQuery.grep(elements, function( elem ) {
			return elem.nodeType === 1;
		});

		if ( isSimple.test( qualifier ) ) {
			return jQuery.filter(qualifier, filtered, !keep);
		} else {
			qualifier = jQuery.filter( qualifier, filtered );
		}
	}

	return jQuery.grep(elements, function( elem, i ) {
		return (jQuery.inArray( elem, qualifier ) >= 0) === keep;
	});
};

jQuery.fn.extend({
	find: function( selector ) {
		var ret = this.pushStack( "", "find", selector ), length = 0;

		for ( var i = 0, l = this.length; i < l; i++ ) {
			length = ret.length;
			jQuery.find( selector, this[i], ret );

			if ( i > 0 ) {
				// Make sure that the results are unique
				for ( var n = length; n < ret.length; n++ ) {
					for ( var r = 0; r < length; r++ ) {
						if ( ret[r] === ret[n] ) {
							ret.splice(n--, 1);
							break;
						}
					}
				}
			}
		}

		return ret;
	},

	has: function( target ) {
		var targets = jQuery( target );
		return this.filter(function() {
			for ( var i = 0, l = targets.length; i < l; i++ ) {
				if ( jQuery.contains( this, targets[i] ) ) {
					return true;
				}
			}
		});
	},

	not: function( selector ) {
		return this.pushStack( winnow(this, selector, false), "not", selector);
	},

	filter: function( selector ) {
		return this.pushStack( winnow(this, selector, true), "filter", selector );
	},
	
	is: function( selector ) {
		return !!selector && jQuery.filter( selector, this ).length > 0;
	},

	closest: function( selectors, context ) {
		if ( jQuery.isArray( selectors ) ) {
			var ret = [], cur = this[0], match, matches = {}, selector;

			if ( cur && selectors.length ) {
				for ( var i = 0, l = selectors.length; i < l; i++ ) {
					selector = selectors[i];

					if ( !matches[selector] ) {
						matches[selector] = jQuery.expr.match.POS.test( selector ) ? 
							jQuery( selector, context || this.context ) :
							selector;
					}
				}

				while ( cur && cur.ownerDocument && cur !== context ) {
					for ( selector in matches ) {
						match = matches[selector];

						if ( match.jquery ? match.index(cur) > -1 : jQuery(cur).is(match) ) {
							ret.push({ selector: selector, elem: cur });
							delete matches[selector];
						}
					}
					cur = cur.parentNode;
				}
			}

			return ret;
		}

		var pos = jQuery.expr.match.POS.test( selectors ) ? 
			jQuery( selectors, context || this.context ) : null;

		return this.map(function( i, cur ) {
			while ( cur && cur.ownerDocument && cur !== context ) {
				if ( pos ? pos.index(cur) > -1 : jQuery(cur).is(selectors) ) {
					return cur;
				}
				cur = cur.parentNode;
			}
			return null;
		});
	},
	
	// Determine the position of an element within
	// the matched set of elements
	index: function( elem ) {
		if ( !elem || typeof elem === "string" ) {
			return jQuery.inArray( this[0],
				// If it receives a string, the selector is used
				// If it receives nothing, the siblings are used
				elem ? jQuery( elem ) : this.parent().children() );
		}
		// Locate the position of the desired element
		return jQuery.inArray(
			// If it receives a jQuery object, the first element is used
			elem.jquery ? elem[0] : elem, this );
	},

	add: function( selector, context ) {
		var set = typeof selector === "string" ?
				jQuery( selector, context || this.context ) :
				jQuery.makeArray( selector ),
			all = jQuery.merge( this.get(), set );

		return this.pushStack( isDisconnected( set[0] ) || isDisconnected( all[0] ) ?
			all :
			jQuery.unique( all ) );
	},

	andSelf: function() {
		return this.add( this.prevObject );
	}
});

// A painfully simple check to see if an element is disconnected
// from a document (should be improved, where feasible).
function isDisconnected( node ) {
	return !node || !node.parentNode || node.parentNode.nodeType === 11;
}

jQuery.each({
	parent: function( elem ) {
		var parent = elem.parentNode;
		return parent && parent.nodeType !== 11 ? parent : null;
	},
	parents: function( elem ) {
		return jQuery.dir( elem, "parentNode" );
	},
	parentsUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "parentNode", until );
	},
	next: function( elem ) {
		return jQuery.nth( elem, 2, "nextSibling" );
	},
	prev: function( elem ) {
		return jQuery.nth( elem, 2, "previousSibling" );
	},
	nextAll: function( elem ) {
		return jQuery.dir( elem, "nextSibling" );
	},
	prevAll: function( elem ) {
		return jQuery.dir( elem, "previousSibling" );
	},
	nextUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "nextSibling", until );
	},
	prevUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "previousSibling", until );
	},
	siblings: function( elem ) {
		return jQuery.sibling( elem.parentNode.firstChild, elem );
	},
	children: function( elem ) {
		return jQuery.sibling( elem.firstChild );
	},
	contents: function( elem ) {
		return jQuery.nodeName( elem, "iframe" ) ?
			elem.contentDocument || elem.contentWindow.document :
			jQuery.makeArray( elem.childNodes );
	}
}, function( name, fn ) {
	jQuery.fn[ name ] = function( until, selector ) {
		var ret = jQuery.map( this, fn, until );
		
		if ( !runtil.test( name ) ) {
			selector = until;
		}

		if ( selector && typeof selector === "string" ) {
			ret = jQuery.filter( selector, ret );
		}

		ret = this.length > 1 ? jQuery.unique( ret ) : ret;

		if ( (this.length > 1 || rmultiselector.test( selector )) && rparentsprev.test( name ) ) {
			ret = ret.reverse();
		}

		return this.pushStack( ret, name, slice.call(arguments).join(",") );
	};
});

jQuery.extend({
	filter: function( expr, elems, not ) {
		if ( not ) {
			expr = ":not(" + expr + ")";
		}

		return jQuery.find.matches(expr, elems);
	},
	
	dir: function( elem, dir, until ) {
		var matched = [], cur = elem[dir];
		while ( cur && cur.nodeType !== 9 && (until === undefined || cur.nodeType !== 1 || !jQuery( cur ).is( until )) ) {
			if ( cur.nodeType === 1 ) {
				matched.push( cur );
			}
			cur = cur[dir];
		}
		return matched;
	},

	nth: function( cur, result, dir, elem ) {
		result = result || 1;
		var num = 0;

		for ( ; cur; cur = cur[dir] ) {
			if ( cur.nodeType === 1 && ++num === result ) {
				break;
			}
		}

		return cur;
	},

	sibling: function( n, elem ) {
		var r = [];

		for ( ; n; n = n.nextSibling ) {
			if ( n.nodeType === 1 && n !== elem ) {
				r.push( n );
			}
		}

		return r;
	}
});
var rinlinejQuery = / jQuery\d+="(?:\d+|null)"/g,
	rleadingWhitespace = /^\s+/,
	rxhtmlTag = /(<([\w:]+)[^>]*?)\/>/g,
	rselfClosing = /^(?:area|br|col|embed|hr|img|input|link|meta|param)$/i,
	rtagName = /<([\w:]+)/,
	rtbody = /<tbody/i,
	rhtml = /<|&#?\w+;/,
	rnocache = /<script|<object|<embed|<option|<style/i,
	rchecked = /checked\s*(?:[^=]|=\s*.checked.)/i,  // checked="checked" or checked (html5)
	fcloseTag = function( all, front, tag ) {
		return rselfClosing.test( tag ) ?
			all :
			front + "></" + tag + ">";
	},
	wrapMap = {
		option: [ 1, "<select multiple='multiple'>", "</select>" ],
		legend: [ 1, "<fieldset>", "</fieldset>" ],
		thead: [ 1, "<table>", "</table>" ],
		tr: [ 2, "<table><tbody>", "</tbody></table>" ],
		td: [ 3, "<table><tbody><tr>", "</tr></tbody></table>" ],
		col: [ 2, "<table><tbody></tbody><colgroup>", "</colgroup></table>" ],
		area: [ 1, "<map>", "</map>" ],
		_default: [ 0, "", "" ]
	};

wrapMap.optgroup = wrapMap.option;
wrapMap.tbody = wrapMap.tfoot = wrapMap.colgroup = wrapMap.caption = wrapMap.thead;
wrapMap.th = wrapMap.td;

// IE can't serialize <link> and <script> tags normally
if ( !jQuery.support.htmlSerialize ) {
	wrapMap._default = [ 1, "div<div>", "</div>" ];
}

jQuery.fn.extend({
	text: function( text ) {
		if ( jQuery.isFunction(text) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.text( text.call(this, i, self.text()) );
			});
		}

		if ( typeof text !== "object" && text !== undefined ) {
			return this.empty().append( (this[0] && this[0].ownerDocument || document).createTextNode( text ) );
		}

		return jQuery.text( this );
	},

	wrapAll: function( html ) {
		if ( jQuery.isFunction( html ) ) {
			return this.each(function(i) {
				jQuery(this).wrapAll( html.call(this, i) );
			});
		}

		if ( this[0] ) {
			// The elements to wrap the target around
			var wrap = jQuery( html, this[0].ownerDocument ).eq(0).clone(true);

			if ( this[0].parentNode ) {
				wrap.insertBefore( this[0] );
			}

			wrap.map(function() {
				var elem = this;

				while ( elem.firstChild && elem.firstChild.nodeType === 1 ) {
					elem = elem.firstChild;
				}

				return elem;
			}).append(this);
		}

		return this;
	},

	wrapInner: function( html ) {
		if ( jQuery.isFunction( html ) ) {
			return this.each(function(i) {
				jQuery(this).wrapInner( html.call(this, i) );
			});
		}

		return this.each(function() {
			var self = jQuery( this ), contents = self.contents();

			if ( contents.length ) {
				contents.wrapAll( html );

			} else {
				self.append( html );
			}
		});
	},

	wrap: function( html ) {
		return this.each(function() {
			jQuery( this ).wrapAll( html );
		});
	},

	unwrap: function() {
		return this.parent().each(function() {
			if ( !jQuery.nodeName( this, "body" ) ) {
				jQuery( this ).replaceWith( this.childNodes );
			}
		}).end();
	},

	append: function() {
		return this.domManip(arguments, true, function( elem ) {
			if ( this.nodeType === 1 ) {
				this.appendChild( elem );
			}
		});
	},

	prepend: function() {
		return this.domManip(arguments, true, function( elem ) {
			if ( this.nodeType === 1 ) {
				this.insertBefore( elem, this.firstChild );
			}
		});
	},

	before: function() {
		if ( this[0] && this[0].parentNode ) {
			return this.domManip(arguments, false, function( elem ) {
				this.parentNode.insertBefore( elem, this );
			});
		} else if ( arguments.length ) {
			var set = jQuery(arguments[0]);
			set.push.apply( set, this.toArray() );
			return this.pushStack( set, "before", arguments );
		}
	},

	after: function() {
		if ( this[0] && this[0].parentNode ) {
			return this.domManip(arguments, false, function( elem ) {
				this.parentNode.insertBefore( elem, this.nextSibling );
			});
		} else if ( arguments.length ) {
			var set = this.pushStack( this, "after", arguments );
			set.push.apply( set, jQuery(arguments[0]).toArray() );
			return set;
		}
	},
	
	// keepData is for internal use only--do not document
	remove: function( selector, keepData ) {
		for ( var i = 0, elem; (elem = this[i]) != null; i++ ) {
			if ( !selector || jQuery.filter( selector, [ elem ] ).length ) {
				if ( !keepData && elem.nodeType === 1 ) {
					jQuery.cleanData( elem.getElementsByTagName("*") );
					jQuery.cleanData( [ elem ] );
				}

				if ( elem.parentNode ) {
					 elem.parentNode.removeChild( elem );
				}
			}
		}
		
		return this;
	},

	empty: function() {
		for ( var i = 0, elem; (elem = this[i]) != null; i++ ) {
			// Remove element nodes and prevent memory leaks
			if ( elem.nodeType === 1 ) {
				jQuery.cleanData( elem.getElementsByTagName("*") );
			}

			// Remove any remaining nodes
			while ( elem.firstChild ) {
				elem.removeChild( elem.firstChild );
			}
		}
		
		return this;
	},

	clone: function( events ) {
		// Do the clone
		var ret = this.map(function() {
			if ( !jQuery.support.noCloneEvent && !jQuery.isXMLDoc(this) ) {
				// IE copies events bound via attachEvent when
				// using cloneNode. Calling detachEvent on the
				// clone will also remove the events from the orignal
				// In order to get around this, we use innerHTML.
				// Unfortunately, this means some modifications to
				// attributes in IE that are actually only stored
				// as properties will not be copied (such as the
				// the name attribute on an input).
				var html = this.outerHTML, ownerDocument = this.ownerDocument;
				if ( !html ) {
					var div = ownerDocument.createElement("div");
					div.appendChild( this.cloneNode(true) );
					html = div.innerHTML;
				}

				return jQuery.clean([html.replace(rinlinejQuery, "")
					// Handle the case in IE 8 where action=/test/> self-closes a tag
					.replace(/=([^="'>\s]+\/)>/g, '="$1">')
					.replace(rleadingWhitespace, "")], ownerDocument)[0];
			} else {
				return this.cloneNode(true);
			}
		});

		// Copy the events from the original to the clone
		if ( events === true ) {
			cloneCopyEvent( this, ret );
			cloneCopyEvent( this.find("*"), ret.find("*") );
		}

		// Return the cloned set
		return ret;
	},

	html: function( value ) {
		if ( value === undefined ) {
			return this[0] && this[0].nodeType === 1 ?
				this[0].innerHTML.replace(rinlinejQuery, "") :
				null;

		// See if we can take a shortcut and just use innerHTML
		} else if ( typeof value === "string" && !rnocache.test( value ) &&
			(jQuery.support.leadingWhitespace || !rleadingWhitespace.test( value )) &&
			!wrapMap[ (rtagName.exec( value ) || ["", ""])[1].toLowerCase() ] ) {

			value = value.replace(rxhtmlTag, fcloseTag);

			try {
				for ( var i = 0, l = this.length; i < l; i++ ) {
					// Remove element nodes and prevent memory leaks
					if ( this[i].nodeType === 1 ) {
						jQuery.cleanData( this[i].getElementsByTagName("*") );
						this[i].innerHTML = value;
					}
				}

			// If using innerHTML throws an exception, use the fallback method
			} catch(e) {
				this.empty().append( value );
			}

		} else if ( jQuery.isFunction( value ) ) {
			this.each(function(i){
				var self = jQuery(this), old = self.html();
				self.empty().append(function(){
					return value.call( this, i, old );
				});
			});

		} else {
			this.empty().append( value );
		}

		return this;
	},

	replaceWith: function( value ) {
		if ( this[0] && this[0].parentNode ) {
			// Make sure that the elements are removed from the DOM before they are inserted
			// this can help fix replacing a parent with child elements
			if ( jQuery.isFunction( value ) ) {
				return this.each(function(i) {
					var self = jQuery(this), old = self.html();
					self.replaceWith( value.call( this, i, old ) );
				});
			}

			if ( typeof value !== "string" ) {
				value = jQuery(value).detach();
			}

			return this.each(function() {
				var next = this.nextSibling, parent = this.parentNode;

				jQuery(this).remove();

				if ( next ) {
					jQuery(next).before( value );
				} else {
					jQuery(parent).append( value );
				}
			});
		} else {
			return this.pushStack( jQuery(jQuery.isFunction(value) ? value() : value), "replaceWith", value );
		}
	},

	detach: function( selector ) {
		return this.remove( selector, true );
	},

	domManip: function( args, table, callback ) {
		var results, first, value = args[0], scripts = [], fragment, parent;

		// We can't cloneNode fragments that contain checked, in WebKit
		if ( !jQuery.support.checkClone && arguments.length === 3 && typeof value === "string" && rchecked.test( value ) ) {
			return this.each(function() {
				jQuery(this).domManip( args, table, callback, true );
			});
		}

		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				args[0] = value.call(this, i, table ? self.html() : undefined);
				self.domManip( args, table, callback );
			});
		}

		if ( this[0] ) {
			parent = value && value.parentNode;

			// If we're in a fragment, just use that instead of building a new one
			if ( jQuery.support.parentNode && parent && parent.nodeType === 11 && parent.childNodes.length === this.length ) {
				results = { fragment: parent };

			} else {
				results = buildFragment( args, this, scripts );
			}
			
			fragment = results.fragment;
			
			if ( fragment.childNodes.length === 1 ) {
				first = fragment = fragment.firstChild;
			} else {
				first = fragment.firstChild;
			}

			if ( first ) {
				table = table && jQuery.nodeName( first, "tr" );

				for ( var i = 0, l = this.length; i < l; i++ ) {
					callback.call(
						table ?
							root(this[i], first) :
							this[i],
						i > 0 || results.cacheable || this.length > 1  ?
							fragment.cloneNode(true) :
							fragment
					);
				}
			}

			if ( scripts.length ) {
				jQuery.each( scripts, evalScript );
			}
		}

		return this;

		function root( elem, cur ) {
			return jQuery.nodeName(elem, "table") ?
				(elem.getElementsByTagName("tbody")[0] ||
				elem.appendChild(elem.ownerDocument.createElement("tbody"))) :
				elem;
		}
	}
});

function cloneCopyEvent(orig, ret) {
	var i = 0;

	ret.each(function() {
		if ( this.nodeName !== (orig[i] && orig[i].nodeName) ) {
			return;
		}

		var oldData = jQuery.data( orig[i++] ), curData = jQuery.data( this, oldData ), events = oldData && oldData.events;

		if ( events ) {
			delete curData.handle;
			curData.events = {};

			for ( var type in events ) {
				for ( var handler in events[ type ] ) {
					jQuery.event.add( this, type, events[ type ][ handler ], events[ type ][ handler ].data );
				}
			}
		}
	});
}

function buildFragment( args, nodes, scripts ) {
	var fragment, cacheable, cacheresults,
		doc = (nodes && nodes[0] ? nodes[0].ownerDocument || nodes[0] : document);

	// Only cache "small" (1/2 KB) strings that are associated with the main document
	// Cloning options loses the selected state, so don't cache them
	// IE 6 doesn't like it when you put <object> or <embed> elements in a fragment
	// Also, WebKit does not clone 'checked' attributes on cloneNode, so don't cache
	if ( args.length === 1 && typeof args[0] === "string" && args[0].length < 512 && doc === document &&
		!rnocache.test( args[0] ) && (jQuery.support.checkClone || !rchecked.test( args[0] )) ) {

		cacheable = true;
		cacheresults = jQuery.fragments[ args[0] ];
		if ( cacheresults ) {
			if ( cacheresults !== 1 ) {
				fragment = cacheresults;
			}
		}
	}

	if ( !fragment ) {
		fragment = doc.createDocumentFragment();
		jQuery.clean( args, doc, fragment, scripts );
	}

	if ( cacheable ) {
		jQuery.fragments[ args[0] ] = cacheresults ? fragment : 1;
	}

	return { fragment: fragment, cacheable: cacheable };
}

jQuery.fragments = {};

jQuery.each({
	appendTo: "append",
	prependTo: "prepend",
	insertBefore: "before",
	insertAfter: "after",
	replaceAll: "replaceWith"
}, function( name, original ) {
	jQuery.fn[ name ] = function( selector ) {
		var ret = [], insert = jQuery( selector ),
			parent = this.length === 1 && this[0].parentNode;
		
		if ( parent && parent.nodeType === 11 && parent.childNodes.length === 1 && insert.length === 1 ) {
			insert[ original ]( this[0] );
			return this;
			
		} else {
			for ( var i = 0, l = insert.length; i < l; i++ ) {
				var elems = (i > 0 ? this.clone(true) : this).get();
				jQuery.fn[ original ].apply( jQuery(insert[i]), elems );
				ret = ret.concat( elems );
			}
		
			return this.pushStack( ret, name, insert.selector );
		}
	};
});

jQuery.extend({
	clean: function( elems, context, fragment, scripts ) {
		context = context || document;

		// !context.createElement fails in IE with an error but returns typeof 'object'
		if ( typeof context.createElement === "undefined" ) {
			context = context.ownerDocument || context[0] && context[0].ownerDocument || document;
		}

		var ret = [];

		for ( var i = 0, elem; (elem = elems[i]) != null; i++ ) {
			if ( typeof elem === "number" ) {
				elem += "";
			}

			if ( !elem ) {
				continue;
			}

			// Convert html string into DOM nodes
			if ( typeof elem === "string" && !rhtml.test( elem ) ) {
				elem = context.createTextNode( elem );

			} else if ( typeof elem === "string" ) {
				// Fix "XHTML"-style tags in all browsers
				elem = elem.replace(rxhtmlTag, fcloseTag);

				// Trim whitespace, otherwise indexOf won't work as expected
				var tag = (rtagName.exec( elem ) || ["", ""])[1].toLowerCase(),
					wrap = wrapMap[ tag ] || wrapMap._default,
					depth = wrap[0],
					div = context.createElement("div");

				// Go to html and back, then peel off extra wrappers
				div.innerHTML = wrap[1] + elem + wrap[2];

				// Move to the right depth
				while ( depth-- ) {
					div = div.lastChild;
				}

				// Remove IE's autoinserted <tbody> from table fragments
				if ( !jQuery.support.tbody ) {

					// String was a <table>, *may* have spurious <tbody>
					var hasBody = rtbody.test(elem),
						tbody = tag === "table" && !hasBody ?
							div.firstChild && div.firstChild.childNodes :

							// String was a bare <thead> or <tfoot>
							wrap[1] === "<table>" && !hasBody ?
								div.childNodes :
								[];

					for ( var j = tbody.length - 1; j >= 0 ; --j ) {
						if ( jQuery.nodeName( tbody[ j ], "tbody" ) && !tbody[ j ].childNodes.length ) {
							tbody[ j ].parentNode.removeChild( tbody[ j ] );
						}
					}

				}

				// IE completely kills leading whitespace when innerHTML is used
				if ( !jQuery.support.leadingWhitespace && rleadingWhitespace.test( elem ) ) {
					div.insertBefore( context.createTextNode( rleadingWhitespace.exec(elem)[0] ), div.firstChild );
				}

				elem = div.childNodes;
			}

			if ( elem.nodeType ) {
				ret.push( elem );
			} else {
				ret = jQuery.merge( ret, elem );
			}
		}

		if ( fragment ) {
			for ( var i = 0; ret[i]; i++ ) {
				if ( scripts && jQuery.nodeName( ret[i], "script" ) && (!ret[i].type || ret[i].type.toLowerCase() === "text/javascript") ) {
					scripts.push( ret[i].parentNode ? ret[i].parentNode.removeChild( ret[i] ) : ret[i] );
				
				} else {
					if ( ret[i].nodeType === 1 ) {
						ret.splice.apply( ret, [i + 1, 0].concat(jQuery.makeArray(ret[i].getElementsByTagName("script"))) );
					}
					fragment.appendChild( ret[i] );
				}
			}
		}

		return ret;
	},
	
	cleanData: function( elems ) {
		var data, id, cache = jQuery.cache,
			special = jQuery.event.special,
			deleteExpando = jQuery.support.deleteExpando;
		
		for ( var i = 0, elem; (elem = elems[i]) != null; i++ ) {
			id = elem[ jQuery.expando ];
			
			if ( id ) {
				data = cache[ id ];
				
				if ( data.events ) {
					for ( var type in data.events ) {
						if ( special[ type ] ) {
							jQuery.event.remove( elem, type );

						} else {
							removeEvent( elem, type, data.handle );
						}
					}
				}
				
				if ( deleteExpando ) {
					delete elem[ jQuery.expando ];

				} else if ( elem.removeAttribute ) {
					elem.removeAttribute( jQuery.expando );
				}
				
				delete cache[ id ];
			}
		}
	}
});
// exclude the following css properties to add px
var rexclude = /z-?index|font-?weight|opacity|zoom|line-?height/i,
	ralpha = /alpha\([^)]*\)/,
	ropacity = /opacity=([^)]*)/,
	rfloat = /float/i,
	rdashAlpha = /-([a-z])/ig,
	rupper = /([A-Z])/g,
	rnumpx = /^-?\d+(?:px)?$/i,
	rnum = /^-?\d/,

	cssShow = { position: "absolute", visibility: "hidden", display:"block" },
	cssWidth = [ "Left", "Right" ],
	cssHeight = [ "Top", "Bottom" ],

	// cache check for defaultView.getComputedStyle
	getComputedStyle = document.defaultView && document.defaultView.getComputedStyle,
	// normalize float css property
	styleFloat = jQuery.support.cssFloat ? "cssFloat" : "styleFloat",
	fcamelCase = function( all, letter ) {
		return letter.toUpperCase();
	};

jQuery.fn.css = function( name, value ) {
	return access( this, name, value, true, function( elem, name, value ) {
		if ( value === undefined ) {
			return jQuery.curCSS( elem, name );
		}
		
		if ( typeof value === "number" && !rexclude.test(name) ) {
			value += "px";
		}

		jQuery.style( elem, name, value );
	});
};

jQuery.extend({
	style: function( elem, name, value ) {
		// don't set styles on text and comment nodes
		if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
			return undefined;
		}

		// ignore negative width and height values #1599
		if ( (name === "width" || name === "height") && parseFloat(value) < 0 ) {
			value = undefined;
		}

		var style = elem.style || elem, set = value !== undefined;

		// IE uses filters for opacity
		if ( !jQuery.support.opacity && name === "opacity" ) {
			if ( set ) {
				// IE has trouble with opacity if it does not have layout
				// Force it by setting the zoom level
				style.zoom = 1;

				// Set the alpha filter to set the opacity
				var opacity = parseInt( value, 10 ) + "" === "NaN" ? "" : "alpha(opacity=" + value * 100 + ")";
				var filter = style.filter || jQuery.curCSS( elem, "filter" ) || "";
				style.filter = ralpha.test(filter) ? filter.replace(ralpha, opacity) : opacity;
			}

			return style.filter && style.filter.indexOf("opacity=") >= 0 ?
				(parseFloat( ropacity.exec(style.filter)[1] ) / 100) + "":
				"";
		}

		// Make sure we're using the right name for getting the float value
		if ( rfloat.test( name ) ) {
			name = styleFloat;
		}

		name = name.replace(rdashAlpha, fcamelCase);

		if ( set ) {
			style[ name ] = value;
		}

		return style[ name ];
	},

	css: function( elem, name, force, extra ) {
		if ( name === "width" || name === "height" ) {
			var val, props = cssShow, which = name === "width" ? cssWidth : cssHeight;

			function getWH() {
				val = name === "width" ? elem.offsetWidth : elem.offsetHeight;

				if ( extra === "border" ) {
					return;
				}

				jQuery.each( which, function() {
					if ( !extra ) {
						val -= parseFloat(jQuery.curCSS( elem, "padding" + this, true)) || 0;
					}

					if ( extra === "margin" ) {
						val += parseFloat(jQuery.curCSS( elem, "margin" + this, true)) || 0;
					} else {
						val -= parseFloat(jQuery.curCSS( elem, "border" + this + "Width", true)) || 0;
					}
				});
			}

			if ( elem.offsetWidth !== 0 ) {
				getWH();
			} else {
				jQuery.swap( elem, props, getWH );
			}

			return Math.max(0, Math.round(val));
		}

		return jQuery.curCSS( elem, name, force );
	},

	curCSS: function( elem, name, force ) {
		var ret, style = elem.style, filter;

		// IE uses filters for opacity
		if ( !jQuery.support.opacity && name === "opacity" && elem.currentStyle ) {
			ret = ropacity.test(elem.currentStyle.filter || "") ?
				(parseFloat(RegExp.$1) / 100) + "" :
				"";

			return ret === "" ?
				"1" :
				ret;
		}

		// Make sure we're using the right name for getting the float value
		if ( rfloat.test( name ) ) {
			name = styleFloat;
		}

		if ( !force && style && style[ name ] ) {
			ret = style[ name ];

		} else if ( getComputedStyle ) {

			// Only "float" is needed here
			if ( rfloat.test( name ) ) {
				name = "float";
			}

			name = name.replace( rupper, "-$1" ).toLowerCase();

			var defaultView = elem.ownerDocument.defaultView;

			if ( !defaultView ) {
				return null;
			}

			var computedStyle = defaultView.getComputedStyle( elem, null );

			if ( computedStyle ) {
				ret = computedStyle.getPropertyValue( name );
			}

			// We should always get a number back from opacity
			if ( name === "opacity" && ret === "" ) {
				ret = "1";
			}

		} else if ( elem.currentStyle ) {
			var camelCase = name.replace(rdashAlpha, fcamelCase);

			ret = elem.currentStyle[ name ] || elem.currentStyle[ camelCase ];

			// From the awesome hack by Dean Edwards
			// http://erik.eae.net/archives/2007/07/27/18.54.15/#comment-102291

			// If we're not dealing with a regular pixel number
			// but a number that has a weird ending, we need to convert it to pixels
			if ( !rnumpx.test( ret ) && rnum.test( ret ) ) {
				// Remember the original values
				var left = style.left, rsLeft = elem.runtimeStyle.left;

				// Put in the new values to get a computed value out
				elem.runtimeStyle.left = elem.currentStyle.left;
				style.left = camelCase === "fontSize" ? "1em" : (ret || 0);
				ret = style.pixelLeft + "px";

				// Revert the changed values
				style.left = left;
				elem.runtimeStyle.left = rsLeft;
			}
		}

		return ret;
	},

	// A method for quickly swapping in/out CSS properties to get correct calculations
	swap: function( elem, options, callback ) {
		var old = {};

		// Remember the old values, and insert the new ones
		for ( var name in options ) {
			old[ name ] = elem.style[ name ];
			elem.style[ name ] = options[ name ];
		}

		callback.call( elem );

		// Revert the old values
		for ( var name in options ) {
			elem.style[ name ] = old[ name ];
		}
	}
});

if ( jQuery.expr && jQuery.expr.filters ) {
	jQuery.expr.filters.hidden = function( elem ) {
		var width = elem.offsetWidth, height = elem.offsetHeight,
			skip = elem.nodeName.toLowerCase() === "tr";

		return width === 0 && height === 0 && !skip ?
			true :
			width > 0 && height > 0 && !skip ?
				false :
				jQuery.curCSS(elem, "display") === "none";
	};

	jQuery.expr.filters.visible = function( elem ) {
		return !jQuery.expr.filters.hidden( elem );
	};
}
var jsc = now(),
	rscript = /<script(.|\s)*?\/script>/gi,
	rselectTextarea = /select|textarea/i,
	rinput = /color|date|datetime|email|hidden|month|number|password|range|search|tel|text|time|url|week/i,
	jsre = /=\?(&|$)/,
	rquery = /\?/,
	rts = /(\?|&)_=.*?(&|$)/,
	rurl = /^(\w+:)?\/\/([^\/?#]+)/,
	r20 = /%20/g,

	// Keep a copy of the old load method
	_load = jQuery.fn.load;

jQuery.fn.extend({
	load: function( url, params, callback ) {
		if ( typeof url !== "string" ) {
			return _load.call( this, url );

		// Don't do a request if no elements are being requested
		} else if ( !this.length ) {
			return this;
		}

		var off = url.indexOf(" ");
		if ( off >= 0 ) {
			var selector = url.slice(off, url.length);
			url = url.slice(0, off);
		}

		// Default to a GET request
		var type = "GET";

		// If the second parameter was provided
		if ( params ) {
			// If it's a function
			if ( jQuery.isFunction( params ) ) {
				// We assume that it's the callback
				callback = params;
				params = null;

			// Otherwise, build a param string
			} else if ( typeof params === "object" ) {
				params = jQuery.param( params, jQuery.ajaxSettings.traditional );
				type = "POST";
			}
		}

		var self = this;

		// Request the remote document
		jQuery.ajax({
			url: url,
			type: type,
			dataType: "html",
			data: params,
			complete: function( res, status ) {
				// If successful, inject the HTML into all the matched elements
				if ( status === "success" || status === "notmodified" ) {
					// See if a selector was specified
					self.html( selector ?
						// Create a dummy div to hold the results
						jQuery("<div />")
							// inject the contents of the document in, removing the scripts
							// to avoid any 'Permission Denied' errors in IE
							.append(res.responseText.replace(rscript, ""))

							// Locate the specified elements
							.find(selector) :

						// If not, just inject the full result
						res.responseText );
				}

				if ( callback ) {
					self.each( callback, [res.responseText, status, res] );
				}
			}
		});

		return this;
	},

	serialize: function() {
		return jQuery.param(this.serializeArray());
	},
	serializeArray: function() {
		return this.map(function() {
			return this.elements ? jQuery.makeArray(this.elements) : this;
		})
		.filter(function() {
			return this.name && !this.disabled &&
				(this.checked || rselectTextarea.test(this.nodeName) ||
					rinput.test(this.type));
		})
		.map(function( i, elem ) {
			var val = jQuery(this).val();

			return val == null ?
				null :
				jQuery.isArray(val) ?
					jQuery.map( val, function( val, i ) {
						return { name: elem.name, value: val };
					}) :
					{ name: elem.name, value: val };
		}).get();
	}
});

// Attach a bunch of functions for handling common AJAX events
jQuery.each( "ajaxStart ajaxStop ajaxComplete ajaxError ajaxSuccess ajaxSend".split(" "), function( i, o ) {
	jQuery.fn[o] = function( f ) {
		return this.bind(o, f);
	};
});

jQuery.extend({

	get: function( url, data, callback, type ) {
		// shift arguments if data argument was omited
		if ( jQuery.isFunction( data ) ) {
			type = type || callback;
			callback = data;
			data = null;
		}

		return jQuery.ajax({
			type: "GET",
			url: url,
			data: data,
			success: callback,
			dataType: type
		});
	},

	getScript: function( url, callback ) {
		return jQuery.get(url, null, callback, "script");
	},

	getJSON: function( url, data, callback ) {
		return jQuery.get(url, data, callback, "json");
	},

	post: function( url, data, callback, type ) {
		// shift arguments if data argument was omited
		if ( jQuery.isFunction( data ) ) {
			type = type || callback;
			callback = data;
			data = {};
		}

		return jQuery.ajax({
			type: "POST",
			url: url,
			data: data,
			success: callback,
			dataType: type
		});
	},

	ajaxSetup: function( settings ) {
		jQuery.extend( jQuery.ajaxSettings, settings );
	},

	ajaxSettings: {
		url: location.href,
		global: true,
		type: "GET",
		contentType: "application/x-www-form-urlencoded",
		processData: true,
		async: true,
		/*
		timeout: 0,
		data: null,
		username: null,
		password: null,
		traditional: false,
		*/
		// Create the request object; Microsoft failed to properly
		// implement the XMLHttpRequest in IE7 (can't request local files),
		// so we use the ActiveXObject when it is available
		// This function can be overriden by calling jQuery.ajaxSetup
		xhr: window.XMLHttpRequest && (window.location.protocol !== "file:" || !window.ActiveXObject) ?
			function() {
				return new window.XMLHttpRequest();
			} :
			function() {
				try {
					return new window.ActiveXObject("Microsoft.XMLHTTP");
				} catch(e) {}
			},
		accepts: {
			xml: "application/xml, text/xml",
			html: "text/html",
			script: "text/javascript, application/javascript",
			json: "application/json, text/javascript",
			text: "text/plain",
			_default: "*/*"
		}
	},

	// Last-Modified header cache for next request
	lastModified: {},
	etag: {},

	ajax: function( origSettings ) {
		var s = jQuery.extend(true, {}, jQuery.ajaxSettings, origSettings);
		
		var jsonp, status, data,
			callbackContext = origSettings && origSettings.context || s,
			type = s.type.toUpperCase();

		// convert data if not already a string
		if ( s.data && s.processData && typeof s.data !== "string" ) {
			s.data = jQuery.param( s.data, s.traditional );
		}

		// Handle JSONP Parameter Callbacks
		if ( s.dataType === "jsonp" ) {
			if ( type === "GET" ) {
				if ( !jsre.test( s.url ) ) {
					s.url += (rquery.test( s.url ) ? "&" : "?") + (s.jsonp || "callback") + "=?";
				}
			} else if ( !s.data || !jsre.test(s.data) ) {
				s.data = (s.data ? s.data + "&" : "") + (s.jsonp || "callback") + "=?";
			}
			s.dataType = "json";
		}

		// Build temporary JSONP function
		if ( s.dataType === "json" && (s.data && jsre.test(s.data) || jsre.test(s.url)) ) {
			jsonp = s.jsonpCallback || ("jsonp" + jsc++);

			// Replace the =? sequence both in the query string and the data
			if ( s.data ) {
				s.data = (s.data + "").replace(jsre, "=" + jsonp + "$1");
			}

			s.url = s.url.replace(jsre, "=" + jsonp + "$1");

			// We need to make sure
			// that a JSONP style response is executed properly
			s.dataType = "script";

			// Handle JSONP-style loading
			window[ jsonp ] = window[ jsonp ] || function( tmp ) {
				data = tmp;
				success();
				complete();
				// Garbage collect
				window[ jsonp ] = undefined;

				try {
					delete window[ jsonp ];
				} catch(e) {}

				if ( head ) {
					head.removeChild( script );
				}
			};
		}

		if ( s.dataType === "script" && s.cache === null ) {
			s.cache = false;
		}

		if ( s.cache === false && type === "GET" ) {
			var ts = now();

			// try replacing _= if it is there
			var ret = s.url.replace(rts, "$1_=" + ts + "$2");

			// if nothing was replaced, add timestamp to the end
			s.url = ret + ((ret === s.url) ? (rquery.test(s.url) ? "&" : "?") + "_=" + ts : "");
		}

		// If data is available, append data to url for get requests
		if ( s.data && type === "GET" ) {
			s.url += (rquery.test(s.url) ? "&" : "?") + s.data;
		}

		// Watch for a new set of requests
		if ( s.global && ! jQuery.active++ ) {
			jQuery.event.trigger( "ajaxStart" );
		}

		// Matches an absolute URL, and saves the domain
		var parts = rurl.exec( s.url ),
			remote = parts && (parts[1] && parts[1] !== location.protocol || parts[2] !== location.host);

		// If we're requesting a remote document
		// and trying to load JSON or Script with a GET
		if ( s.dataType === "script" && type === "GET" && remote ) {
			var head = document.getElementsByTagName("head")[0] || document.documentElement;
			var script = document.createElement("script");
			script.src = s.url;
			if ( s.scriptCharset ) {
				script.charset = s.scriptCharset;
			}

			// Handle Script loading
			if ( !jsonp ) {
				var done = false;

				// Attach handlers for all browsers
				script.onload = script.onreadystatechange = function() {
					if ( !done && (!this.readyState ||
							this.readyState === "loaded" || this.readyState === "complete") ) {
						done = true;
						success();
						complete();

						// Handle memory leak in IE
						script.onload = script.onreadystatechange = null;
						if ( head && script.parentNode ) {
							head.removeChild( script );
						}
					}
				};
			}

			// Use insertBefore instead of appendChild  to circumvent an IE6 bug.
			// This arises when a base node is used (#2709 and #4378).
			head.insertBefore( script, head.firstChild );

			// We handle everything using the script element injection
			return undefined;
		}

		var requestDone = false;

		// Create the request object
		var xhr = s.xhr();

		if ( !xhr ) {
			return;
		}

		// Open the socket
		// Passing null username, generates a login popup on Opera (#2865)
		if ( s.username ) {
			xhr.open(type, s.url, s.async, s.username, s.password);
		} else {
			xhr.open(type, s.url, s.async);
		}

		// Need an extra try/catch for cross domain requests in Firefox 3
		try {
			// Set the correct header, if data is being sent
			if ( s.data || origSettings && origSettings.contentType ) {
				xhr.setRequestHeader("Content-Type", s.contentType);
			}

			// Set the If-Modified-Since and/or If-None-Match header, if in ifModified mode.
			if ( s.ifModified ) {
				if ( jQuery.lastModified[s.url] ) {
					xhr.setRequestHeader("If-Modified-Since", jQuery.lastModified[s.url]);
				}

				if ( jQuery.etag[s.url] ) {
					xhr.setRequestHeader("If-None-Match", jQuery.etag[s.url]);
				}
			}

			// Set header so the called script knows that it's an XMLHttpRequest
			// Only send the header if it's not a remote XHR
			if ( !remote ) {
				xhr.setRequestHeader("X-Requested-With", "XMLHttpRequest");
			}

			// Set the Accepts header for the server, depending on the dataType
			xhr.setRequestHeader("Accept", s.dataType && s.accepts[ s.dataType ] ?
				s.accepts[ s.dataType ] + ", */*" :
				s.accepts._default );
		} catch(e) {}

		// Allow custom headers/mimetypes and early abort
		if ( s.beforeSend && s.beforeSend.call(callbackContext, xhr, s) === false ) {
			// Handle the global AJAX counter
			if ( s.global && ! --jQuery.active ) {
				jQuery.event.trigger( "ajaxStop" );
			}

			// close opended socket
			xhr.abort();
			return false;
		}

		if ( s.global ) {
			trigger("ajaxSend", [xhr, s]);
		}

		// Wait for a response to come back
		var onreadystatechange = xhr.onreadystatechange = function( isTimeout ) {
			// The request was aborted
			if ( !xhr || xhr.readyState === 0 || isTimeout === "abort" ) {
				// Opera doesn't call onreadystatechange before this point
				// so we simulate the call
				if ( !requestDone ) {
					complete();
				}

				requestDone = true;
				if ( xhr ) {
					xhr.onreadystatechange = jQuery.noop;
				}

			// The transfer is complete and the data is available, or the request timed out
			} else if ( !requestDone && xhr && (xhr.readyState === 4 || isTimeout === "timeout") ) {
				requestDone = true;
				xhr.onreadystatechange = jQuery.noop;

				status = isTimeout === "timeout" ?
					"timeout" :
					!jQuery.httpSuccess( xhr ) ?
						"error" :
						s.ifModified && jQuery.httpNotModified( xhr, s.url ) ?
							"notmodified" :
							"success";

				var errMsg;

				if ( status === "success" ) {
					// Watch for, and catch, XML document parse errors
					try {
						// process the data (runs the xml through httpData regardless of callback)
						data = jQuery.httpData( xhr, s.dataType, s );
					} catch(err) {
						status = "parsererror";
						errMsg = err;
					}
				}

				// Make sure that the request was successful or notmodified
				if ( status === "success" || status === "notmodified" ) {
					// JSONP handles its own success callback
					if ( !jsonp ) {
						success();
					}
				} else {
					jQuery.handleError(s, xhr, status, errMsg);
				}

				// Fire the complete handlers
				complete();

				if ( isTimeout === "timeout" ) {
					xhr.abort();
				}

				// Stop memory leaks
				if ( s.async ) {
					xhr = null;
				}
			}
		};

		// Override the abort handler, if we can (IE doesn't allow it, but that's OK)
		// Opera doesn't fire onreadystatechange at all on abort
		try {
			var oldAbort = xhr.abort;
			xhr.abort = function() {
				if ( xhr ) {
					oldAbort.call( xhr );
				}

				onreadystatechange( "abort" );
			};
		} catch(e) { }

		// Timeout checker
		if ( s.async && s.timeout > 0 ) {
			setTimeout(function() {
				// Check to see if the request is still happening
				if ( xhr && !requestDone ) {
					onreadystatechange( "timeout" );
				}
			}, s.timeout);
		}

		// Send the data
		try {
			xhr.send( type === "POST" || type === "PUT" || type === "DELETE" ? s.data : null );
		} catch(e) {
			jQuery.handleError(s, xhr, null, e);
			// Fire the complete handlers
			complete();
		}

		// firefox 1.5 doesn't fire statechange for sync requests
		if ( !s.async ) {
			onreadystatechange();
		}

		function success() {
			// If a local callback was specified, fire it and pass it the data
			if ( s.success ) {
				s.success.call( callbackContext, data, status, xhr );
			}

			// Fire the global callback
			if ( s.global ) {
				trigger( "ajaxSuccess", [xhr, s] );
			}
		}

		function complete() {
			// Process result
			if ( s.complete ) {
				s.complete.call( callbackContext, xhr, status);
			}

			// The request was completed
			if ( s.global ) {
				trigger( "ajaxComplete", [xhr, s] );
			}

			// Handle the global AJAX counter
			if ( s.global && ! --jQuery.active ) {
				jQuery.event.trigger( "ajaxStop" );
			}
		}
		
		function trigger(type, args) {
			(s.context ? jQuery(s.context) : jQuery.event).trigger(type, args);
		}

		// return XMLHttpRequest to allow aborting the request etc.
		return xhr;
	},

	handleError: function( s, xhr, status, e ) {
		// If a local callback was specified, fire it
		if ( s.error ) {
			s.error.call( s.context || s, xhr, status, e );
		}

		// Fire the global callback
		if ( s.global ) {
			(s.context ? jQuery(s.context) : jQuery.event).trigger( "ajaxError", [xhr, s, e] );
		}
	},

	// Counter for holding the number of active queries
	active: 0,

	// Determines if an XMLHttpRequest was successful or not
	httpSuccess: function( xhr ) {
		try {
			// IE error sometimes returns 1223 when it should be 204 so treat it as success, see #1450
			return !xhr.status && location.protocol === "file:" ||
				// Opera returns 0 when status is 304
				( xhr.status >= 200 && xhr.status < 300 ) ||
				xhr.status === 304 || xhr.status === 1223 || xhr.status === 0;
		} catch(e) {}

		return false;
	},

	// Determines if an XMLHttpRequest returns NotModified
	httpNotModified: function( xhr, url ) {
		var lastModified = xhr.getResponseHeader("Last-Modified"),
			etag = xhr.getResponseHeader("Etag");

		if ( lastModified ) {
			jQuery.lastModified[url] = lastModified;
		}

		if ( etag ) {
			jQuery.etag[url] = etag;
		}

		// Opera returns 0 when status is 304
		return xhr.status === 304 || xhr.status === 0;
	},

	httpData: function( xhr, type, s ) {
		var ct = xhr.getResponseHeader("content-type") || "",
			xml = type === "xml" || !type && ct.indexOf("xml") >= 0,
			data = xml ? xhr.responseXML : xhr.responseText;

		if ( xml && data.documentElement.nodeName === "parsererror" ) {
			jQuery.error( "parsererror" );
		}

		// Allow a pre-filtering function to sanitize the response
		// s is checked to keep backwards compatibility
		if ( s && s.dataFilter ) {
			data = s.dataFilter( data, type );
		}

		// The filter can actually parse the response
		if ( typeof data === "string" ) {
			// Get the JavaScript object, if JSON is used.
			if ( type === "json" || !type && ct.indexOf("json") >= 0 ) {
				data = jQuery.parseJSON( data );

			// If the type is "script", eval it in global context
			} else if ( type === "script" || !type && ct.indexOf("javascript") >= 0 ) {
				jQuery.globalEval( data );
			}
		}

		return data;
	},

	// Serialize an array of form elements or a set of
	// key/values into a query string
	param: function( a, traditional ) {
		var s = [];
		
		// Set traditional to true for jQuery <= 1.3.2 behavior.
		if ( traditional === undefined ) {
			traditional = jQuery.ajaxSettings.traditional;
		}
		
		// If an array was passed in, assume that it is an array of form elements.
		if ( jQuery.isArray(a) || a.jquery ) {
			// Serialize the form elements
			jQuery.each( a, function() {
				add( this.name, this.value );
			});
			
		} else {
			// If traditional, encode the "old" way (the way 1.3.2 or older
			// did it), otherwise encode params recursively.
			for ( var prefix in a ) {
				buildParams( prefix, a[prefix] );
			}
		}

		// Return the resulting serialization
		return s.join("&").replace(r20, "+");

		function buildParams( prefix, obj ) {
			if ( jQuery.isArray(obj) ) {
				// Serialize array item.
				jQuery.each( obj, function( i, v ) {
					if ( traditional || /\[\]$/.test( prefix ) ) {
						// Treat each array item as a scalar.
						add( prefix, v );
					} else {
						// If array item is non-scalar (array or object), encode its
						// numeric index to resolve deserialization ambiguity issues.
						// Note that rack (as of 1.0.0) can't currently deserialize
						// nested arrays properly, and attempting to do so may cause
						// a server error. Possible fixes are to modify rack's
						// deserialization algorithm or to provide an option or flag
						// to force array serialization to be shallow.
						buildParams( prefix + "[" + ( typeof v === "object" || jQuery.isArray(v) ? i : "" ) + "]", v );
					}
				});
					
			} else if ( !traditional && obj != null && typeof obj === "object" ) {
				// Serialize object item.
				jQuery.each( obj, function( k, v ) {
					buildParams( prefix + "[" + k + "]", v );
				});
					
			} else {
				// Serialize scalar item.
				add( prefix, obj );
			}
		}

		function add( key, value ) {
			// If value is a function, invoke it and return its value
			value = jQuery.isFunction(value) ? value() : value;
			s[ s.length ] = encodeURIComponent(key) + "=" + encodeURIComponent(value);
		}
	}
});
var elemdisplay = {},
	rfxtypes = /toggle|show|hide/,
	rfxnum = /^([+-]=)?([\d+-.]+)(.*)$/,
	timerId,
	fxAttrs = [
		// height animations
		[ "height", "marginTop", "marginBottom", "paddingTop", "paddingBottom" ],
		// width animations
		[ "width", "marginLeft", "marginRight", "paddingLeft", "paddingRight" ],
		// opacity animations
		[ "opacity" ]
	];

jQuery.fn.extend({
	show: function( speed, callback ) {
		if ( speed || speed === 0) {
			return this.animate( genFx("show", 3), speed, callback);

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				var old = jQuery.data(this[i], "olddisplay");

				this[i].style.display = old || "";

				if ( jQuery.css(this[i], "display") === "none" ) {
					var nodeName = this[i].nodeName, display;

					if ( elemdisplay[ nodeName ] ) {
						display = elemdisplay[ nodeName ];

					} else {
						var elem = jQuery("<" + nodeName + " />").appendTo("body");

						display = elem.css("display");

						if ( display === "none" ) {
							display = "block";
						}

						elem.remove();

						elemdisplay[ nodeName ] = display;
					}

					jQuery.data(this[i], "olddisplay", display);
				}
			}

			// Set the display of the elements in a second loop
			// to avoid the constant reflow
			for ( var j = 0, k = this.length; j < k; j++ ) {
				this[j].style.display = jQuery.data(this[j], "olddisplay") || "";
			}

			return this;
		}
	},

	hide: function( speed, callback ) {
		if ( speed || speed === 0 ) {
			return this.animate( genFx("hide", 3), speed, callback);

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				var old = jQuery.data(this[i], "olddisplay");
				if ( !old && old !== "none" ) {
					jQuery.data(this[i], "olddisplay", jQuery.css(this[i], "display"));
				}
			}

			// Set the display of the elements in a second loop
			// to avoid the constant reflow
			for ( var j = 0, k = this.length; j < k; j++ ) {
				this[j].style.display = "none";
			}

			return this;
		}
	},

	// Save the old toggle function
	_toggle: jQuery.fn.toggle,

	toggle: function( fn, fn2 ) {
		var bool = typeof fn === "boolean";

		if ( jQuery.isFunction(fn) && jQuery.isFunction(fn2) ) {
			this._toggle.apply( this, arguments );

		} else if ( fn == null || bool ) {
			this.each(function() {
				var state = bool ? fn : jQuery(this).is(":hidden");
				jQuery(this)[ state ? "show" : "hide" ]();
			});

		} else {
			this.animate(genFx("toggle", 3), fn, fn2);
		}

		return this;
	},

	fadeTo: function( speed, to, callback ) {
		return this.filter(":hidden").css("opacity", 0).show().end()
					.animate({opacity: to}, speed, callback);
	},

	animate: function( prop, speed, easing, callback ) {
		var optall = jQuery.speed(speed, easing, callback);

		if ( jQuery.isEmptyObject( prop ) ) {
			return this.each( optall.complete );
		}

		return this[ optall.queue === false ? "each" : "queue" ](function() {
			var opt = jQuery.extend({}, optall), p,
				hidden = this.nodeType === 1 && jQuery(this).is(":hidden"),
				self = this;

			for ( p in prop ) {
				var name = p.replace(rdashAlpha, fcamelCase);

				if ( p !== name ) {
					prop[ name ] = prop[ p ];
					delete prop[ p ];
					p = name;
				}

				if ( prop[p] === "hide" && hidden || prop[p] === "show" && !hidden ) {
					return opt.complete.call(this);
				}

				if ( ( p === "height" || p === "width" ) && this.style ) {
					// Store display property
					opt.display = jQuery.css(this, "display");

					// Make sure that nothing sneaks out
					opt.overflow = this.style.overflow;
				}

				if ( jQuery.isArray( prop[p] ) ) {
					// Create (if needed) and add to specialEasing
					(opt.specialEasing = opt.specialEasing || {})[p] = prop[p][1];
					prop[p] = prop[p][0];
				}
			}

			if ( opt.overflow != null ) {
				this.style.overflow = "hidden";
			}

			opt.curAnim = jQuery.extend({}, prop);

			jQuery.each( prop, function( name, val ) {
				var e = new jQuery.fx( self, opt, name );

				if ( rfxtypes.test(val) ) {
					e[ val === "toggle" ? hidden ? "show" : "hide" : val ]( prop );

				} else {
					var parts = rfxnum.exec(val),
						start = e.cur(true) || 0;

					if ( parts ) {
						var end = parseFloat( parts[2] ),
							unit = parts[3] || "px";

						// We need to compute starting value
						if ( unit !== "px" ) {
							self.style[ name ] = (end || 1) + unit;
							start = ((end || 1) / e.cur(true)) * start;
							self.style[ name ] = start + unit;
						}

						// If a +=/-= token was provided, we're doing a relative animation
						if ( parts[1] ) {
							end = ((parts[1] === "-=" ? -1 : 1) * end) + start;
						}

						e.custom( start, end, unit );

					} else {
						e.custom( start, val, "" );
					}
				}
			});

			// For JS strict compliance
			return true;
		});
	},

	stop: function( clearQueue, gotoEnd ) {
		var timers = jQuery.timers;

		if ( clearQueue ) {
			this.queue([]);
		}

		this.each(function() {
			// go in reverse order so anything added to the queue during the loop is ignored
			for ( var i = timers.length - 1; i >= 0; i-- ) {
				if ( timers[i].elem === this ) {
					if (gotoEnd) {
						// force the next step to be the last
						timers[i](true);
					}

					timers.splice(i, 1);
				}
			}
		});

		// start the next in the queue if the last step wasn't forced
		if ( !gotoEnd ) {
			this.dequeue();
		}

		return this;
	}

});

// Generate shortcuts for custom animations
jQuery.each({
	slideDown: genFx("show", 1),
	slideUp: genFx("hide", 1),
	slideToggle: genFx("toggle", 1),
	fadeIn: { opacity: "show" },
	fadeOut: { opacity: "hide" }
}, function( name, props ) {
	jQuery.fn[ name ] = function( speed, callback ) {
		return this.animate( props, speed, callback );
	};
});

jQuery.extend({
	speed: function( speed, easing, fn ) {
		var opt = speed && typeof speed === "object" ? speed : {
			complete: fn || !fn && easing ||
				jQuery.isFunction( speed ) && speed,
			duration: speed,
			easing: fn && easing || easing && !jQuery.isFunction(easing) && easing
		};

		opt.duration = jQuery.fx.off ? 0 : typeof opt.duration === "number" ? opt.duration :
			jQuery.fx.speeds[opt.duration] || jQuery.fx.speeds._default;

		// Queueing
		opt.old = opt.complete;
		opt.complete = function() {
			if ( opt.queue !== false ) {
				jQuery(this).dequeue();
			}
			if ( jQuery.isFunction( opt.old ) ) {
				opt.old.call( this );
			}
		};

		return opt;
	},

	easing: {
		linear: function( p, n, firstNum, diff ) {
			return firstNum + diff * p;
		},
		swing: function( p, n, firstNum, diff ) {
			return ((-Math.cos(p*Math.PI)/2) + 0.5) * diff + firstNum;
		}
	},

	timers: [],

	fx: function( elem, options, prop ) {
		this.options = options;
		this.elem = elem;
		this.prop = prop;

		if ( !options.orig ) {
			options.orig = {};
		}
	}

});

jQuery.fx.prototype = {
	// Simple function for setting a style value
	update: function() {
		if ( this.options.step ) {
			this.options.step.call( this.elem, this.now, this );
		}

		(jQuery.fx.step[this.prop] || jQuery.fx.step._default)( this );

		// Set display property to block for height/width animations
		if ( ( this.prop === "height" || this.prop === "width" ) && this.elem.style ) {
			this.elem.style.display = "block";
		}
	},

	// Get the current size
	cur: function( force ) {
		if ( this.elem[this.prop] != null && (!this.elem.style || this.elem.style[this.prop] == null) ) {
			return this.elem[ this.prop ];
		}

		var r = parseFloat(jQuery.css(this.elem, this.prop, force));
		return r && r > -10000 ? r : parseFloat(jQuery.curCSS(this.elem, this.prop)) || 0;
	},

	// Start an animation from one number to another
	custom: function( from, to, unit ) {
		this.startTime = now();
		this.start = from;
		this.end = to;
		this.unit = unit || this.unit || "px";
		this.now = this.start;
		this.pos = this.state = 0;

		var self = this;
		function t( gotoEnd ) {
			return self.step(gotoEnd);
		}

		t.elem = this.elem;

		if ( t() && jQuery.timers.push(t) && !timerId ) {
			timerId = setInterval(jQuery.fx.tick, 13);
		}
	},

	// Simple 'show' function
	show: function() {
		// Remember where we started, so that we can go back to it later
		this.options.orig[this.prop] = jQuery.style( this.elem, this.prop );
		this.options.show = true;

		// Begin the animation
		// Make sure that we start at a small width/height to avoid any
		// flash of content
		this.custom(this.prop === "width" || this.prop === "height" ? 1 : 0, this.cur());

		// Start by showing the element
		jQuery( this.elem ).show();
	},

	// Simple 'hide' function
	hide: function() {
		// Remember where we started, so that we can go back to it later
		this.options.orig[this.prop] = jQuery.style( this.elem, this.prop );
		this.options.hide = true;

		// Begin the animation
		this.custom(this.cur(), 0);
	},

	// Each step of an animation
	step: function( gotoEnd ) {
		var t = now(), done = true;

		if ( gotoEnd || t >= this.options.duration + this.startTime ) {
			this.now = this.end;
			this.pos = this.state = 1;
			this.update();

			this.options.curAnim[ this.prop ] = true;

			for ( var i in this.options.curAnim ) {
				if ( this.options.curAnim[i] !== true ) {
					done = false;
				}
			}

			if ( done ) {
				if ( this.options.display != null ) {
					// Reset the overflow
					this.elem.style.overflow = this.options.overflow;

					// Reset the display
					var old = jQuery.data(this.elem, "olddisplay");
					this.elem.style.display = old ? old : this.options.display;

					if ( jQuery.css(this.elem, "display") === "none" ) {
						this.elem.style.display = "block";
					}
				}

				// Hide the element if the "hide" operation was done
				if ( this.options.hide ) {
					jQuery(this.elem).hide();
				}

				// Reset the properties, if the item has been hidden or shown
				if ( this.options.hide || this.options.show ) {
					for ( var p in this.options.curAnim ) {
						jQuery.style(this.elem, p, this.options.orig[p]);
					}
				}

				// Execute the complete function
				this.options.complete.call( this.elem );
			}

			return false;

		} else {
			var n = t - this.startTime;
			this.state = n / this.options.duration;

			// Perform the easing function, defaults to swing
			var specialEasing = this.options.specialEasing && this.options.specialEasing[this.prop];
			var defaultEasing = this.options.easing || (jQuery.easing.swing ? "swing" : "linear");
			this.pos = jQuery.easing[specialEasing || defaultEasing](this.state, n, 0, 1, this.options.duration);
			this.now = this.start + ((this.end - this.start) * this.pos);

			// Perform the next step of the animation
			this.update();
		}

		return true;
	}
};

jQuery.extend( jQuery.fx, {
	tick: function() {
		var timers = jQuery.timers;

		for ( var i = 0; i < timers.length; i++ ) {
			if ( !timers[i]() ) {
				timers.splice(i--, 1);
			}
		}

		if ( !timers.length ) {
			jQuery.fx.stop();
		}
	},
		
	stop: function() {
		clearInterval( timerId );
		timerId = null;
	},
	
	speeds: {
		slow: 600,
 		fast: 200,
 		// Default speed
 		_default: 400
	},

	step: {
		opacity: function( fx ) {
			jQuery.style(fx.elem, "opacity", fx.now);
		},

		_default: function( fx ) {
			if ( fx.elem.style && fx.elem.style[ fx.prop ] != null ) {
				fx.elem.style[ fx.prop ] = (fx.prop === "width" || fx.prop === "height" ? Math.max(0, fx.now) : fx.now) + fx.unit;
			} else {
				fx.elem[ fx.prop ] = fx.now;
			}
		}
	}
});

if ( jQuery.expr && jQuery.expr.filters ) {
	jQuery.expr.filters.animated = function( elem ) {
		return jQuery.grep(jQuery.timers, function( fn ) {
			return elem === fn.elem;
		}).length;
	};
}

function genFx( type, num ) {
	var obj = {};

	jQuery.each( fxAttrs.concat.apply([], fxAttrs.slice(0,num)), function() {
		obj[ this ] = type;
	});

	return obj;
}
if ( "getBoundingClientRect" in document.documentElement ) {
	jQuery.fn.offset = function( options ) {
		var elem = this[0];

		if ( options ) { 
			return this.each(function( i ) {
				jQuery.offset.setOffset( this, options, i );
			});
		}

		if ( !elem || !elem.ownerDocument ) {
			return null;
		}

		if ( elem === elem.ownerDocument.body ) {
			return jQuery.offset.bodyOffset( elem );
		}

		var box = elem.getBoundingClientRect(), doc = elem.ownerDocument, body = doc.body, docElem = doc.documentElement,
			clientTop = docElem.clientTop || body.clientTop || 0, clientLeft = docElem.clientLeft || body.clientLeft || 0,
			top  = box.top  + (self.pageYOffset || jQuery.support.boxModel && docElem.scrollTop  || body.scrollTop ) - clientTop,
			left = box.left + (self.pageXOffset || jQuery.support.boxModel && docElem.scrollLeft || body.scrollLeft) - clientLeft;

		return { top: top, left: left };
	};

} else {
	jQuery.fn.offset = function( options ) {
		var elem = this[0];

		if ( options ) { 
			return this.each(function( i ) {
				jQuery.offset.setOffset( this, options, i );
			});
		}

		if ( !elem || !elem.ownerDocument ) {
			return null;
		}

		if ( elem === elem.ownerDocument.body ) {
			return jQuery.offset.bodyOffset( elem );
		}

		jQuery.offset.initialize();

		var offsetParent = elem.offsetParent, prevOffsetParent = elem,
			doc = elem.ownerDocument, computedStyle, docElem = doc.documentElement,
			body = doc.body, defaultView = doc.defaultView,
			prevComputedStyle = defaultView ? defaultView.getComputedStyle( elem, null ) : elem.currentStyle,
			top = elem.offsetTop, left = elem.offsetLeft;

		while ( (elem = elem.parentNode) && elem !== body && elem !== docElem ) {
			if ( jQuery.offset.supportsFixedPosition && prevComputedStyle.position === "fixed" ) {
				break;
			}

			computedStyle = defaultView ? defaultView.getComputedStyle(elem, null) : elem.currentStyle;
			top  -= elem.scrollTop;
			left -= elem.scrollLeft;

			if ( elem === offsetParent ) {
				top  += elem.offsetTop;
				left += elem.offsetLeft;

				if ( jQuery.offset.doesNotAddBorder && !(jQuery.offset.doesAddBorderForTableAndCells && /^t(able|d|h)$/i.test(elem.nodeName)) ) {
					top  += parseFloat( computedStyle.borderTopWidth  ) || 0;
					left += parseFloat( computedStyle.borderLeftWidth ) || 0;
				}

				prevOffsetParent = offsetParent, offsetParent = elem.offsetParent;
			}

			if ( jQuery.offset.subtractsBorderForOverflowNotVisible && computedStyle.overflow !== "visible" ) {
				top  += parseFloat( computedStyle.borderTopWidth  ) || 0;
				left += parseFloat( computedStyle.borderLeftWidth ) || 0;
			}

			prevComputedStyle = computedStyle;
		}

		if ( prevComputedStyle.position === "relative" || prevComputedStyle.position === "static" ) {
			top  += body.offsetTop;
			left += body.offsetLeft;
		}

		if ( jQuery.offset.supportsFixedPosition && prevComputedStyle.position === "fixed" ) {
			top  += Math.max( docElem.scrollTop, body.scrollTop );
			left += Math.max( docElem.scrollLeft, body.scrollLeft );
		}

		return { top: top, left: left };
	};
}

jQuery.offset = {
	initialize: function() {
		var body = document.body, container = document.createElement("div"), innerDiv, checkDiv, table, td, bodyMarginTop = parseFloat( jQuery.curCSS(body, "marginTop", true) ) || 0,
			html = "<div style='position:absolute;top:0;left:0;margin:0;border:5px solid #000;padding:0;width:1px;height:1px;'><div></div></div><table style='position:absolute;top:0;left:0;margin:0;border:5px solid #000;padding:0;width:1px;height:1px;' cellpadding='0' cellspacing='0'><tr><td></td></tr></table>";

		jQuery.extend( container.style, { position: "absolute", top: 0, left: 0, margin: 0, border: 0, width: "1px", height: "1px", visibility: "hidden" } );

		container.innerHTML = html;
		body.insertBefore( container, body.firstChild );
		innerDiv = container.firstChild;
		checkDiv = innerDiv.firstChild;
		td = innerDiv.nextSibling.firstChild.firstChild;

		this.doesNotAddBorder = (checkDiv.offsetTop !== 5);
		this.doesAddBorderForTableAndCells = (td.offsetTop === 5);

		checkDiv.style.position = "fixed", checkDiv.style.top = "20px";
		// safari subtracts parent border width here which is 5px
		this.supportsFixedPosition = (checkDiv.offsetTop === 20 || checkDiv.offsetTop === 15);
		checkDiv.style.position = checkDiv.style.top = "";

		innerDiv.style.overflow = "hidden", innerDiv.style.position = "relative";
		this.subtractsBorderForOverflowNotVisible = (checkDiv.offsetTop === -5);

		this.doesNotIncludeMarginInBodyOffset = (body.offsetTop !== bodyMarginTop);

		body.removeChild( container );
		body = container = innerDiv = checkDiv = table = td = null;
		jQuery.offset.initialize = jQuery.noop;
	},

	bodyOffset: function( body ) {
		var top = body.offsetTop, left = body.offsetLeft;

		jQuery.offset.initialize();

		if ( jQuery.offset.doesNotIncludeMarginInBodyOffset ) {
			top  += parseFloat( jQuery.curCSS(body, "marginTop",  true) ) || 0;
			left += parseFloat( jQuery.curCSS(body, "marginLeft", true) ) || 0;
		}

		return { top: top, left: left };
	},
	
	setOffset: function( elem, options, i ) {
		// set position first, in-case top/left are set even on static elem
		if ( /static/.test( jQuery.curCSS( elem, "position" ) ) ) {
			elem.style.position = "relative";
		}
		var curElem   = jQuery( elem ),
			curOffset = curElem.offset(),
			curTop    = parseInt( jQuery.curCSS( elem, "top",  true ), 10 ) || 0,
			curLeft   = parseInt( jQuery.curCSS( elem, "left", true ), 10 ) || 0;

		if ( jQuery.isFunction( options ) ) {
			options = options.call( elem, i, curOffset );
		}

		var props = {
			top:  (options.top  - curOffset.top)  + curTop,
			left: (options.left - curOffset.left) + curLeft
		};
		
		if ( "using" in options ) {
			options.using.call( elem, props );
		} else {
			curElem.css( props );
		}
	}
};


jQuery.fn.extend({
	position: function() {
		if ( !this[0] ) {
			return null;
		}

		var elem = this[0],

		// Get *real* offsetParent
		offsetParent = this.offsetParent(),

		// Get correct offsets
		offset       = this.offset(),
		parentOffset = /^body|html$/i.test(offsetParent[0].nodeName) ? { top: 0, left: 0 } : offsetParent.offset();

		// Subtract element margins
		// note: when an element has margin: auto the offsetLeft and marginLeft
		// are the same in Safari causing offset.left to incorrectly be 0
		offset.top  -= parseFloat( jQuery.curCSS(elem, "marginTop",  true) ) || 0;
		offset.left -= parseFloat( jQuery.curCSS(elem, "marginLeft", true) ) || 0;

		// Add offsetParent borders
		parentOffset.top  += parseFloat( jQuery.curCSS(offsetParent[0], "borderTopWidth",  true) ) || 0;
		parentOffset.left += parseFloat( jQuery.curCSS(offsetParent[0], "borderLeftWidth", true) ) || 0;

		// Subtract the two offsets
		return {
			top:  offset.top  - parentOffset.top,
			left: offset.left - parentOffset.left
		};
	},

	offsetParent: function() {
		return this.map(function() {
			var offsetParent = this.offsetParent || document.body;
			while ( offsetParent && (!/^body|html$/i.test(offsetParent.nodeName) && jQuery.css(offsetParent, "position") === "static") ) {
				offsetParent = offsetParent.offsetParent;
			}
			return offsetParent;
		});
	}
});


// Create scrollLeft and scrollTop methods
jQuery.each( ["Left", "Top"], function( i, name ) {
	var method = "scroll" + name;

	jQuery.fn[ method ] = function(val) {
		var elem = this[0], win;
		
		if ( !elem ) {
			return null;
		}

		if ( val !== undefined ) {
			// Set the scroll offset
			return this.each(function() {
				win = getWindow( this );

				if ( win ) {
					win.scrollTo(
						!i ? val : jQuery(win).scrollLeft(),
						 i ? val : jQuery(win).scrollTop()
					);

				} else {
					this[ method ] = val;
				}
			});
		} else {
			win = getWindow( elem );

			// Return the scroll offset
			return win ? ("pageXOffset" in win) ? win[ i ? "pageYOffset" : "pageXOffset" ] :
				jQuery.support.boxModel && win.document.documentElement[ method ] ||
					win.document.body[ method ] :
				elem[ method ];
		}
	};
});

function getWindow( elem ) {
	return ("scrollTo" in elem && elem.document) ?
		elem :
		elem.nodeType === 9 ?
			elem.defaultView || elem.parentWindow :
			false;
}
// Create innerHeight, innerWidth, outerHeight and outerWidth methods
jQuery.each([ "Height", "Width" ], function( i, name ) {

	var type = name.toLowerCase();

	// innerHeight and innerWidth
	jQuery.fn["inner" + name] = function() {
		return this[0] ?
			jQuery.css( this[0], type, false, "padding" ) :
			null;
	};

	// outerHeight and outerWidth
	jQuery.fn["outer" + name] = function( margin ) {
		return this[0] ?
			jQuery.css( this[0], type, false, margin ? "margin" : "border" ) :
			null;
	};

	jQuery.fn[ type ] = function( size ) {
		// Get window width or height
		var elem = this[0];
		if ( !elem ) {
			return size == null ? null : this;
		}
		
		if ( jQuery.isFunction( size ) ) {
			return this.each(function( i ) {
				var self = jQuery( this );
				self[ type ]( size.call( this, i, self[ type ]() ) );
			});
		}

		return ("scrollTo" in elem && elem.document) ? // does it walk and quack like a window?
			// Everyone else use document.documentElement or document.body depending on Quirks vs Standards mode
			elem.document.compatMode === "CSS1Compat" && elem.document.documentElement[ "client" + name ] ||
			elem.document.body[ "client" + name ] :

			// Get document width or height
			(elem.nodeType === 9) ? // is it a document
				// Either scroll[Width/Height] or offset[Width/Height], whichever is greater
				Math.max(
					elem.documentElement["client" + name],
					elem.body["scroll" + name], elem.documentElement["scroll" + name],
					elem.body["offset" + name], elem.documentElement["offset" + name]
				) :

				// Get or set width or height on the element
				size === undefined ?
					// Get width or height on the element
					jQuery.css( elem, type ) :

					// Set the width or height on the element (default to pixels if value is unitless)
					this.css( type, typeof size === "string" ? size : size + "px" );
	};

});
// Expose jQuery to the global object
window.jQuery = window.$ = jQuery;

})(window);
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		Discussion


		15 °C is equivalent to 59°F.


		200 °F corresponds to about 90°C.
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