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		Introduction

		Even the simplest organisms can detect and respond to events in their ever-changing environment. Similarly, within a multicellular organism, cells are surrounded by an extracellular environment from which signals are received and responded to. Extracellular events are decoded and transmitted to relevant parts of individual cells by way of a series of activation/deactivation steps involving many intracellular molecules. This relay of information along molecular pathways is called signal transduction; it is sometimes also simply referred to as ‘signalling’.

		The molecular models shown in this chapter were produced using the Brookhaven protein data base (pdb) files indicated in the figure legends. These files can be downloaded, viewed and manipulated using a suitable molecular viewing programme, such as Viewerlite tm.

		
			Learning outcomes

		

		By the end of this unit you should be able to:

		
				define and use each of the terms printed in bold in the text.

				understand the basic principles of signal transduction mechanisms, in particular the concepts of response specificity, signal amplitude and duration, signal integration and intracellular location;

				give examples of different types of extracellular signals and receptors, and explain their functional significance;

				describe the mechanisms by which different receptors may be activated by their respective ligands;

				describe and give examples of the structure and properties of the major components of signal transduction pathways;

				understand and give examples of the role of protein binding domains in the specific interactions between signalling molecules;

				understand and give examples of how signalling pathways triggered by different ligands are integrated within a cell to give a specific functional response.

		

	
		1 General principles of signal transduction

		1.1 Introduction

		The fundamental principles of signalling can be illustrated by a simple example in the yeast S. cerevisiae (Figure 1). In order to sexually reproduce, a yeast cell needs to be able to make physical contact with another yeast cell. First, it has to ‘call’ to yeast cells of the opposite mating type. It does this by secreting a ‘mating factor’ peptide, an extracellular signal, which can also be called an ‘intercellular signal’. Yeast mating factor binds to specific cell surface receptors on cells of the opposite mating type, and the signal is relayed into the target cell via a chain of interacting intracellular signalling molecules, which switch from an inactive (Figure 2a) to an active state (Figure 2b). Signalling molecules are said to be upstream or downstream of other components of the pathway (this terminology should not be confused with that used to describe the structure of genes in relation to transcription). Ultimately, signalling molecules activate target effector proteins (an effector in this context is a molecule that carries out the cellular response(s) of the signalling pathway). In the yeast, signal transduction to mating factor ultimately stops the target cell proliferating, and induces morphological changes which result in the formation of protrusions towards the cell that releases the mating factor (Figure 1b). The morphological changes are a response to the signal. The two cells can then make physical contact with each other, and mating can ensue.
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			Figure 1 An example of a cellular response to the activation of a signalling pathway by an extracellular molecule. (a) Resting yeast cells. (b) Yeast cells respond to mating factor by extending cellular protrusions towards the cell that releases the mating factor.
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			Figure 2 A model of a hypothetical signalling pathway such as the one that operates in yeast. (a) The intracellular signalling molecules (green) and target proteins (blue) are present, but the signalling pathway is not activated. (b) An extracellular signalling molecule has bound to a receptor (usually spanning the plasma membrane) and activated a series of intracellular signalling molecules, which activate target molecules and effect changes in metabolism, the cytoskeleton and gene expression, etc., within the cell.
		

		Question

		
			Which signal pathway molecule(s) can be said to be upstream and downstream of molecule 2 in Figure 2b?

			
				
					
					Show
              answer
				

			

		

		Signalling in multicellular organisms is a complex process, in which many millions of highly specialized cells may need to act in a coordinated fashion. Cells may need to respond to several signals at once, and different cells may need to respond to the same signal in different ways. All this is made possible because the mechanism for detection of a signal is not directly coupled to the response, but is separated by a chain of signalling events, such as that shown in outline in Figure 2b. This principle allows signalling systems to be highly flexible. Examples of this flexibility are:

		
				
				the same type of receptor can be coupled to different signalling pathways in different cell types;

			

				
				the signal can be amplified (or damped down) as it travels along the signalling pathway;

			

				
				it can switch on multiple pathways, leading to several cellular responses in diverse regions of the cell;

			

				
				information can be processed from several different receptors at once to produce an integrated response.

			

		

		Most of this is made possible by protein–protein interactions and protein regulatory mechanisms.

		Despite this complexity, the basic model of signal transduction set out in Figure 2 holds true for most intracellular signalling pathways across species, and often the signalling molecules themselves are highly conserved. For example, there is a high degree of homology between the major proteins in the yeast mating factor signalling pathway and the human mitogen-activated protein (MAP) kinase growth signalling pathway.

		A mitogen is an extracellular molecule that induces mitosis in cells.

		In this unit, we shall guide you through the signalling network, firstly by introducing you to the kinds of molecules involved in signal transduction and the general principles employed by cells. Then we shall go into greater detail to show you exactly how the key molecular players operate including receptors and intracellular signalling molecules. In the final section, we shall consider specific examples of signal transduction pathways regulating cellular responses involved in glucose metabolism in different cell types.

		1.2 Extracellular signals can act locally or at a distance

		First we shall consider the general types of intercellular signalling mechanism within multicellular organisms (Figure 3). Broadly speaking, cells may interact with each other directly, requiring cell–cell contact, or indirectly, via molecules secreted by one cell, which are then carried away to target cells.
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			Figure 3 The major types of signalling mechanisms found in multicellular organisms. (a) Signalling that depends on contact between cells: (i) via gap junctions; (ii) via cell surface molecules, in which both the ligand and the receptor are located on the plasma membrane of the signalling cell and the target cell. (b) Signalling that depends on secreted molecules (which are mainly water-soluble). (i) Paracrine signalling, in which signalling molecules (cytokines) are released and act locally on nearby cells.(ii) Autocrine signalling, in which signalling molecules are released and then act on the cell that produced them. (iii) Endocrine signalling, in which signalling molecules (hormones) are released from specialized cells and carried in the vascular system (bloodstream) to act on target cells at some distance from the site of release; depending on the nature of the ligand, the receptor can be on the membrane or be intracellular (as shown here). (iv) Electrical signalling, in which the signalling cell transmits information in the form of changes in membrane potential along the length of the cell; the electrical signal is transferred from the signalling cell (here a neuron) to the target cell, either in chemical form (as a neurotransmitter) or via gap junctions.
		

		1.2.1 Cell–cell contact-dependent signalling

		In some instances, cells may communicate directly with their immediate neighbour through gap junctions (Figure 3a). Communication via gap junctions partially bypasses the signalling model we have outlined above in Figure 2. Gap junctions connect the cytoplasm of neighbouring cells via protein channels, which allow the passage of ions and small molecules (such as amino acids) between them (as an example, gap junctions allow the coordinated contraction of cardiac muscle cells).

		Alternatively, cells can interact in a ‘classic’ signalling manner, through cell surface molecules, in a so-called contact-dependent way (Figure 3a (ii)). Here the signalling molecule is not secreted, but is bound to the plasma membrane of the signalling cell (or may even form part of the extracellular matrix), and interacts directly with the receptor exposed on the surface of the target cell. This type of signalling is particularly important between immune cells, where it forms the basis of antigen presentation and the initiation of the immune response, and also during development, when tissues are forming and communication between cells and their neighbours is paramount in deciding between cell fates such as proliferation, migration, death or differentiation.

		1.2.2 Cell–cell signalling via secreted molecules

		Extracellular signalling molecules are all fairly small, and are easily conveyed to the site of action; they are structurally very diverse. The classification and individual names of these mainly water-soluble mediators often reflect their first discovered action rather than their structure. So, for example, growth factors direct cell survival, growth and proliferation, and interleukins stimulate immune cells (leukocytes). However, to complicate matters further, they often have different effects on different cells, and so sometimes their names can appear confusing. Signalling via secreted signalling molecules can be paracrine (acting on neighbouring cells), autocrine (acting on the cell that secretes the signalling molecule), endocrine (acting on cells that are remote from the secreting cell) or electrical (between two neurons or between a neuron and a target cell).

		
				
				In paracrine signalling (Figure 3b (i)) water-soluble signal molecules called cytokines diffuse through the extracellular fluid and act locally on nearby cells. This will usually result in a signal concentration gradient, with the cells in the local area responding differentially to the extracellular signalling molecule according to the concentration they are exposed to (this is an important strategy in development). In order to keep the effect contained, signalling molecules involved in paracrine signalling are usually rapidly taken up by cells or degraded by extracellular enzymes. An example of paracrine signalling involves the gaseous molecule nitric oxide (NO), which, among other effects, acts by relaxing smooth muscle cells around blood vessels, resulting in increased blood flow. As the NO molecule is small (and diffuses readily) and short-lived (so only having time to produce local effects), it fulfils the requirements for a paracrine signalling molecule perfectly.

			

				
				
					Autocrine signalling (Figure 3b (ii)) is an interesting variant of paracrine signalling. In this scenario, the secreted signal acts back on the same cell or group of cells it was secreted from. In development, autocrine signalling reinforces a particular developmental commitment of a cell type. Autocrine signalling can promote inappropriate proliferation, as may be the case in tumour cells.

			

				
				
					Endocrine signalling (Figure 3b (iii)) is a kind of signalling in which signals are transmitted over larger distances, for example from one organ, such as the brain, to another, such as the adrenal gland. For long-distance signalling, diffusion through the extracellular fluid is obviously inadequate. In such cases, signalling molecules may be transported in the blood. Secretory cells that produce signalling molecules are called endocrine cells, and are often found in specialized endocrine organs. Blood-borne signalling molecules were the first to be discovered and are collectively known as hormones, though they are chemically very diverse. They include steroid hormones (such as the sex hormones and cortisol), some peptide hormones such as insulin, and modified amines that can also act as neurotransmitters (see below) such as noradrenalin. Steroid hormones are biosynthesized from cholesterol. Because they are water-insoluble, they are transported in the blood by specific carrier proteins and are quite stable (their half-lives can be measured in hours or days). This is in contrast to water-soluble signalling molecules, which are much more prone to degradation by extracellular enzymes. Hence they tend to be short lived and are involved in short-term paracrine signalling.

			

				
				
					Electrical signalling (Figure 3b (iv)) via chemical transmission (also called synaptic signalling) is a faster and more specific form of cell–cell signalling. Nerve cells, or neurons, can convey signals across considerable distances to the next neuron in the neuronal network within milliseconds. By contrast, blood-borne messages can only operate as fast as blood circulates, but reach many more cellular targets in different tissues. The transfer of information from one neuron to the next is mediated by complex structures called synapses, which are essentially formed by a presynaptic terminal (neuron 1), a synaptic cleft (the tiny gap between the two neurons) and a postsynaptic membrane (neuron 2). When electrical signals reach the end of a neuronal axon (the thin tube-like part of neurons), molecules released from the axon can cross the physical gap between cells and bind to receptors in the target cell. These signalling molecules are collectively called neurotransmitters. Again, these are a diverse group of compounds, including amino acids such as glutamate, nucleotides such as ATP, and CoA derivatives such as acetylcholine.

			

		

		Question

		
			In addition to its role as a neurotransmitter, can you recall what other roles ATP may have in cells?

			
				
					
					Show
              answer
				

			

		

		1.3 Most receptors are on the cell surface

		Water-soluble signalling molecules cannot cross the membrane lipid bilayer, but bind to specific receptors embedded in the plasma membrane. The receptors have an extracellular domain that binds the signalling molecule, a hydrophobic transmembrane domain and an intracellular domain.

		Binding of a ligand induces a conformational change in the receptor, in particular that of its intracellular region. It is this conformational change that activates a relay of intracellular signalling molecules, ultimately bringing about the appropriate cellular response represented in Figure 2.

		Receptors can be classified structurally into single-pass transmembrane receptors (with one extracellular, one transmembrane and one intracellular region) and multipass transmembrane receptors.However, in terms of their signal transduction characteristics, it is easier to distinguish four groups of receptors (Figure 4).
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			Figure 4 The four major classes of membrane receptors: (a) ion-channel receptors; (b) 7-helix transmembrane receptors (7TM receptors); (c) receptors with intrinsic enzymatic activity (RIEA); (d) enzyme-associated receptors (recruiter receptors).
		

		
				
				
					Receptors that also serve as the effector For example, one type of acetylcholine receptor is also an ion channel, and belongs to a family of receptors called ion-channel receptors. In response to acetylcholine, these receptors allow the passage of specific ions, thereby effecting changes in the membrane potential of a cell. Acetylcholine receptors are extremely important in the transmission of electrical signals between excitable cells.

			

				
				
					7-helix transmembrane receptors 7TM receptors possess seven membrane-spanning regions, an N-terminal extracellular region and a C-terminal intracellular tail. The mechanism of activation of most 7TM receptors involves coupling to G proteins, and in this case they are also called G protein-coupled receptors (GPCRs). Adrenalin receptors are examples of GPCRs.

			

				
				
					Receptors whose intracellular tail contains an enzymatic domain, which are known as receptors with intrinsic enzymatic activity (RIEA) This group includes the receptor tyrosine kinases, involved in the response to many growth factors.

			

				
				
					Receptors that require association with cytosolic or membrane-bound proteins with enzymatic activity for signalling These receptors do not have intrinsic enzymatic activity, and have been referred to as enzyme-associated receptors or recruiter receptors (although, strictly speaking, both GPCRs and receptors with intrinsic enzymatic activity also function by recruiting cytosolic signalling molecules, as you will see in Section 3.3).

			

		

		From an evolutionary perspective (Figure 5), 7TM receptors are of ancient origin and to date have been found in all eukaryotic genomes that have been sequenced, including yeast (a type of 7TM receptor mediates the yeast mating response described in Section 1.2 and Figure 1). Receptors with intrinsic enzymatic activity and many recruiter receptors are found in C. elegans, D. melanogaster and chordates but not yeast, whereas some recruiter receptors, such as T cell receptors that mediate immune responses, are specific to vertebrates (others such as cytokine receptors are specific to chordates, including all vertebrates and some invertebrates such as the sea-squirt).
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			Figure 5 Evolutionary origins of plasma membrane receptors. Receptor families are presented in order of their presumed appearance during evolution. (RIEA = receptors with intrinsic enzymatic activity.)
		

		In addition to the four groups of cell-surface receptors shown in Figure 4, another group of receptors function as DNA-binding molecules, and thus regulate gene transcription (these are called receptors with intrinsic transcriptional activity; do not confuse with RIEAs). Some of these receptors are on the cell surface, but most are intracellular (Section 3.5), and require ready access of the ligand to the intracellular compartment.

		Question

		
			What sort of ligand might act on an intracellular receptor?

			
				
					
					Show
              answer
				

			

		

		1.4 Cellular responses are diverse

		Cellular responses can be extremely rapid – for example, the opening of ion channels to effect a change in the membrane potential or the contraction of muscle fibres, which occur within milliseconds of signal reception, or may take minutes, such as whole cell movement, synthesis of new proteins or changes in metabolic activity. There are also longer-term responses, which may be on the scale of hours or even days, such as cell division and programmed cell death. Often several types of response may occur following a single stimulus, in a coordinated manner, and over different timescales.

		Within a multicellular organism, a given cell is exposed to many different extracellular signals at any one time. The cell's ultimate response depends on the appropriate integration of these signals and on what cell type it is (for example, only a muscle cell can contract). So, for instance, signal 1 will induce a cell to proliferate but only in the presence of signal 2; in the absence of signal 2, signal 1 will induce the same cell to differentiate. The same signals may produce different responses in different cell types. In the example above, signal 1 might induce cell death in a second cell type. Different cellular responses to an extracellular signal are due at least partly to the specific receptors and intracellular signalling molecules that are active in different cell types. So, not only is the context of the signal vitally important in determining the response but also the type of target cell.

		1.5 Signal transduction mechanisms

		Signalling information has to be transmitted from the receptor in the plasma membrane across the cytoplasm to the nucleus (if gene transcription is the response), the cytoskeleton (if cell movement, or another change to cell morphology, is the response), or various other subcellular compartments. The transmission of a signal must occur in a time-frame appropriate for the cellular response. So, signal transduction needs to take place over both space and time. We have already described a simple signalling model (Figure 2), where a chain of intracellular mediators successively activates the next in the chain until the target is reached. In reality, of course, it is rarely a simple chain, but a branching network, allowing for integration, diversification and modulation of responses (Figure 6). The branched molecular network of activation (and deactivation) of signalling molecules linking receptor activation to the intracellular targets is referred to as a signal transduction pathway (or cascade).

		Intracellular signalling molecules have particular properties that allow control of the speed, duration and target of the signal, and may be categorized according to these properties. Broadly speaking, intracellular signalling molecules can be divided into two groups on the basis of molecular characteristics, second messengers and signalling proteins.
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			Figure 6 Signal transduction pathways are not simple chains, but highly complex, branching pathways, involving many different types of signalling proteins (including scaffold proteins, relay proteins, bifurcation proteins, adaptor proteins, amplifier and transducer proteins, integrator proteins, modulator proteins, messenger proteins and target proteins) and small intracellular mediators known as second messengers. This figure illustrates all the types of interaction involving signalling proteins and second messengers, leading to cellular responses, in this case expression of a target gene and/or changes in the cytoskeleton (via the anchoring protein). A typical signalling pathway will involve many of these components.
		

		
			Second messengers are small readily diffusible intracellular mediators, whose concentration inside the cell changes rapidly on receptor activation; in this manner, they regulate the activity of other target signalling molecules. The calcium ion, Ca2+, is a classic example of a second messenger, being released in large quantities in response to a signal (so amplifying the signal) and diffusing rapidly through the cytosol. Ca2+ ions can therefore broadcast the signal quickly to several distant parts of the cell. For example, Ca2+ ions mediate and coordinate contraction of skeletal muscle cells (Figure 7). In general, if a rapid, generalized response is necessary, a second messenger is likely be prominent in the signalling pathway.

		Other water-soluble second messengers such as cAMP and cGMP act similarly to Ca2+, by diffusing through the cytosol, whereas second messengers such as diacylglycerol (DAG) are lipid-soluble, and diffuse along the inside of the plasma membrane, in which are anchored various other key signalling proteins.
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			Figure 7 Calcium ions help to synchronize the rapid contraction of skeletal muscle cells. (a) Acetylcholine (ACh, shown in pink) is released from the neuron terminal, and binds to ACh-gated Na+ channels on the surface of the muscle cell. (b) These receptors are ion channels, and so promote local depolarization (an increase in membrane potential caused by the entry of sodium ions). (c) Depolarization is propagated in the muscle cell (yellow arrows) by voltage-gated Na+ channels, which allow further Na+ ion entry. (d) This more general depolarization triggers the very rapid release of Ca2+ions into the sarcoplasm (muscle cytoplasm) through voltage-gated Ca2+ channels from stores in the sarcoplasmic reticulum; the Ca2+ions spread through the muscle cell. (e) The increase of Ca2+concentration throughout the sarcoplasm enables the rapid and synchronous contraction of the muscle filaments. Ca2+ achieves this by binding to an inhibitory protein complex of tropomyosin and troponin, which under resting conditions prevents actin and myosin filaments from interacting. 
		

		Second messengers were the first intracellular signalling molecules to be identified; they were so named because hormones or other extracellular signalling molecules were considered the ‘first messengers’. However, the term ‘second messenger’ seems somewhat outdated, since a signalling pathway can easily involve a sequence of eight or more different messengers, and the ‘second messenger’ in question could well actually be acting as, say, the fifth messenger.

		
			Signalling proteins are the large intracellular signalling molecules that generally, but not exclusively, function by activating the next signalling protein in the signal transduction cascade, or by modifying the concentration of second messengers.

		Proteins are much larger and generally less mobile than small water-soluble second messengers, so they are not so useful for the rapid dissemination and amplification of a signal. However, proteins are capable of interacting in a highly specific manner with other proteins, they exhibit binding specificity for ligands and for recognition motifs on other molecules, and their activity can be regulated, for example by allosteric regulation and by phosphorylation. They are therefore able to perform rather more sophisticated signalling roles than water-soluble second messengers.

		Attempts have been made to group intracellular signalling proteins according to their function, but you will soon see that there are plenty that have more than one function, making classification into functional groupings difficult. Nevertheless, these descriptions give a flavour of the variety of possible signalling functions. Later in this chapter we shall discuss many examples from these groups.

		
				
				
					Relay proteins simply pass the signal on to the next member of the chain.

			

				
				
					Messenger proteins carry the signal from one part of the cell to another. For example, activation may cause translocation of the protein from the cytosol to the nucleus.

			

				
				
					Amplifier proteins are capable of either activating many downstream signalling proteins or generating large numbers of second messenger molecules; they tend to be enzymes such as adenylyl cyclase, which synthesizes cAMP, or ion channels such as Ca2+ channels, which open to release Ca2+ ions from intracellular stores.

			

				
				
					Transducer proteins change the signal into a different form. Voltage-gated Ca2+ channels are examples of signalling proteins, which fall into two of these functional categories, since in addition to their role as an amplifier protein, they detect a change in membrane potential, and transduce it into an increase in the concentration of a second messenger.

			

				
				
					Bifurcation proteins branch the signal to different signalling pathways.

			

				
				
					Integrator proteins receive two or more signals from different pathways, and integrate their input into a common signalling pathway.

			

				
				
					Modulator proteins regulate the activity of a signalling protein.

			

		

		Other proteins are involved purely in the correct placement of some signalling molecules:

		
				
				
					Anchoring proteins tether members of the signalling pathway in particular subcellular locations, such as the plasma membrane or the cytoskeleton, thereby ensuring that the signal is being relayed to the right place.

			

				
				
					Adaptor proteins link one signalling protein with the next at the correct time, without signalling themselves.

			

				
				
					Scaffold proteins are proteins that bind several signalling proteins, and may also tether them, forming a much more efficient functional complex. Scaffold proteins may therefore share attributes of both anchoring and adaptor proteins.

			

		

		1.6 Signalling proteins can act as molecular switches

		How does a signalling molecule actually convey a signal? With second messengers, it is easy to understand: they are produced or released in large quantities, diffuse to their target, to which they usually bind, bringing about a functional change, after which they are degraded or stored within a subcellular compartment (such as endoplasmic reticulum). With signalling proteins it is less obvious. Protein concentrations cannot fluctuate rapidly, and protein molecules cannot easily move within the cell. The conformation of many proteins is related to their activity, and is subject to regulatory mechanisms.

		Question

		
			What are the mechanisms by which proteins can be switched from one conformation to another?

			
				
					
					Show
              answer
				

			

		

		Although allosteric regulation by binding small molecules is a widespread regulatory mechanism for the activity of many proteins, including receptors and structural, motor and signalling proteins, the addition or loss of phosphate groups usually drives most functional changes in the sequence of activation/deactivation steps that form a typical intracellular signalling pathway. In reality, many intracellular signalling proteins act as molecular switches. What often happens is that the proteins can be temporarily modified, converting them from an inactive (non-signalling) form to an active (signalling) form (Figure 2), or vice versa. Usually the upstream signal induces a change in the protein's conformation, which enables it to carry out its downstream signalling function. The reason why such molecules are sometimes referred to as molecular switches is because they are either ‘on’ or ‘off’. These proteins can be grouped according to how they are switched on/off, rather than their subsequent mode of action. As outlined above and in Figure 8, signalling molecular switches mainly belong to two categories.
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			Figure 8 Molecular switches used in signalling pathways. There is a remarkable similarity between the two systems, phosphorylation and GTP binding. In both, the protein switches between the active and the inactive conformation by the addition/removal of a phosphate group. (a) In the case of proteins that are phosphorylated, the phosphate is derived from the terminal phosphate of ATP, and then added covalently to a tyrosine, serine or threonine residue by a kinase. It is subsequently removed by a phosphatase, generating Pi (inorganic phosphate). (b) In the case of a G protein, the extra phosphate is added by substituting GTP in the place of GDP, often with the help of guanine nucleotide exchange factors (GEFs). The GTP is hydrolysed back to GDP (again, releasing Pi) by either intrinsic or accessory (via GTPase activating proteins, GAPs) GTPase activity.
		

		One group of proteins often encountered in signalling are those that are modified by phosphorylation of an amino acid residue by an upstream kinase (Figure 8a). The phosphate is derived from the terminal (γ) phosphate of ATP, and added covalently to a tyrosine, serine or threonine residue by a protein kinase. Phosphorylation usually, but not necessarily, activates a protein. Sometimes, however, it may cause a conformational change that inactivates the protein.

		The phosphate group is subsequently removed by a phosphatase, generating Pi (inorganic phosphate), and the protein reverts to its original form. The length of time that the protein remains in its phosphorylated state before being dephosphorylated can be important in determining the signalling outcome. If phosphorylation induces activation, the longer a signalling protein is active, the more downstream signalling molecules it can activate (or the longer that second messengers are synthesized or released by an active signalling protein, the higher the concentrations that they achieve). It is important to note here that many phosphorylated signalling proteins are protein kinases themselves, whose activation results in a series of phosphorylation cascades, as you will see in Section 3.6 (see also Box 1).

		The second main group of signalling molecular switch proteins are the GTP-binding proteins, known as G proteins (Figure 8b). In this case, the on/off state characterized by the addition/loss of a phosphate group is not mediated by covalent binding of a phosphate group, but by the binding of a GTP molecule and its hydrolysis to GDP.

		In the same way that the rate of dephosphorylation of a phosphorylated protein determines how long it remains active, the length of time that a GTP-binding protein remains active (and hence the number of downstream molecules it can activate) is determined by the rate of GTPase activity. In a sense, GEFs play a similar role to protein kinases and GAPs are comparable to protein phosphatases. In their active form, G proteins also cause a cascade of phosphorylation events, ultimately resulting in a cellular response.

		
			Box 1 Identification of phosphorylated residues in signalling proteins

			For many years, phosphopeptide and phosphoamino acid mapping has been a useful method used for identifying protein phosphorylation sites. Cells are metabolically labelled with radioactive Pi, and protein extracts are subjected to polyacrylamide gel electrophoresis (SDS–PAGE and Western-blotted onto a special membrane. The protein of interest is then isolated, hydrolysed into peptide fragments by proteases or into individual amino acids by hydrochloric acid, and are then separated by two-dimensional thin-layer chromatography on cellulose plates. The extent of phosphorylation of tyrosine, threonine and serine residues is finally established by autoradiography. Another technique, first developed in the 1980s, involves the use of monoclonal anti-phosphotyrosine antibodies, which specifically recognize phosphorylated tyrosine residues in many proteins. For investigation of signal transduction mechanisms, this was an essential tool for studying the activity of tyrosine kinases and phosphatases. The antibody can either be used to probe Western-blotted proteins (Figure 9) or, in a more refined technique, can be used to immunoprecipitate the phosphoproteins before separating them by SDS–PAGE.

			However, these techniques require the use of populations of single cell types, as these antibodies would not differentiate between cell types in mixed cell populations.

			More recently, other polyclonal and monoclonal antibodies targeted to phosphorylated residues (serine, threonine and/or tyrosine) within a specific amino acid sequence of a protein have been developed. For example, there are antibodies that recognize phosphorylated Tyr 527 of Src, and others that recognize Tyr 416 of Src, providing a rapid and easy experimental methodology for the study of Src activation. The use of antibodies specific for phosphorylated amino acid residues has allowed the study of signalling protein activation in vivo on tissue sections using immunocytochemical techniques. Cocktails of 30 or more of these antibodies can also be used in combination to simultaneously detect the activation state of several signalling pathways by probing proteins separated in 2-D gels. 
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			Figure 9 Western blot of phosphotyrosine-containing proteins. In this example, cells (a cell line called CMK) were incubated in a culture medium called ‘starving medium’, which lacked growth supplements. They were then stimulated with a growth factor called ‘stem cell factor’ (SCF) and harvested after the indicated incubation times. Whole-cell lysates were separated on an SDS–PAGE gel, blotted onto a membrane, and probed with an anti-phosphotyrosine monoclonal antibody. The blot shows that in resting cells there are some proteins with phosphorylated tyrosines, but that within 2 minutes of SCF stimulation, several proteins have become either further tyrosine phosphorylated (characterized by the enlarged bands in treated cells (bottom two arrows)) or newly phosphorylated (top three arrows), the effect mostly wearing off within an hour. SCF binds to a receptor tyrosine kinase called ‘c-Kit’, which is probably both directly and indirectly responsible for the phosphorylations seen here. (Data from Jhun et al., 1995.)
		

		Molecular switches can be a lot more sophisticated than a single on/off function. A protein can be phosphorylated at multiple sites, which may have different effects on its activity.

		Integrate many different signals such that the signalling outcome is determined by the summation of signalling inputs. Therefore, they behave as specific signal integrators.

		1.7 Localization of signalling proteins

		Since signalling proteins cannot diffuse as rapidly as small second messengers, they need be close to their downstream target in order to be able to function. Where they are located with respect to both their subcellular position and their immediate neighbours is therefore vitally important. The plasma membrane is usually the initial location, and proteins can be attached to the plasma membrane in various ways (Figure 10). Many have hydrophobic regions that are inserted into the membrane as the polypeptide is being synthesized (for example, transmembrane receptors).

		Question

		
			What post -translational modifications could serve to anchor a signalling protein to the cytosolic side of the plasma membrane?

			
				
					
					Show
              answer
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			Figure 10 Membrane localization of signalling proteins. Most membrane-bound receptors have hydrophobic regions (seven for 7TM receptors or one for single-spanning transmembrane receptors such as receptor tyrosine kinases), which are inserted into the membrane during synthesis. Alternatively, some proteins (notably G proteins) undergo post-translational modification, acquiring a lipid group involving prenylation or fatty acylation, which tethers the protein to the cytosolic face of the membrane.
		

		The area of the cell membrane near a receptor can become crowded with signalling molecules. Very often, several signalling pathways will need to be activated following binding of the ligand to the membrane receptor, since the cellular response may require multiple changes in cell behaviour (such as a change in cell shape, altered metabolism or changes in gene expression). Many signalling molecules, leading to different signal transduction pathways, will be packed together around the cytoplasmic domain of the receptor, and it is unclear how unwanted signalling outcomes are avoided and how signal specificity is maintained.

		One mechanism involves the signalling molecules being arranged on a protein scaffold, such that the proteins are ordered in the correct signalling sequences or, in other words, as a preassembled signalling complex (Figure 11a). This scheme requires one of the signalling components to be able to detach itself from the complex and distribute the signal to other parts of the cell. A similar strategy congregates receptors together with many signalling proteins into specific areas in the plasma membrane such as cholesterol- and glycosphingolipid-rich lipid rafts, which may then be considered as plasma membrane signal initiator units.
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			Figure 11 Preformed and transient signalling complexes. (a) Some of the signalling proteins are preassembled on a scaffold protein, and are activated sequentially following a signal. (b) Transient assembly of the signalling complex following receptor activation involves the autophosphorylation of the activated receptor at multiple sites, after which the downstream signalling proteins dock at these sites and become activated.
		

		Alternatively, complexes can form transiently, following receptor activation. In this case, the intracellular signalling proteins only assemble once the receptor has bound its extracellular signal molecule (ligand). A common mechanism involves the autophosphorylation of key amino acid residues in the cytoplasmic domain of the receptor after ligand binding. The signalling proteins then recognize and dock onto particular phosphorylated amino acids (Figure 11b). We shall see specific examples of this in Section 3.

		At some point, the signal has to be transmitted over a significant distance and between cellular compartments within the cell in order to reach its targets. How does the signal ultimately escape from the cytosolic side of the plasma membrane? As pointed out earlier, one mechanism involves the deployment of small, diffusible second messengers, which also results in amplification of the signal throughout the cell. However, this system lacks specificity in the subcellular target. Alternatively, signalling proteins themselves can be directed specifically to another part of the cell. In order to achieve this, their ‘on switch’ (when they are activated by an upstream signalling molecule) must somehow enable them to be transported. For example, when the signalling enzyme MAP kinase is phosphorylated on tyrosine and threonine residues by its upstream kinase, it translocates from the cytoplasm into the nucleus, where it phosphorylates specific transcription factors and so alters the pattern of gene expression. (The MAP kinase pathway is considered in more detail in Section 3.6.)

		1.8 Protein–protein interactions in signal transduction

		Many signalling proteins have both a catalytic domain and sometimes several binding domains.Some only have binding domains, enabling their proteins to act as adaptor, scaffold or anchoring proteins to bring other proteins together. Because of this multiplicity of binding domains, signalling proteins can potentially combine to form complexes with many other proteins; these complexes may be either transient (e.g. in response to stimulation by a growth factor), or stable (to target a protein to an appropriate location). However, protein–protein interactions are not random, as the specific interactions between binding domains and their recognition sites will determine the precise route(s) that a signal transduction pathway will take.

		Figure 12 shows a hypothetical signalling cascade, drawn to illustrate how different protein domains have specific functions that result in an ordered network of consecutive protein–protein interactions – in other words, in a signal transduction pathway. Receptor activation by an extracellular signalling molecule leads to the phosphorylation of tyrosine residues on the receptor and of inositol phospholipids on the cytosolic face of the plasma membrane , thereby creating temporary docking sites for an array of SH2- and PH-containing signalling proteins. A cytosolic signalling protein (shown as signalling protein X) contains three different binding domains plus a catalytic kinase domain. On stimulation by an extracellular signalling molecule, signalling protein X translocates to the plasma membrane by virtue of interactions between its SH2 domain and a phosphorylated tyrosine on the receptor protein (sometimes referred as phosphotyrosine or pY), and between its PH domain and phosphorylated inositol phospholipids in the cytosolic leaflet of the lipid bilayer. This translocation results in a change of conformation in protein X, which unfolds a PTB domain, allowing it to bind a phosphorylated tyrosine in protein Y. The kinase domain in signalling protein X then phosphorylates signalling protein Y on another tyrosine, which subsequently binds to the SH2 domain of an adaptor protein. The SH3 domain in the adaptor protein binds to a proline-rich motif on signalling protein Z. This interaction brings protein Z close to protein Y, such that protein Z is phosphorylated at a tyrosine residue. The signal is then relayed downstream by the activated protein Z.
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			Figure 12 A hypothetical signalling pathway, highlighting the interactions between binding domains and their recognition motifs in signalling proteins. Note that different protein binding domains have been listed next to their respective binding motifs in the key.
		

		Figure 13 shows the diversity and flexibility of protein-binding domains in some examples of signalling proteins (discussed later in this chapter).
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			Figure 13 Some examples of signalling proteins with different binding domains. In addition to their enzymatic domains, signalling proteins contain binding domains (SH2, SH3, PTB, PH, etc.), which allow interactions with other proteins. Adaptor proteins contain binding domains (but not enzymatic domains), hence bringing different signalling proteins in close proximity. All the proteins in this figure (with the exception of Vav) are described later in the unit.
		

		Protein domains can often be identified from their amino acid sequence, and their function deduced from similar, better characterized, proteins. Hence, when a new signalling molecule is identified, it is now often possible to predict, in general terms, from its sequence what it is likely to bind to, and what type of binding domains the signalling molecule contains. It is important to note that whereas the function of a binding domain may sometimes be predicted by the sequence (SH2 domains always bind phosphorylated tyrosines), protein–protein interactions are highly specific — that is, not all phosphorylated tyrosines are recognized by a particular SH2 domain.

		The selectivity of recognition of a motif by a binding domain such as SH2 is conferred by the amino acid sequence adjacent to the phosphorylated residue. We shall illustrate this principle with the SH2 domain of, the tyrosine kinase Src, which has both SH2 and SH3 domains, and a kinase domain (Figure 14a). The core structural elements of its SH2 domain comprise a central hydrophobic antiparallel β sheet, flanked by two short α helices (Figure 14b), which together form a compact flattened hemisphere with two surface pockets. The SH2 domain binds the phosphotyrosine-containing polypeptide substrate via these surface pockets (Figure 15). One pocket (phosphotyrosine pocket) represents the binding site for phosphotyrosine, whereas the specificity pocket allows interaction with residues that are distinct from the phosphotyrosine, in particular the third residue on the C-terminal side of the phosphotyrosine. So, for example, the SH2 domain of Src recognizes the sequence pYXXI, where X is a hydrophilic amino acid, I is isoleucine and pY is phosphorylated tyrosine. Note that all proteins that contain this sequence of amino acids are putative binding partners for the SH2 domain of Src, including the C-terminal phosphotyrosine (pY 527) of Src itself.
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			Figure 14 (a) The structure of human Src in its compact, inactive conformation, showing its three domains. The SH3 domain has a loose association with the ‘linker’ region, which has some structural similarity to a polyproline chain. The SH2 domain binds to the C-terminal phosphotyrosine, pY 527. (b) The core structural elements of Src's SH2 domain comprise a central hydrophobic antiparallel β sheet, flanked by two short α helices. (c) The SH3 domain consists of two tightly packed antiparallel β sheets. (Based on pdb file 1fmk.)
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			Figure 15 Recognition of phosphotyrosine and adjacent amino acids in peptide substrates by the SH2 domain of Src. Selectivity of recognition by SH2 domains is determined by the sequence of amino acids, particularly the third residue (here isoleucine, I) on the C-terminal side of the phosphorylated tyrosine. X is a hydrophilic amino acid residue.
		

		The SH3 domain has a characteristic fold consisting of five β strands, arranged as two tightly packed antiparallel β sheets (Figure 14c). The surface of the SH3 domain bears a flat, hydrophobic ligand-binding pocket, which consists of three shallow grooves defined by aromatic amino acid residues, which determine specificity. In all cases, the region bound by the SH3 domain is proline-rich, and contains the sequence PXXP as a conserved binding motif (where X in this case is any amino acid).

		There are various ways of assaying whether signalling proteins interact with each other through their binding domains such as co-immunoprecipitation, yeast two-hybrid screening, proteomics and FRET. Box 2 describes another technique used to analyse protein–protein interactions that you will use in Experimental investigation 3 at the end of this chapter.

		
			Box 2 Use of fusion proteins for pull-down assays in the study of signalling protein domain interactions

			Individual domains often retain their function when isolated from their parent protein, and they can be genetically engineered to be fused with other proteins/peptides. Recombinant fusion proteins consist of two proteins: (a) a protein or peptide sequence used as a tag to facilitate protein isolation; and (b) the ‘bait’ protein, used as a means of indirectly ‘pulling down’ interacting proteins. One very useful example of this technique is the use of glutathione S -transferase (GST) fusion proteins; they consist of GST (tag) fused to a protein or part of a protein of interest (bait).

			Using recombinant DNA technology, the DNA encoding the domain of interest is inserted into a plasmid vector just downstream of, and in the same translation reading frame (ORF) as the gene for GST. Under optimized conditions, certain strains of bacteria are induced to take up the plasmid and grown in selection media. Expression of the fusion protein is then chemically induced in transformed bacteria, which are subsequently lysed in a detergent solution. GST is used as the fusion partner because it binds glutathione, a property that can be exploited to purify the fusion protein by affinity chromatography. Free glutathione can be used to elute the fusion protein from the column. The GST can then be cleaved from the protein being investigated, if not further required. This gentle technique produces fusion protein of sufficient quantity and quality for use in, for example, binding assays and enzyme activity assays. Figures 16 and 17 show one example of its use.
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				Figure 16 Production of a GST–SH2 fusion protein. (1) The coding sequence of the SH2 domain of a protein is inserted into a plasmid in the same translation reading frame as GST, and under the transcriptional control of a conditional promoter (which initiates transcription if a particular transcriptional activator is added to the culture medium). The plasmid also contains an antibiotic resistance gene to select transformed bacteria (2). Expression of the GST fusion protein is induced in transformed E. coli. The bacteria are then lysed in a detergent solution that contains all the intracellular bacterial proteins and the GST fusion protein. (3) The bacterial lysate is added to a chromatographic column containing agarose beads coated with glutathione. (4) The column is first washed to get rid of bacterial proteins. (5) The column is then washed with excess free glutathione, which binds to the recombinant GST–SH2 fusion protein and elutes it from the column.
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				Figure 17 A GST–SH2 fusion protein, in which the SH2 domain is derived from a tyrosine kinase called CHK, was expressed as in Figure 16. The fusion protein was incubated with a lysate of CMK cells (see experiment in Box 1.1, Figure 9), the GST–SH2 fusion protein, together with proteins bound to the SH2 domain, was purified by affinity chromatography to a glutathione–agarose column, and separated by denaturing SDS–PAGE. The gel was then Western blotted and probed with an anti-c-Kit antibody. c-Kit can be seen to rapidly, but transiently, associate with the GST–SH2 fusion protein. (Data from Jhun et al., 1995.)
			

		

		1.9 Summary

		
				
				In a basic model of signal transduction, a signalling molecule binds to a specific receptor, and this activates a sequence (or web) of intracellular signalling molecules that spread the information to relevant parts of the cell, activating target molecules, which effect a cellular response.

			

				
				Signalling between cells can be contact dependent or via secreted signalling molecules. The latter comprise paracrine, autocrine, endocrine or electrical signalling.

			

				
				There are four types of cell surface receptors: ion channel receptors, 7-helix transmembrane receptors, receptors with intrinsic enzymatic activity, and enzyme-associated (recruiter) receptors. Receptors with intrinsic transcriptional activity are mostly intracellular.

			

				
				Two basic categories of signalling molecules intervene in signal transduction, according to the spatial and temporal requirements of the signalling pathway.

				
						
						Small diffusible signalling molecules (‘second messengers’) enable rapid signal amplification and a widespread cellular response.

					

						
						Signalling proteins fulfil many roles (by virtue of protein–protein interaction and protein regulation), including signal integration, modulation, transduction and anchoring functions.

					

				

			

				
				G proteins and proteins activated by phosphorylation on tyrosine, serine and/or threonine residues can act as molecular switches.

			

				
				The subcellular location of the signalling protein is critical to its function, and this is aided by transient or preassembled signalling complexes.

			

				
				Specific binding of signalling proteins to each other is critical for the effective transduction of the signal. Binding domains allow transient binding to specific (often phosphorylated) amino acid sequences or to phospholipids.

			

		

	
		2 Receptors and their ligands

		2.1 Introduction

		Every receptor has to be able to recognize its particular ligand in a specific manner, and become activated by it in such a way that it transmits the signal to the cell. We shall deal with receptor specificity and activation mechanisms. Then we shall see how the same principles of specificity and activation also apply to intracellular receptors.

		2.2 Receptor specificity

		Binding of an extracellular signal to its receptor involves the same type of interactions as those between an enzyme and its substrate. Receptor specificity depends on the binding affinity between the ligand and the binding site on the receptor. The dissociation constant (KD
			) describes the affinity between receptors and their ligands.

		Proteins can be thought of as consisting of various domains, and the different combinations of structural motifs in the extracellular regions of receptors will confer the specificity of a receptor for its ligand. Ligand binding may involve multiple sites of contact between the ligand and different domains of the receptor. It is possible that some interactions between the ligand and its receptor may be important for binding, whereas others may be necessary for signal transfer. An example of a ligand that binds to a 7TM receptor is C5a, a chemoattractant cytokine (called a ‘chemokine’). The interaction is an association of the C5a N-terminus with a pocket within the receptor, involving its extracellular loops 2 and 3, and the N-terminus. This interaction is not in itself sufficient for receptor activation. For this to occur, the C-terminus of C5a must bind to other sites in the bundle formed by the receptor's seven α-helical membrane-spanning segments.

		Ligands are classified as either receptor agonists or antagonists, depending on the outcome of interactions between ligand and receptor. Agonists usually work by binding to the ligand binding site and promoting its active conformation. Antagonists bind to the receptor, but do not promote the switch to the active conformation. In addition, it is not always the case that one ligand binds specifically and uniquely to one particular receptor. A single receptor may be able to bind several different ligands, and a single ligand may be able to bind to several receptors.

		Here we shall describe two clinically important and well-known examples of receptor–ligand interactions – acetylcholine, a ligand for two structurally different classes of receptors, and adrenalin, which, together with noradrenalin, binds to a number of closely related receptors. (Adrenaline and noradrenaline are also known as epinephrine and norepinephrine, respectively.) We shall return to these receptor signalling pathways throughout the rest of the chapter to illustrate further general principles of signal transduction.

		Acetylcholine (ACh) is a neurotransmitter that is released from neuron presynaptic terminals. At the neuromuscular junction, neuron terminals contact a specialized region of skeletal muscle (called the ‘motor end-plate’), where acetylcholine functions as a primary neurotransmitter by stimulating muscle contraction (see Figure 7). In addition, acetylcholine also acts as a neurotransmitter in the heart, where its release slows down the contraction rate. However, ACh receptors (sometimes collectively termed ‘cholinergic receptors’) are structurally and functionally distinct in these two different tissues, and consequently have completely different sets of agonists and antagonists (in both tissues, ACh receptors normally bind to acetylcholine, their endogenous ligand; Figure 18).
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			Figure 18 The structure of acetylcholine, its agonists and antagonists, and the receptors it binds to. Acetylcholine activates two types of receptors (with very different structures and functions): ion-channel nicotinic receptors and muscarinic G protein-coupled 7TM receptors, which are shown schematically. Nicotine acts as an agonist and D-tubocurarine as an antagonist of nicotinic receptors. Muscarine acts as an agonist and atropine as an antagonist of muscarinic receptors. Note the structural similarity between acetylcholine, the endogenous ligand, and the different agonists and antagonists of cholinergic receptors. The receptors are shown schematically here. More detail on the mechanism of activation of a nicotinic receptor and of a muscarinic receptor is given in Figure 21 and in Table 1, respectively.
		

		In skeletal muscle, the ACh receptors are ion-channel receptors (Figure 18 and Section 2.3), and are also known as nicotinic receptors. The skeletal muscle subtype of the nicotinic receptor can bind two naturally occurring powerful toxins, the polypeptide α -bungarotoxin (found in the venom of the krait snake) and the alkaloid tubocurarine (found in curare, a poison extracted from the bark of certain trees in South America, and used in the arrows of some tribes). These toxins act as antagonists, and bind reversibly, but with higher affinity to the nicotinic receptor than acetylcholine itself. For example, the KD
			 of α -bungarotoxin is 10−12 to 10−9 mol 1−1, whereas acetylcholine binds with relatively moderate affinity to nicotinic receptors; its KD
			 is 10−7 mol 1−1. As a result, they prevent the action of ACh by binding to and blocking its receptor without activating it, resulting in paralysis and eventually death.

		Cardiac muscle contains the other type of ACh receptor, which is a G protein-coupled 7TM receptor (GPCR). This, and the several related subtypes expressed in other neural locations, are usually called muscarinic receptors. Atropine is a naturally occurring antagonist of muscarinic receptors, and is derived from the berries of deadly nightshade, Atropa belladonna (so called because extracts of it were applied to the eyes by women in the Renaissance period, which resulted in a ‘doe-eyed’ beauty). One of the downstream consequences of binding of acetylcholine to muscarinic receptors in cardiac muscle cells is the opening of K+ion channels, which causes membrane hyperpolarization and a decrease in the heart's contraction rate.

		Because the muscarinic and nicotinic receptors are not structurally related, there is no overlap between their major agonists and antagonists; nicotine, α-bungarotoxin and tubocurarine have no effect on muscarinic receptors, whereas muscarine and atropine have no effect on nicotinic receptors. How, then, can acetylcholine be a common agonist and bind to two completely different groups of receptors, if their other agonists and antagonists are restricted to binding to just one type each? The answer lies in the flexibility of the acetylcholine molecule. Most of the agonists and antagonists have relatively rigid ring structures, whereas acetylcholine is able to adopt different conformations (Figure 18, top), which may help it adjust to the different binding sites in the two receptors.

		Adrenalin is the classic ‘fight or flight’ hormone, having effects on multiple tissues that help put together an appropriate coordinated response to a situation of danger. Actions as varied as increased heart rate, dilation of relevant blood vessels (especially those in skeletal muscle) and constriction of other blood vessels (especially in the skin and digestive tract), and mobilization of metabolic fuels (such as glycogen in liver and skeletal muscle, and stored fat in adipose tissue) are all part of this response.

		These effects are mediated by two classes of structurally related GPCRs, the α and β adrenergic receptors, which have the subtypes α1 and α2, and β1, β2 and β3, each with different tissue distributions (Figure 19). Figure 20 shows the range of effects of α and β adrenergic receptors in various tissues and organs.
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			Figure 19 α and β adrenergic receptor subtypes, their agonists and antagonists. Note the structural similarities between the endogenous ligands, adrenalin and noradrenalin, and the different synthetic agonists and antagonists of adrenergic receptors. The purple squares within columns indicate the receptor subtype(s) each compound binds to (in the case of partial agonist and antagonist actions, receptor subtype columns have been filled in incompletely).
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			Figure 20 The range of effects associated with activation of adrenergic receptors of each receptor subtype in various tissues and organs. The purple squares within columns indicate the receptor subtype(s) that mediate the effect on a particular tissue or organ.
		

		For example, the smooth muscle surrounding arteries in the digestive tract contains predominantly α receptors, which mediate vasoconstriction, and the smooth muscle surrounding arteries in skeletal muscle contain predominantly β receptors, which mediate vasodilation. Note also that the β2 adrenergic receptor increases insulin secretion by pancreatic cells, whereas the α2 adrenergic receptor reduces it.

		The classification of adrenergic receptors is based on their interactions with various synthetic agonists and antagonists, which probably reflects the receptor structures. In the simplest example, both α receptors are stimulated by the agonist phenylephrine, and β receptors are exclusively stimulated by the agonist isoprenaline. On the other hand, phentolamine acts as an antagonist of α receptors, whereas propanolol acts as an antagonist of β receptors. Adrenalin itself, of course, can bind all the receptor subtypes, but the structurally related noradrenalin (which is also released into the circulation), has a more restricted binding profile and much more limited effects.

		2.3 Receptor activation

		Receptors may be activated by conformational change (for example, ion-channel receptors such as nicotinic receptors, and 7TM receptors such as muscarinic receptors and adrenergic receptors), by formation of dimers (such as receptors with intrinsic enzymatic activity and recruiter receptors) or by proteolysis. We shall now consider how each cell surface receptor class described in Section 1.3 is activated.

		2.3.1 Ion-channel receptors

		Nicotinic cholinergic receptors are probably the best studied of all receptors, firstly because they are present throughout skeletal muscle, and secondly because there are plenty of natural and synthetic toxins that bind specifically to this receptor. Furthermore, the technique of patch-clamp electrophysiology has made possible the detailed characterization of the properties of individual ion channels (Figure 21a).
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			Figure 21 (a) The technique of patch-clamp recording. A small fire-polished glass micropipette is pressed against the plasma membrane of a skeletal muscle cell, forming a tight seal. The voltage of the plasma membrane is fixed, and the current through individual ion channels is then measured using a metal electrode inserted in the glass micropipette in an electrolyte salt solution and (d) Structure of the nicotinic acetylcholine receptor in the form of electron-density contour maps; (c) and (e) diagrammatic representations of the receptor. (b) and (c) show the barrel shape of the receptor ‘from above’, comprising five subunits around a central pore. (d) and (e) show the receptor in cross-section. There are binding sites for two acetylcholine molecules, one on the channel side of each a subunit. Further down, the pore is shaped by a ring of bent a-helical rods (indicated as bars), forming a gate ((d) is shown in the closed position). On binding of acetylcholine, the receptor undergoes a conformational change, which opens the gate (as in (e)), allowing the entry of Na+ions into the cell and the exit of K+ions.
		

		Nicotinic receptors are composed of five subunits (two α subunits together with one each of the β, γ and δ subunits), which assemble to form a pore in the membrane (Figure 21b–e). The pore can switch between an open and a closed state on binding of two molecules of acetylcholine to the two α subunits at sites within the channel (Figure 21). Although the channel alternates between an open and a closed state, binding of acetylcholine increases the probability of the channel being in its open state. When the channel is open, sodium ions flow into the muscle cell, using concentration and voltage gradients. The influx of positive charge due to the Na+ions inside the cell tends to locally neutralize the negative charge inside the cell (called ‘depolarization’). The channel is also permeable to K+ions, which exit the cell. However, the overall effect of the movement of ions causes the net charge inside the cell with respect to the outside to become more positive, and this is ultimately responsible for skeletal muscle contraction (Figure 7).

		2.3.2 Seven-helix transmembrane (7TM) receptors

		Although in unicellular organisms such as the yeast S. cerevisiae there are only two classes of 7TM receptors, the pheromone and glucose receptors, multicellular organisms have many more, accounting for up to 5% of all genes in C. elegans and 2% of genes in the human and Drosophila genomes. 7TM proteins have been classified into four classes, A, B, C (Table 1). Between them, they can bind a huge range of ligands including simple ions, nucleotides, lipids, steroids, modified amino acids, peptides and glycoprotein hormones at a variety of binding sites, and even photons can activate certain 7TM receptors. An example of the binding of a ligand (adrenalin) to its 7TM receptor is shown in Figure 22. As a result of this wide range of ligands, the mechanisms of activation of 7TM receptors are also extremely diverse. They may include, for example, proteolytic cleavage of the N-terminus, and subsequent binding of the new peptide fragment to the central core or ligand binding to the N-terminus or to the central core. However, in all cases the end result is a change in the conformation of the 7TM receptor (Table 1).
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			Figure 22 A view from the extracellular side of an adrenergic receptor, with an adrenalin molecule (purple ellipse) occupying the binding site, which is located in the core region between the membrane-spanning segments.
		

		Question

		
			Can you recall any examples of 7TM receptors?

			
				
					
					Show
              answer
				

			

		

		
			[image: ]
		

		
			Table 1 The classes of 7TM receptors and their ligands according to the way in which they bind and activate their receptor.*
		

		*Activation of the A, B and C classes of 7TM receptors involves coupling to G proteins

		In the case of GPCRs, ligand binding influences the equilibrium between the active and inactive conformation of the receptor in favour of the active conformation, altering the interaction of the cytosolic loops of the protein with a trimeric G protein (which may be already associated with the receptor in a preformed complex). In turn, this brings about activation of the G protein (described in Section 3.2).

		Question

		
			What is the fundamental difference between signalling through nicotinic and muscarinic ACh receptors?

			
				
					
					Show
              answer
				

			

		

		2.3.3 Receptors with intrinsic enzymatic activity

		Receptors with intrinsic enzymatic activity are the second biggest group of receptors after the GPCRs. They include four types according to the form of enzymatic activity of the intracellular domain (Figure 23a).

		
				
				
					Receptor tyrosine kinases (RTKs) On activation, the kinase domain phosphorylates tyrosine amino acid residues. There are seven classes of RTK with different extracellular domains (Figure 23b).

			

				
				
					Receptor serine–threonine kinases On activation, the kinase domain phosphorylates serine and/or threonine amino acid residues.

			

				
				
					Receptor tyrosine phosphatases The intrinsic tyrosine phosphatase activity of the enzymatic domain is suppressed on activation.

			

				
				
					Receptor guanylyl cyclases The enzymatic domain generates the second messenger cGMP from GTP following activation.

			

		

		
			[image: ]
		

		
			Figure 23 (a) The four classes of receptors with intrinsic enzymatic activity. Note that the kinase domains can phosphorylate residues located on the other receptor chain (autophosphorylation) or on other signalling proteins (as shown here). Note that receptors with intrinsic enzymatic activity with the exception of tyrosine phosphatases, have been represented in their active state, that is, following the formation of dimers by the extracellular ligand. In contrast to other receptors, receptor tyrosine phosphatases suppress their enzymatic activity upon ligand binding. (b) The seven subfamilies of receptor tyrosine kinases (RTK). The functional role of most of the cysteine-rich, immunoglubulin-like, and fibronectin-like extracellular domains are not known. Only one member of each subfamily is indicated. Note that the PDGF, FGF and VEGF receptors have a split tyrosine kinase domain; the PDGF receptor is shown in more detail in Figure 25. (EGF = epidermal growth factor; NGF = nerve growth factor; PDGF = platelet-derived growth factor; FGF = fibroblast growth factor; VEGF = vascular endothelial growth factor; Eph = ephrin.)
		

		The basic model of activation for receptors with intrinsic enzymatic activity is that ligand binding induces dimerization (in some cases oligomerization) of the receptor, which brings together the cytoplasmic enzymatic domains and leads to a change in enzymatic activity. Dimerization may occur between different receptors that bind the same ligand (heterodimerization), or between the same type of receptor chains (homodimerization), or either. RTKs, RTPs and guanylyl cyclase receptors generally form homodimers (an exception being the epidermal growth factor (EGF) receptor tyrosine kinase), whereas receptor serine–threonine kinases generally form heterodimers. In some cases, oligomerization of several receptors is required for activation.

		We shall now describe the general mechanism of activation of RTKs in more detail. There are several strategies by which an extracellular signal may achieve RTK dimerization leading to activation of the receptor:

		
				
				Ligands such as EGF, which is a monomer, have two binding sites for each receptor unit.

			

				
				Platelet-derived growth factor (PDGF) is a covalently linked dimer, in which one subunit binds to one PDGF receptor chain, and the other subunit binds to another PDGF receptor chain (Figure 24).

			

				
				Fibroblast growth factor (FGF) binds to proteoglycans (located on the cell surface or on the extracellular matrix) and induces clustering of FGF receptors.

			

				
				Ephrins are bound to the plasma membrane of the signalling cell in clusters, and thereby induce association of their receptors (called Eph receptors) on the target cells following cell–cell contact.

			

				
				The insulin receptor is a tetramer prior to binding insulin: on insulin binding, activation occurs by rearrangement of the different receptor chains that brings the kinase domains in close proximity.
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			Figure 24 RTKs are activated by autophosphorylation of their intracellular kinase domains following dimerization in response to binding the extracellular signal (in this example, a dimer such as PDGF).
		

		Although there can be a great deal of variation in the extracellular domains of RTKs (Figure 23b) and in the ways the extracellular signal binds to its receptor, the basic mechanism of receptor activation still applies (Figure 24). Association between receptors results in cross-phosphorylation of the kinase domain on each intracellular tail of the RTK, a process called autophosphorylation. This results in an increase in its intrinsic kinase activity, which causes phosphorylation of tyrosines in other parts of the cytoplasmic domain (and/or other proteins). Autophosphorylation generates docking sites on the receptor for downstream signalling proteins that contain SH2 domains.

		Many proteins can bind to phosphotyrosine (pY) residues, but these interactions are influenced by nearby amino acid side-chains (see previous section). For example, the PDGF receptor has specific phosphotyrosine sites, which can bind the regulatory (p85) subunit of phosphatidylinositol 3-kinase (PI 3-kinase), a GTPase-activating protein (p120 RasGAP) and phospholipase C-g (PLC-γ), among others (Figure 25). The insulin receptor extends its docking potential by associating with a large protein, insulin receptor substrate 1 (IRS-1), which has many tyrosine residues that can be phosphorylated by the insulin receptor (Section 4). These proteins are called ‘docking proteins’ and may be activated by being directly phosphorylated by the RTK, or by interactions with other docking proteins or plasma membrane molecules. Some docking proteins are adaptor proteins that merely serve to bring other signalling molecules into place. The overall effect of this system is the recruitment of many different signalling pathways, allowing the modulation of many cellular processes.
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			Figure 25 Some of the binding (docking) sites on the activated PDGF receptor for SH2-containing proteins. (The domain structure of these proteins is shown in Figure 1.13.) Note that these are not the only autophosphorylation sites on the PDGF receptor. Additional phosphorylated tyrosines are docking sites for other SH2-containing proteins (not shown). For simplicity, only one PDGF receptor chain and one PDGF monomer are shown here.
		

		2.3.4 Recruiter receptors

		Enzyme-associated or recruiter receptors also form dimers (or oligomers) on activation by their ligand, in a similar way to receptors with intrinsic enzymatic activity. Dimerization facilitates an interaction between the cell surface receptor (which lacks a catalytic domain) and cytosolic proteins with enzymatic activity. In the case of receptors that associate with tyrosine kinases (called ‘tyrosine kinaseassociated receptors’, the most common in this group), it is the non-covalently linked cytoplasmic tyrosine kinase which is autophosphorylated following receptor dimerization. Sometimes homo- or heterodimerization is not sufficient for receptor activation, and activation may follow oligomerization (clustering of several receptors on the membrane) or require membrane-bound co-receptors (structurally unrelated receptors necessary for signal transfer), which may even be RTKs. The end result of the multiplicity of activation combinations for these receptors is that it allows a refinement of signal specificity and diversity, as different downstream effectors are recruited depending on the ligand–receptor complex.

		The Src family of tyrosine kinases are the biggest group of kinases that are recruited by tyrosine kinase-associated receptors. One example is Lck (Figure 26). In immune reactions, lymphocyte activation brings together T cell receptors (Figure 5) and other receptors (called ‘CD4’ or ‘CD8’ depending on the activated lymphocyte), which are associated with Lck. Clustering of receptors on the cell surface then results in the tyrosine phosphorylation of the T cell receptor by Lck and activation of downstream signalling pathways. Lck is also very adaptable. As well as associating with CD4 and CD8 receptors, it can also be recruited by means of its SH2 domains to other activated tyrosine kinase (or associated) receptors, thereby strengthening and propagating the signal.
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			Figure 26 Structure of the SH2 domain of the Src-related kinase Lck, when it is bound to a substrate peptide containing the recognition motif pYEEI. (a) and (b) represent different viewing angles of the same SH2 domain. The substrate peptide backbone is shown as a pink ribbon. The critical amino acid residues are shown in detail as space-filling structures, phosphotyrosine in orange (with attached phosphate groups in red), and isoleucine in blue. (Based on pdb file 1lcj.)
		

		2.4 Receptor inactivation

		As with all signalling components, receptors need to be switched off as well as on. Receptor inactivation can operate in several ways including removal of the ligand by degradation or sequestration, and desensitization of the target cell.

		Binding of a ligand to its receptor is a reversible process, as the ligand will ultimately dissociate from the receptor and may be degraded. Acetylcholine is a good example of a signal regulated in this way; it is degraded by the enzyme cholinesterase within milliseconds of its release from neuron terminals.

		Ligand removal may also occur by sequestration following binding to proteins other than its normal receptor (these may be decoy receptors or extracellular proteins). ‘Decoy receptors’ are cell surface receptors that bind the ligand but do not convey the signal onward in the pathway (for example, truncated RTKs that lack the intracellular kinase domain). Similarly, soluble extracellular proteins containing ligand-binding domains may also sequester the ligand. In both cases, the effect of the extracellular signal is neutralized prior to receptor binding.

		If the ligand cannot be degraded or sequestered, the target cell may, after prolonged activation, become desensitized. Desensitization can occur in several ways, the principal ones being inactivation of the receptor (blocking its interaction with downstream signalling components), sequestering the receptor into endocytic vesicles (from which it can be recycled back onto the plasma membrane), or ultimately degrading the receptor in lysosomes. These mechanisms of receptor desensitization usually function in sequence, and progression from one stage to another can depend on factors such as ligand concentration. Activated GPCRs can be desensitized when they are phosphorylated by different protein kinases. The phosphorylated receptor then binds to a cytosolic protein called arrestin, forming a complex that both blocks any interaction with downstream signalling molecules and couples the receptor to clathrin-coated pits , inducing receptor-mediated endocytosis. Another example of desensitization induced by binding of a cytosolic protein to the receptor is provided by c-Cbl. It binds to phosphotyrosine residues of certain activated RTKs via its SH2 domains, thereby promoting the association of the receptor–Cbl complex with ubiquitin. The receptors are then sequestered and degraded via the ubiquitin–proteasome pathway.

		2.5 Intracellular receptors

		Signal receptors are usually located at the cell surface. However, it is important to remember that there are some groups of receptors that do not fit into the general signal transduction model set out in Figure 2, These are intracellular receptors, which bind small or lipophilic molecules such as steroid hormones, which can cross the cell membrane. The signalling pathways activated by these receptors seem quite simple compared with the other pathways we shall be dealing with, but the same principles of ligand binding, conformational change, signal amplification, translocation and so on described earlier still apply.

		One important family of intracellular receptors are the nuclear receptors (also known as ‘nuclear hormone receptors’), which includes receptors for steroid hormones, thyroid hormones, retinoids and vitamin D. Although the ligands differ in their structural type, all nuclear receptors are structurally similar. They are good examples of receptors with intrinsic transcriptional activity (Section 1.3), comprising a transcription-activating domain, a DNA-binding domain and a ligand-binding domain. Their ligands are all small and hydrophobic, and so they can diffuse readily through the plasma membrane. The receptors are usually held in an inactive conformation by inhibitory proteins (often chaperones/heat-shock proteins). Binding of the ligand induces a conformational change that causes the inhibitory protein to dissociate from the receptor (Figure 27). The receptor may then translocate to the nucleus if it was in the cytoplasm, or it may already be in the nucleus; either way, the receptor–ligand complex is now able to bind to specific DNA sequences by means of its DNA-binding domain. Binding to DNA can also be facilitated by association of the receptor–ligand complex with other proteins (referred to as ‘coactivator proteins’). The DNA sequence to which the receptor–ligand complex binds is a promoter region of the target genes; in the case of hormones, it is called a ‘hormone response element (HRE)’.
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			Figure 27 The mechanism of nuclear receptor activation. (a) The inactive receptor, bound to an inhibitory protein. (b) In the receptor, ligand binding induces the ligand-binding domain to shut tight around the ligand, allowing the inhibitory protein to leave the complex. This allows the binding of a coactivator protein and consequent binding to a hormone response element in the DNA sequence, and initiating gene transcription.
		

		2.6 Summary

		
				
				Receptors comprise a limited number of structural motifs, which determine binding affinity and specificity of receptor–ligand complexes. Some ligands bind to several receptors and some receptors bind to several ligands.

			

				
				Acetylcholine is a good example of a ligand with two structurally different kinds of receptor. Nicotinic receptors are ion channels, which are found predominantly in skeletal muscle, and are stimulated by nicotine. Nicotinic receptor antagonists include the toxins α -bungarotoxin and tubocurarine. Acetylcholine binds at two sites within the channel. Muscarinic receptors, in contrast, are 7TM G protein-coupled receptors, found (for example) in cardiac muscle. Muscarine acts as an agonist, whereas atropine acts as an antagonist. Acetylcholine binds in the core region (Table 1) of the transmembrane helical segments.

			

				
				Adrenalin, however, has a range of structurally related 7TM G protein-coupled receptors, with different tissue distributions and different affinities for numerous agonists and antagonists. Adrenalin, like acetylcholine, binds in the core region of the receptor, though other GPCRs can be activated in a variety of ways.

			

				
				Mechanisms for receptor activation are varied and include conformational changes (ion-channel receptors and 7TM), homo- or heterodimerization (receptors with intrinsic enzymatic activity and recruiter receptors) or even proteolysis.

			

				
				For most 7TM receptors (the exception being the Frizzled class of 7TM receptors), conformational change on ligand binding activates associated cytoplasmic G proteins. Hence, they are called ‘G protein-coupled receptors’.

			

				
				Receptors with intrinsic enzymatic activity include receptor tyrosine kinases, receptor serine–threonine kinases, receptor tyrosine phosphatases, and receptor guanylyl cyclases. Most RTKs are activated by dimerization on ligand binding, leading to autophosphorylation of the cytoplasmic portion of the receptor. Phosphorylated tyrosine residues serve as docking sites for SH2-containing signalling proteins, which also recognize sequence-specific flanking motifs.

			

				
				Dimerization of recruiter receptors facilitates the interaction between the membrane-bound receptor and cytosolic proteins with intrinsic enzymatic activity such as kinases.

			

				
				Receptors can be inactivated by removal of the ligand, or by receptor desensitization, which can be by inactivation, by sequestration or by degradation of the receptor.

			

				
				Some signalling molecules can diffuse across the plasma membrane, and so have intracellular, rather than cell surface receptors. Small hydrophobic ligands such as steroid hormones bind to members of the nuclear receptor group, which undergo conformational change and bind to specific DNA sequences, stimulating transcription of target genes.

			

		

	
		3 Intracellular signalling components

		3.1 Introduction

		We are now ready to describe in detail the major intracellular signalling pathways responsible for relaying the signal from the surface receptor to evoke a cellular response. This section will deal with signalling molecules that operate at the cytosolic leaflet of the plasma membrane (trimeric G proteins, monomeric G proteins and lipid-modifying enzymes), second messengers (such as Ca2+, cAMP, cGMP), protein kinases and phosphatases, and finally transcription factors.

		3.2 Trimeric G proteins

		G proteins are attached to the cytosolic face of the plasma membrane, where they serve as relay proteins between the receptors and their target signalling proteins.

		Trimeric G proteins interact with 7TM receptors and are all heterotrimeric, having structurally different α, β and γ subunits. Monomeric G proteins are the small G proteins, such as Ras, which are structurally related to the α subunit of trimeric G proteins.

		The three-dimensional structure of trimeric G proteins in their inactive form is shown in Figure 28.
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			Figure 28 (a) Schematic diagram of a trimeric G protein, bound to GDP, associated with the plasma membrane. (b) Three-dimensional structure of the α, β and γ subunits of a trimeric G protein. The α subunit (left, cyan) has a molecule of GDP bound, and the N-terminal helix is at the top right. The β and γ subunits (β green, γ yellow) are in close apposition forming a complex. The hydrophobic attachments that are responsible for the association of the three subunits are not shown. They involve the N-terminus of the α subunit and the C-terminus of the γ subunit. The separate βg complex on the right has been rotated about a vertical axis.(Based on pdb file 1gp2.)
		

		Ligand binding induces a conformational change in the 7TM receptor, which results in the release of GDP and binding of GTP to the α subunit (Figure 29). As a result, the α subunit also changes conformation and becomes activated. This conformational change results in the dissociation of the α subunit from the βγ complex, which also becomes activated, although it does not change conformation itself. The α subunit primarily, and also the βγ complex to a lesser extent, regulate the activity of downstream effector proteins located on the plasma membrane. There are many different α subunits, which can be classified according to sequence similarity, and to which upstream and downstream proteins they interact with (see Table 2 for the most important ones). In fact, the G protein complex is often categorized by the type of α subunit it is formed from; hence you will come across Gαs, Gαi, Gαq, etc. For example, Gαs stimulates adenylyl cyclase, whereas Gαi inhibits it, and Gαq activates PLC-β (see Table 2). There are also different βγ subunits, some of which have been shown to have their own effector function. More generally, though, βγ subunits are thought to stabilize the inactive state of the α subunit.
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			Figure 29 Signalling through G protein-coupled receptors (GPCRs). (a) All components of the signalling pathway are shown in their inactive form. (b) The change in conformation of the 7TM receptor on ligand binding brings about the binding of the trimeric G protein. (c) GTP binds and activates the α subunit, which becomes dissociated from the βγ complex. (d) The α subunit binds and activates target proteins, which also act as effectors and propagate the signal. (e) Inactivation of the α subunit via GTPase activity (intrinsic or accessory) results in dissociation from the target protein (which itself becomes inactivated) and formation of the inactive trimeric G protein complex by association with a βγ complex (a).
		

		
			
				Table 2 The major membrane protein targets of trimeric G proteins*
		

		
			
				View table
			

		

		†Cholera toxin and pertussis toxin (from the Bordetella pertussis bacterium, which causes whooping cough) both interfere with the action of G protein α subunits. Cholera toxin locks Gα subunits into an active form and pertussis toxin interferes with Gαi subunits by inhibiting them, making these toxins useful laboratory tools for determining which signalling pathways are activated by GPCRs.

		G proteins usually remain active for only a short time, which depends mainly on the rate of hydrolysis of GTP to GDP (Figure 29). The intrinsic GTPase activity of the a subunit is quite inefficient by itself. For many cell signalling processes where a rapid turnover rate is necessary (for example, transduction of a photoreceptor activated by visual stimuli), the intrinsic GTPase activity of the α subunit is usually aided by binding of a second protein that enhances the rate of G protein inactivation. This may be either its target protein, ensuring that the α subunit remains active for just as long as it takes to make contact with the target, or a GTPase activating protein (GAP, Section 1.6).

		3.3 Lipid-modifying enzymes

		The internal surface of the plasma membrane provides a useful environment for spreading signals received by surface receptors around the cell. Several specialist enzymes are activated by membrane-bound receptors, creating large numbers of small lipid-soluble second messenger molecules, which can diffuse easily through the membrane. These enzymes all use phosphatidylinositol (PI) and its derivatives as their substrates. PI itself is a derivative of glycerol: the OH group on carbon atom 1 has been replaced with an inositol ring linked via a phosphate group, and the OH groups on carbon atoms 2 and 3 have been replaced by two fatty acyl chains, one saturated and one unsaturated (Figure 30a).
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			Figure 30 The generation of second messengers from phosphatidylinositol (PI). (a) The structure of phosphatidylinositol (PI), which is the parent molecule for several key second messengers. Arrows indicate modifications by PLC and PI 3-kinase (denoted as PI 3K on figure). (b) PI (shown in green) can be phosphorylated on its inositol ring by lipid kinases including phosphatidylinositol kinase and phosphatidylinositol phosphate kinase (denoted as PIK and PIPK on figure). (c) Each of these intermediate products can be further phosphorylated by PI 3-kinase to produce the second messengers PI(3)P, PI(3,4)P2 and PI(3,4,5)P3 (shown in purple). It is the phosphorylation of the 3 position which is critical for the second messenger function, as will be seen later. (d) Alternatively, the intermediate product PI(4,5)P2 can be cleaved by phospholipase C (PLC) at the position indicated by the blue arrow in part (a) to produce the second messengers diacylglycerol (DAG) and inositol 1,4,5-triphosphate (IP3, blue). (Note that IP3 is the only second messenger product of this system that does not remain membrane bound.)
		

		The fatty acyl chains are embedded in the cytosolic leaflet of the plasma membrane, leaving the inositol ring projecting into the cytosol. Carbon atoms 3, 4 and 5 of the inositol ring can be phosphorylated by lipid kinases (Figure 30). The best-studied enzymes employing these substrates are the phospholipase C family, which cleave the fatty acyl chains from the inositol ring, and phosphatidylinositol 3-kinase (PI 3-kinase), which phosphorylates carbon atom 3 of the inositol ring. These products then serve as second messengers. We shall now briefly explain the action of these enzymes, and then go on to describe the roles of the second messengers they generate.

		3.3.1 Phosphatidylinositol 3-kinase (PI 3-kinase)

		Members of this family of lipid kinases usually have two subunits: one is a catalytic subunit with a lipid kinase domain and the other is a regulatory subunit, which contains two SH2 domains and a SH3 domain (p 85 PI 3-kinase in Figure 13).

		Question

		
			What will the SH2 domains of the regulatory subunit enable PI 3-kinase to do?

			
				
					
					Show
              answer
				

			

		

		The preferred substrate of PI 3-kinase is PI(4,5)P2. However, this kinase also phosphorylates PI and PI(4)P. It is the phosphorylation at the 3 position by PI 3-kinase that makes the molecule active in a signalling context. Thus, the two main products, phosphatidylinositol 3,4-biphosphate (PI(3,4)P2) and phosphatidylinositol 3,4,5-triphosphate (PI(3,4,5)P3), are both active signalling molecules because they are recognized by PH domains in other proteins (Figure 31). In contrast, PI(3)P is not an active second messenger.
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			Figure 31 PI 3-kinase phosphorylates inositol phospholipids, creating temporary docking sites for PH domain-containing proteins. (a) In this scenario, PI 3-kinase is brought to the membrane following RTK activation, when one of the SH2 domains of its regulatory subunit binds to a phosphotyrosine on the receptor. (b) The catalytic subunit of PI 3-kinase then phosphorylates PI(4,5)P2, generating the second messenger PI(3,4,5)P3, (c) to which PH domain-containing proteins can bind. There are many target proteins with PH domains. The example used here is the serine–threonine kinase PKB (also called Akt)
		

		Question

		
			What distinguishes PI(3,4)P2, PI(3,4,5)P3 and PI(4,5)P2 from each other? Which are substrates for PI 3-kinase?

			
				
					
					Show
              answer
				

			

		

		Question

		
			How does the activity of PI 3-kinase influence the localization of signalling proteins?

			
				
					
					Show
              answer
				

			

		

		Proteins differ in their affinity for binding to either PI(3,4)P2 or PI(3,4,5)P3, depending on the interacting PH domain. One signalling enzyme that utilizes the membrane docking sites generated by PI 3-kinase is protein kinase B (PKB, also known as Akt), which thereby becomes an accessible substrate for an upstream kinase, PDK1 (not shown in Figure 31). PKB is a serine–threonine kinase, principally involved in mediating survival signals. Another important target is phospholipase C (PLC), which binds to PI 3-kinase substrates at the membrane via its PH domain (see below). The docking sites for PH domains are, as with all signalling components, temporary; specific inositol phospholipid phosphatases ultimately remove the phosphate from the 3 position of the inositol ring. 

		3.3.2 Phospholipase C (PLC)

		Members of this family of enzymes contain two catalytic domains and several protein binding domains (Figure 13). The PH domain can temporarily tether phospholipase C to the membrane by attachment mainly to PI(3,4)P2.

		We shall discuss two main isoforms of PLC: PLC-β, which is activated by a subset of trimeric G proteins (Gαq and Gα0), and PLC-γ, which, in contrast, associates with phosphotyrosines on activated RTKs (such as the PDGF and insulin receptors) by means of its SH2 domains. The substrate of both PLC-γ and PLC-β is PI(4,5)P2, which is cleaved by PLC to produce two second messengers: 1,2-diacylglycerol (DAG) consists of linked fatty acyl chains, and so remains in the plasma membrane; inositol 1,4,5-triphosphate (IP3) consists of the phosphorylated inositol ring, which because it is water-soluble is able to diffuse through the cytosol.

		Question

		
			Why is IP3 released from the plasma membrane? You may want to look back at the structure of IP3 (shown in Figure 30).

			
				
					
					Show
              answer
				

			

		

		IP3 binds to IP3-gated calcium channels on the ER membrane, causing Ca2+ stored in the ER to flood into the cytosol. This activates many proteins, but most notably (in this scenario) the protein kinase C family (PKC, so called because of their Ca2+ dependence). Binding of calcium causes PKC to translocate to the membrane (Section 3.4). Full activation of PKC is complicated and depends on the isoform involved, but generally DAG binds to, and helps to activate, protein kinase C. Thus, the two products of PLC activity are acting in a coordinated fashion on the same protein (Figure 32).
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			Figure 32 Both products of PLC result in the activation of protein kinase C (PKC). (a) In this scenario, PLC-β is activated by a Gαq protein. (c) PLC-β then cleaves PI(4,5)P2 into DAG and IP3. (c) IP3 diffuses through the cytosol and binds to IP3 -gated calcium channels. (d) The calcium ions that are released into the cytosol, together with the DAG produced by PLC-β and phosphatidylserine (not shown) on the plasma membrane, act in concert to activate protein kinase C (PKC).
		

		3.4 Second messengers

		In the previous section, we have discussed the principles of second messengers (Section 1.5) and, in particular, those produced by PLC (IP3 and DAG) and PI3 kinase (PI(3,4)P2 and PI(3,4,5)P3). We shall now consider the roles and mechanisms of action of the other chief mediators, which are Ca2+ ions, cAMP and cGMP. These are water-soluble second messengers.

		Question

		
			Of the second messengers produced by PLC and PI 3-kinase, which ones are hydrophobic?

			
				
					
					Show
              answer
				

			

		

		3.4.1 Calcium ions

		The Ca2+ concentration is normally low in the cytosol (~10–7 mol 1–1) compared with the extracellular space (~10–3 mol 1−1). There are several mechanisms for achieving this. The most widespread are ATP-dependent Ca2+ efflux pumps on the plasma membrane, which pump Ca2+ ions out of the cell. Muscle and nerve cells, where oscillations in intracellular Ca2+ concentration often occur, employ an additional Na+-driven Ca2+ exchanger. There are also pumps driving cytosolic Ca2+ into the endoplasmic reticulum, so that it acts as a Ca2+ store. When Ca2+ channels are transiently opened by a signalling protein, Ca2+ floods down the concentration gradient into the cytosol. The result is a rapid 10–20-fold increase in the cytosolic Ca2+ concentration in the cytosol, which in turn activates numerous different Ca2+-dependent proteins, such as PKC.

		There are three main types of Ca2+ channel:

		
				
				
					IP
					3
					-gated Ca
					2+
					channels on the ER (Section 3.3).

			

				
				
					Voltage-dependent Ca
					2+
					channels in the plasma membrane, which open when the membrane is depolarized. These are used, for example, at neuron terminals, where Ca2+ release stimulates secretion of neurotransmitters.

			

				
				
					Ryanodine receptors closely associated with receptors on the plasma membrane, which respond to changes in membrane potential, and release Ca2+ from the sarcoplasmic reticulum in skeletal muscle cells (as described in Section 1.5, Figure 7) or from the ER in neurons. Their name derives from their sensitivity to the plant alkaloid ryanodine.

			

		

		Ca2+-sensitive fluorescent indicators can be used to monitor changes in intracellular Ca2+. After stimulation with an extracellular signal, opening of channels and release of Ca2+ in the cytosol by the mechanisms described above result in local increases in Ca2+ concentration, often circumscribed to small regions of the cell. These increases usually reflect the opening of individual channels or of small groups of channels; these changes in intracellular Ca2+ are called ‘quarks’ or ‘blips’. If the signal is persistent and sufficiently strong, the change in the concentration of Ca2+ spreads across the cell. Under the fluorescent microscope, it appears as if an initial wave of high Ca2+ is followed by other waves propagating through the cytosol, with Ca2+ concentrations first rising and then returning to basal levels; these changes are referred to as ‘spikes’ or ‘oscillations’, and can be repeated at intervals of seconds or minutes. The frequency of Ca2+ oscillations can determine the response. For example, a low frequency of Ca2+ spikes may trigger transcription of one set of genes, whereas a higher frequency triggers transcription of a different set. The sensitivity of the cellular response to the frequency of Ca2+ oscillations requires a special kind of protein called calmodulin.

		Calmodulin is abundant, constituting about 1% of total cellular protein. It has no intrinsic catalytic activity, but on binding to Ca2+ it is able to modulate the activity of other proteins. It has four Ca2+ binding sites (small, helical Ca2+-binding motifs called ‘EF hands’, which are also present in some other Ca2+-binding proteins); at least two of them must be occupied for it to adopt its active conformation (Figure 33).

		Question

		
			What term describes the regulation of calmodulin by Ca2+?

			
				
					
					Show
              answer
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			Figure 33 The role of calmodulin in the activation of CaM kinases. (a) The structure of calmodulin. It is basically a dumb-bell shape, comprising two globular domains connected by a single, long, flexible α helix. The binding sites for calcium ions (green) are in the form of two ‘EF hands’ in each globular domain. (b) (i) CaM kinase II is held in an inactive state by means of its inhibitory domain. Ca2+-bound calmodulin binds to this inhibitory domain, wrapping itself around it by means of its flexible α helix. (ii) This releases and activates the kinase domain, which autophosphorylates the inhibitory domain and can then phosphorylate target proteins. The phosphorylation of the inhibitory domain prolongs the activation of CaM kinase in two ways: it slows the dissociation of calmodulin, and it enables the kinase activity to remain partially active even when the calmodulin has dissociated from the CaM kinase II. The CaM-kinase II requires a phosphatase (not shown) to become completely inactivated.
		

		The biggest class of proteins affected by calmodulin is called the Ca2+/calmodulin-dependent protein kinases (CaM kinases), which are serine–threonine kinases. CaM kinase II is found in high quantities in the brain, particularly at synapses. It seems to be involved in some kinds of memory, since mice with mutations in CaM kinase II have specific learning difficulties. On binding Ca2+/calmodulin, CaM kinase II activates itself by autophosphorylation, the degree of activation being dependent on the oscillation frequency of Ca2+ concentration.

		Many members of the protein kinase C family are Ca2+-binding proteins, but in these proteins Ca2+ binds to a larger domain, known as the ‘C2 domain’. Ca2+ binding changes the net charge of the C2 domain, enabling it to bind negatively charged phospholipids such as DAG in the plasma membrane (see Section 1.4.2 and Figure 31). Here, Ca2+ is acting as a switch, helping to change the localization of the enzyme.

		3.4.2 Cyclic AMP

		The concentration of cyclic AMP (cAMP) in the cytosol increases 20-fold within seconds of an appropriate stimulus. This is achieved by the action of the plasma membrane-embedded protein adenylyl cyclase, which synthesizes cAMP from ATP (Figure 34). cAMP is short-lived, as with all second messengers, because it is continuously degraded by cyclic AMP phosphodiesterases to 5′-AMP. Adenylyl cyclase is activated by stimulatory G proteins (Gαs) and inhibited indirectly by inhibitory G proteins (Gαi). It is usually the α subunit of the G protein that regulates adenylyl cyclase in this way, though sometimes the βγ complex can have the same effect. Different hormones can induce a similar cAMP response in a particular cell type, leading to similar cellular outcomes. However, different cell types will respond differently to similar cAMP increases, so the same hormone may have different effects on different cells. For example, cAMP mediates the action of adrenalin acting through β-adrenergic receptors (see Figure 48), causing glycogen breakdown in skeletal muscle cells, while promoting triglyceride breakdown in fat cells. Most of the downstream signals of cAMP are propagated by cAMP-dependent protein kinase A (PKA), which is a serine–threonine kinase.
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			Figure 34 The synthesis and degradation of cAMP. Adenylyl cyclase catalyses the formation of cAMP from ATP, removing the terminal two phosphates from ATP in the process. Removal of pyrophosphate (PPi) provides the energy for the cyclization reaction. cAMP is short-lived because it is rapidly hydrolysed by cAMP phosphodiesterase, yielding 5´-AMP.
		

		PKA has many target proteins, which vary according to cell type. This explains why a hormone can produce the same increase in cAMP concentration in different cells, yet the cellular response to this increase is different for each cell type. PKA consists of two catalytic subunits and two regulatory subunits. The latter have two roles. They bind to PKA-anchoring proteins, thus tethering the enzyme to particular subcellular locations. They can also each bind two cAMP molecules in a cooperative fashion; when bound to more than two cAMP molecules, the regulatory subunits undergo sufficient conformational change for them to dissociate from the catalytic subunits (which remain in the cytosol). As with other signalling proteins with multiple binding sites, such as calmodulin, PKA is allosterically regulated by the second messenger cAMP. The released catalytic units are now active. They may act in the cytoplasm, for example by phosphorylating enzymes involved in glycogen metabolism and/or they may migrate to the nucleus, where they can switch on transcription of genes containing cAMP response elements (CREs) in their promoters. This is achieved by phosphorylating a serine on the nuclear CRE-binding protein (CREB), which, together with a coactivator, then binds to the CRE and stimulates transcription of the downstream gene.

		3.4.3 Cyclic GMP

		
			Cyclic GMP (cGMP) is a second messenger with many similarities to cAMP. It is synthesized from GTP by guanylyl cyclase, and degraded to 5´- GMP by cyclic GMP phosphodiesterases. Some of the targets of cGMP are analogous to those of cAMP: cGMP-dependent protein kinase (PKG), and cGMP-gated Na+ ion channels.

		Question

		
			We have already discussed a type of receptor that employs cGMP for signal transfer. What type of receptor is it?

			
				
					
					Show
              answer
				

			

		

		3.5 Monomeric G proteins

		We shall discuss monomeric G proteins (also called small G proteins or small GTPases) separately from the trimeric G proteins for three reasons: their upstream activators are different, they tend to have different target proteins, and they commonly operate within different signalling pathways.

		Question

		
			What structural features and activities do monomeric G proteins share with trimeric G proteins?

			
				
					
					Show
              answer
				

			

		

		
				
				Monomeric G proteins are structurally related to the α subunit of trimeric G proteins.

			

				
				They bind GTP and hydrolyse it to GDP, acting as a molecular switch.

			

				
				The rate of GTP hydrolysis can be increased by GAP proteins.

			

				
				They are tethered to the internal surface of the plasma membrane by means of post-translational lipid modifications (Section 1.6).

			

		

		There are many types of monomeric G proteins, involved in a myriad of cellular processes; examples include Ran, which has a role in the nuclear localization of proteins Rab, with a role in endocytosis or the Rho family, which functions in cell adhesion and migration. The best-studied monomeric G protein is Ras, which we shall consider here in some detail. Ras is structurally similar to the α subunit of trimeric G proteins. In fact, the GTP-binding domain of Gα is known as the Ras domain (Figure 35).
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			Figure 35 Ras is structurally related to the α subunit of trimeric G proteins. (a) The Gα subunit contains a Ras domain (purple) and a large helical domain (yellow), which monomeric G proteins such as Ras do not have; this further enhances GTP binding. Each ribbon structure shows a spacefilling GDP (orange) at the guanine nucleotide binding site, and the Ras structure also shows where a magnesium ion binds (green sphere). (Based on the pdb files: Gα 1GP2.pdb; Ras 4Q21.) (b) The most highly conserved sequences between Ras and Gα subunits, and their different contributions to GDP/GTP binding. The short conserved sequences, named G1–G5, are involved in binding the guanine nucleotide and magnesium ion. Mutations in G1 and G3 in Ras lead to prolonged activation of the protein, and are associated with cancer.
		

		Ras forms part of the signal transduction pathway from most RTKs, including the growth factor receptors. As such, it is central to regulation of the growth, proliferation and differentiation of cells, and is involved in the formation of tumours when these pathways become dysfunctional. Ras homologues have been found to regulate vulval development in C. elegans and photoreceptor development in Drosophila, providing excellent experimental models in which to study its function in development. There are three members of the mammalian Ras family – H-Ras (first discovered in its viral form in Harvey murine sarcoma virus), K-Ras (from Kirsten sarcoma virus) and N-Ras (or neural Ras). There are also more than 70 other small G proteins, which share regions of sequence homology and are involved in a whole variety of cell processes.

		For example, Rho and Rac have been shown to mediate changes to the actin cytoskeleton, leading to stress fibre formation and lamellipodia formation, respectively.

		Ras is activated following stimulation of many RTKs (Figure 36). How does this happen? It is a much more indirect process than for trimeric G proteins, where conformational change in the receptor directly induces conformational change and activation of the G protein. Instead, what usually happens is firstly that autophosphorylation of RTKs creates docking sites for SH2-containing proteins. One of these SH2-containing proteins is an adaptor protein called Grb-2 (growth factor receptor-bound protein 2). Grb-2 consists of little more than two SH3 domains flanking an SH2 domain (Figure 13). Grb-2 binds to the activated receptor via its SH2 domain. Sometimes the RTK does not contain the correct docking sequences for Grb-2, in which case an intermediary adaptor protein such as Shc (another SH2 protein also in Figure 13) is used.
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			Figure 36 Signalling through the Ras/MAP kinase pathway. In this simple scenario, binding of the growth factor to its RTK induces autophosphorylation of the cytoplasmic domain of the dimerized receptor. This creates multiple docking sites for SH2-containing proteins (Figure 25), including the adaptor protein Grb-2 and p120 RasGAP. Grb-2 associates with the Ras guanine nucleotide exchange factor (GEF) Sos, by virtue of one of Grb-2's SH3 domains. Thus, Sos is brought to the plasma membrane, where it encourages inactive Ras to exchange its GDP for GTP. The active, GTP-bound Ras is now able to recruit Raf (discussed in Section 3.6) to the membrane, where it becomes activated. Raf is then able to phosphorylate MEK in its kinase domain, thus activating it. MEK then phosphorylates the MAP kinase ERK in its kinase domain, which then goes on to phosphorylate a range of target proteins, including transcription factors. Activation of Ras is also modulated by GAPs, docked to the membrane by binding to phosphotyrosines on activated RTKs (here p120 RasGAP).
		

		One of the SH3 domains of Grb-2 bind to a Ras activator protein, which contains the appropriate proline-rich domains. Ras activators are proteins that, by binding to Ras, stimulate Ras to exchange its GDP for a molecule of GTP.

		Question

		
			What is the name for this class of protein?

			
				
					
					Show
              answer
				

			

		

		The usual GEF that acts on Ras is called Sos (Figure 36). You can thank Drosophila researchers for this name! The photoreceptor studied by them is called R7, and the gene for the tyrosine kinase receptor involved in photoreceptor development is called ‘sevenless’ (because sevenless mutants lack R7 photoreceptors). The GEF was discovered to be downstream of the receptor, and so its gene was called son of sevenless. Because Sos is recruited to the plasma membrane by Grb-2 following receptor activation, it is then in the right place to bind to Ras (which is permanently tethered there) and encourage it to bind GTP. Since GEFs promote GTP binding and RasGAPs promote hydrolysis of GTP to GDP, the overall model is that GEFs switch Ras on, and GAPs switch Ras off (look back at Figure 8b). GDP-bound Ras is in an inactive conformation, but when it is bound to GTP, two ‘switch’ regions (the main one of which is an α helix) are affected, resulting in the adoption of an active conformation (Figure 37). These switch regions are implicated in binding to effectors and also to RasGAP.
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			Figure 37 The switch regions of Ras. (a) Ras bound to GDP. This nucleotide is shown as a space-filling structure, with the magnesium ion in green. (Based on pdb file 4q21.) (b) Ras bound to GppNHp (a non-hydrolysable analogue of GTP also shown as a space-filling structure). When accommodating the larger nucleotide, the switch 1 region appears to stretch and the switch 2 region swivels. (Based on pdb file 5p21.)
		

		It is remarkable that such a small and permanently membrane-bound protein as Ras is able to mediate so many profound changes within a cell. However, we can see how it can serve as an integrator of signalling information via GEFs and GAPs. As for its effectors, Ras is known to affect PI 3-kinase, but it achieves most of its effects by activating the first component of a key signal transduction cascade called the MAP kinase pathway (Figure 36), which serves to amplify signals and operate over a rather longer time frame than, say, second messenger systems. Moreover, it has many different cellular targets, including transcription factors, which it activates.

		3.6 Protein kinases

		Protein kinases phosphorylate proteins either at tyrosine residues (tyrosine kinases), or at serine and threonine residues (serine–threonine kinases), or on any of these three amino acids (dual-specificity kinases). All these activities are employed in signal transduction pathways (histidine kinases also operate in certain plant and bacterial pathways, but not in animals). You should now be familiar with receptor tyrosine kinases, and have seen in some detail how phosphorylation of particular tyrosine residues can create docking sites for SH2-containing proteins (Section 2.3). You have also been introduced to the idea that phosphorylating key residues can induce a conformational change that can help to either activate or inactivate the protein, depending on both where the phosphorylation site is on the protein and on what other signals are being received by the protein, as illustrated for Src in Figure 29. You have also become familiar with several of the key serine–threonine kinases involved in signalling, such as the PKA, PKC and CaM kinases (Sections 3.3 and 3.4). There are two further very important groups of kinases that we shall now describe, namely those of the MAP kinase and the JAK–STAT pathways. Then we shall draw all these kinases together into families, and point out common domains and common themes in their mechanism of activation.

		3.6.1 The MAP kinase pathway

		The MAP kinase pathway is so called because the last component of the pathway was originally identified as a kinase activity in EGF-stimulated cells – hence the name ‘mitogen-activated protein kinase’ (MAP kinase), as it stimulates cell growth and proliferation.

		Question

		
			What is the mechanism of activation of the EGF receptor?

			
				
					
					Show
              answer
				

			

		

		It was subsequently found that MAP kinase acts downstream of Ras, and that there are also two intermediary kinases (Raf and MEK in mammals), making it a three-kinase signalling module (Figure 36). MAP kinase forms the link between Ras in the plasma membrane and downstream effectors such as transcription factors in the nucleus. As such, it is crucial to signalling from growth factor receptors and other RTKs (and tyrosine kinase-associated receptors).

		When Ras is activated, it recruits the serine–threonine kinase Raf to the membrane, where it becomes activated in a poorly understood mechanism involving membrane-bound kinases other than Ras itself (see Box 3). Raf is the first of the three kinases in the MAP kinase cascade, and is therefore also known as MAP kinase kinase kinase (abbreviated to MAPKKK). Raf phosphorylates (and thereby activates) the next kinase (a MAP kinase kinase, or MAPKK), which in mammalian cells is called MEK (MAP/ERK kinase). In turn, this phosphorylates MAP kinases (the classic one in mammals being ERK, e xtracellular signal r egulated k inase). In their active state, MAP kinases are able to translocate to the nucleus and are able to phosphorylate numerous nuclear target proteins, leading to such major cellular events as proliferation or differentiation.

		Why is there a chain of three kinases rather than just one? This is partially explained by the following principles.

		
				
				Firstly, we have to consider signal specificity. MAP kinases are very active proteins with many targets, and so need to be under close regulation. MEK provides this, since the peculiar phosphorylation requirements of MAP kinases (see below) mean that MEK is the only known activator of MAP kinases. Assembling the three-kinase signalling module on a scaffold, as happens in some MAP kinase pathway situations, can also help maintain specificity.

			

				
				Secondly, a sequence of kinases gives an opportunity for signal amplification.

			

				
				Thirdly, signal duration can radically change the signalling outcome (Section 3.8). Indeed, RTKs and Ras are generally inactivated fairly quickly by tyrosine phosphatases and GAPs, respectively, whereas the MAP kinase cascade can remain active for more extended periods of time (Section 3.7).

			

				
				Finally, the signal needs to be translocated from one part of the cell (the plasma membrane) to another (the nucleus). The MAP kinase pathway does not employ any second messenger molecules to broadcast the signal, but MAP kinase itself is the nearest protein equivalent, translocating to the nucleus once activated.

			

		

		
			Box 3 Investigating the activity of signalling molecules

			The activity of signalling molecules can be altered by site-directed mutagenes is which has proved very useful in the engineering of constitutively active or inactive versions of kinases. The inactive versions can act in a dominant negative manner within a cell, blocking the downstream pathway, whereas the constitutively active versions can permanently switch on the downstream pathway. These can be very useful tools for investigating signal transduction pathways. The example we shall examine is the mutagenesis of MEK, which is activated by phosphorylation on two nearby serines, Ser 217 and Ser 221, within the activation loop. The experiment, whose results are illustrated in Figure 38, shows the consequences of introducing MEK constructs that have been mutated at these residues by site-directed mutagenesis into cells. The effects of these mutations are assessed by determining the activity of its immediate downstream effector, ERK, by an in vitro kinase assay.

			Replacing serine residues with glutamate residues at positions 217 and 221 creates a constitutively active mutant of MEK, which continuously activates ERK.

			
					
					From your knowledge of amino acid structure, suggest why glutamate instead of serine at positions 217 and 221 creates a constitutively active mutant.

				

					
					Glutamate is negatively charged, so to some extent it mimics phosphoserine.

				

			

			Replacing either of these two key serines with alanine creates an interfering mutant of MEK, which blocks the activation of ERK.

			
					
					Again, suggest why replacing serine with alanine stops MEK functioning normally.

				

					
					Because the alanine side-chain has no –OH group, it cannot be phosphorylated, so MEK cannot become activated and cannot phosphorylate ERK.

				

			

			The technique used to introduce the mutant MEK constructs into cells is known as ‘transfection’ (Figure 39a), a technique for which there are several variants. The principle is to induce tissue culture cells to take up a plasmid expression vector containing the gene to be expressed. Cationic lipids are used to promote uptake of plasmid DNA. In this experiment, a plasmid was used in which the mutant MEK gene was downstream of a promoter (SV40 in this instance). This protocol is suitable for experiments that terminate within a day or two (called ‘transient’ transfection). When a cell line that permanently expresses the gene is needed, the plasmid must be maintained and replicated within the cells.

			In this case, the expression vector must have the appropriate replication sequences and a selectable marker (such as the resistance gene to an antibiotic like puromycin), so that transfected cells may be selected from the untransfected neighbours; this is known as ‘stable transfection’ (Figure 39b). When short-term effects need to be observed in individual cells, or where cells are difficult to transfect, recombinant DNA (or protein) may be microinjected (Figure 39c).
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				Figure 38 The activation of ERK by MEK mutants expressed in a cell line. Cells were transiently transfected with wild-type MEK and different MEK mutants. Cells were first growth arrested in starving medium and then stimulated or not with EGF for 10 minutes (+ or −). They were then compared with control cells that had been transfected with the empty plasmid (EXV) and stimulated or not with EGF under the same conditions. Cells were harvested, and ERK was immunoprecipitated (in particular the ERK2 isoform). ERK kinase activity was assayed in vitro by measuring the amount of 32P-labelled ATP incorporated into a peptide ERK substrate. ‘Fold activation’ represents the activity of ERK in experimental conditions divided by the activity of ERK in the control untreated cells (EXV−). The results show that alanine mutants (Ala 217 and Ala 221) interfere with the EGF stimulation of ERK2, and that the glutamate mutant (Glu 217 Glu 221) constitutively activates ERK2. (Data from Cowley et al., 1994.)
			

			
				[image: ]
			

			
				Figure 39 Expressing genes in tissue culture cells. (a) Transient transfection is used for bulk gene transfer experiments that last less than a few days. (b) Stable transfection is used for generating stably transfected cell lines for long-term use. (c) Microinjection of recombinant DNA or proteins, for looking at short-term effects on individual cells.
			

			Figure 40 shows the rat PC12 neural cell line microinjected with MEK mutant DNA. The constitutively active MEK mutant induces differentiation of this cell line (as seen by the outgrowth of neural processes, also known as ‘neurites’), similar to that induced by nerve growth factor (NGF). This evidence supports a role for the ERK MAP kinase pathway in neural outgrowth in this cell type.

			The activity of a signalling protein can be altered not only by changing the catalytic activity of its kinase domain, but also by translocating the signalling protein to particular subcellular localizations, which can be critical for their activation and/or ability to access their targets. This can be investigated experimentally by ‘forcing’ the protein of interest into a particular subcellular localization. The principle has been successfully exploited, for example, to investigate the activation of Raf. The membrane localization signal of K-Ras (the amino acid sequence Cys–Val–Ile–Met), which is post-translationally prenylated by addition of a farnesyl residue, was added to the carbon terminus of Raf. This modification constitutively localized Raf to the membrane, resulting in its constitutive activation. The activated Raf could be further activated by EGF independently of Ras, which suggested that Ras acts as a temporary membrane anchor for Raf (as shown in Figure 36), and that Raf is also activated by other membrane-associated signals when in the membrane environment.
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				Figure 40 Microinjection of DNA encoding constitutively active MEK induces neurite formation in the PC12 neural cell line. In each micrograph, cells that are over-expressing MEK fluoresce green. Actin and tubulin are stained with a red fluorescent dye to show the morphology of non-expressing cells. Note that where green and red fluorescence overlap, the cells are yellow. (a) Wild-type MEK, which does not induce neurite outgrowth when over-expressed. (b) Constitutively active Glu 217 Glu 221 MEK mutant, showing neurite formation in the majority of cells, over-expressing the mutant MEK (green), against a background of morphologically normal uninjected cells, which are not expressing MEK, stained red. (c) Positive control. These cells are not microinjected, but are stimulated with NGF, inducing neurite formation similar to that seen in part (b). (Data from Cowley et al., 1994.)
			

			Proteins may be targeted to a number of cellular locations by this technique. For example, nuclear localization sequences can be added to signalling proteins (such as MAP kinases) to investigate their role in gene transcription.

			
					
					What signal sequence do you think would target a protein to the nucleus?

				

					
					A nuclear localization signal (NLS).

				

			

		

		Activation of MAP kinases involves specific phosphorylation of residues within the activation loop of the catalytic domain of the protein, For example, Raf activates MEK by phosphorylating two specific serines within the activation loop (Box 3). The activation requirements of MAP kinase are even more specific. It requires activation by phosphorylation of a threonine residue and a tyrosine residue. These two are separated from the threonine receptor by a single amino acid within the activation loop. In ERK this motif is Thr–Glu–Tyr, in which the threonine and tyrosine residues can be phosphorylated only by MEK, because MEK is a member of the very unusual dual-specificity kinases, which are able to phosphorylate serine–threonine and tyrosine residues.

		Activated MAP kinase family members are activators of immediate ‘early genes’, so called because they are activated within minutes of cell stimulation. Many of these genes encode transcription factors (Section 3.8), which then switch on other sets of genes, thereby initiating cellular programs of differentiation or proliferation. There are also cytosolic targets of MAP kinases, which include regulators of protein synthesis. As an example, MAP kinase phosphorylates another kinase called Mnk1, which, in turn, phosphorylates and activates the translation initiation factor 4E (eIF-4E.

		There are several MAP kinase pathways. The pathways employing ERK represent the classic pathway, but there are also two other major mammalian MAP kinase pathways implicated in cellular responses to stress (not discussed here). Moreover, the MAP kinase pathway is conserved across the animal kingdom and even in yeast and plants, as shown in Table 3. In particular, the model organisms C. elegans and Drosophila have provided extremely useful experimental systems for investigating MAP kinase pathways, and for showing that it operates downstream of growth factor receptors and Ras.

		
			[image: ]
		

		
			Table 3 MAP kinase signalling pathways.*
		

		*There is remarkable conservation of MAP kinase signalling pathways, from mammals to plants. In addition to the MAP kinase cascade (blue), there are other striking homologies in several of the pathways, especially between growth factor pathways in mammals, vulval induction in nematodes and eye development in fruit-flies, where the receptors (pink), adaptors, GTPase regulators and G protein homologues (green) are also related. Not all the names of all the signalling proteins here are explained, and they need not be remembered; they are included merely to illustrate the conservation of the pathways. The GEF for the Ras homologue in C. elegans remains unidentified, and is denoted as ‘?’.

		3.6.2 The JAK–STAT pathway

		Another important protein kinase pathway is the JAK–STAT pathway. Cytokines (Section 2.2), are frequently used for signalling between cells of the immune system. Cytokine-induced signal transduction cascades are often direct pathways to the nucleus for switching on sets of genes. Janus kinases (JAKs, named after the two-faced Roman god) are a particular group of tyrosine kinases that associate with cytokine receptors. When cytokines such as α-interferon bind to their receptor, JAKs (denoted as JAK1, Tyk2, etc.) associated with different receptor units cross-phosphorylate each other on tyrosine residues (Figure 41). The receptors are then phosphorylated by JAKs, creating phosphotyrosine-docking sites for SH2-containing proteins, in this case a specific group of proteins called STATs (signal transducers and activators of transcription).
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			Figure 41 The JAK/STAT pathway. (a) The different components of the JAK/STAT pathway are in their inactive state. (b) Cytokines such as α -interferon induce dimerization of their tyrosine kinase-associated receptors. (c) JAKs cross-phosphorylate each other on tyrosine residues. Activated JAKs phosphorylate both α-interferon receptor subunits on tyrosine residues, (d) which then act as docking sites for STAT proteins. (e) STATs become phosphorylated by JAKs, which then allows the formation of STAT dimers via their SH2 domains. (f) STAT dimers translocate to the nucleus and initiate transcription of target genes.
		

		
			Box 4 Detecting protein–protein interactions using the MAPPIT system

			The mammalian protein–protein interaction trap (MAPPIT) system uses the principle, instead of the genes of interest being fused to transcriptional activator domains, they are fused to components of the JAK–STAT signalling pathway (Figure 42). Using recombinant DNA technology, the bait protein domain is fused to a mutant erythropoietin (Epo) receptor, which has JAK binding sites but lacks STAT binding sites. The prey protein is fused to a protein fragment that has several potential STAT binding sites. If there is no interaction between bait and prey, JAKs cross-phosphorylate each other on stimulation with Epo, but STAT is not recruited as there are no available docking sites on the receptor. If there is an interaction between bait and prey, the protein fragment becomes tyrosine-phosphorylated by JAKs on receptor activation, enabling STAT to bind to it. STAT is then in the vicinity of JAK, which can access and phosphorylate the STAT. Then STAT can dimerize, translocate to the nucleus and induce transcription of a reporter gene which can be easily quantified.
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				Figure 42 The basic principle of a mammalian protein–protein interaction trap (MAPPIT). Absent STAT-binding tyrosine residues in the erythropoietin (Epo) receptor are indicated as white bands whereas present tyrosine residues are represented as yellow bands. A positive interaction between bait and prey proteins results in the phosphorylation of tyrosine residues in the protein fragment by JAK, which then act as docking sites for STAT. The end result is the formation of STAT dimers, which induce transcription of a reporter gene.
			

		

		In turn, the STATs are phosphorylated by the JAKs, which causes the STATs to dissociate from the receptor and instead bind to each other by means of their SH2 domains. STAT dimers translocate directly to the nucleus, where they bind to other gene regulatory proteins and to response elements in target genes.

		Question

		
			Can you recall any other signalling pathway that has also has a direct route to the nucleus?

			
				
					
					Show
              answer
				

			

		

		The JAK–STAT pathway has recently become the basis for the development of techniques for the study of protein–protein interactions (Section 1.5).

		Now that we have described the major protein kinases, we can look at them all together, and see what features they have in common. Figure 43 is a dendrogram showing how the various subgroups of protein kinases in humans are related to each other both functionally and structurally. Despite their different subcellular localizations, activation mechanisms and substrates, protein kinases have remarkable similarity of structure within their kinase domain.
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			Figure 43 Dendrogram representing the relationships between protein kinases. Currently known human protein kinases have been represented according to the sequence similarity of their protein kinase domain. Note, for example, that the kinase domain of the MAP kinase ERK is closely related to that of cyclin-dependent kinases, but not to that of MEK1/2, its upstream activator. Most, but not all, of the protein kinases discussed in this chapter are shown here. Remember that the lipid kinases, such as PI 3-kinase, are not protein kinases, so are not represented here.
		

		3.7 Protein phosphatases

		Together with inositolphospholipid phosphatases, protein phosphatases are key regulators of signal transduction pathways. Like protein kinases, protein phosphatases are either tyrosine phosphatases (the majority of protein phosphatases, some of which are shown in Figure 44) or serine–threonine phosphatases (including the phosphoprotein phosphatase family, designated PP1–6), which will be described in Section 4, or, rarely, dual-specificity phosphatases.
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			Figure 44 Examples of cytosolic (SHP-1 and SHP-2) and receptor tyrosine phosphatases (CD45, PTPζ/β and DPTP). SHP-1 and CD45 are discussed in the text. PTPζ/β and DPTP (a Drosophila protein tyrosine phosphatase) are shown here to illustrate the variety of extracellular domains and conservation of cytoplasmic domains.
		

		Phosphatases are required to inactivate signalling proteins that have been activated by phosphorylation. Many tyrosine phosphatases such as SHP-1 and -2 have SH2 domains, and are recruited to the membrane following ligand-stimulated phosphorylation of receptors. For example, the tyrosine phosphatase SHP-1 binds to phosphotyrosines on activated cytokine receptors such as the erythropoietin (Epo) receptor, and is then phosphorylated by JAK2, which activates it. Active SHP-1 can downregulate (damp down) the JAK/STAT signalling pathway by dephosphorylating specific JAKs and STATs. It is therefore acting as a negative regulator.

		Another role for phosphatases occurs when they activate a protein that is held in an inactive state by phosphorylation.

		Question

		
			You have already met an example of a protein regulated in this way. What is it?

			
				
					
					Show
              answer
				

			

		

		Lck is a Src family tyrosine kinase (Figure 26), which is dephosphorylated and thereby activated by the membrane-bound tyrosine phosphatase CD45. (CD45 plays an essential role in the activation of leukocytes following antigen presentation.) CD45, like many of the PTPs, is a transmembrane protein (Figure 44); such proteins are referred to as receptor tyrosine phosphatases.

		One of the most well-studied phosphatases is the dual-specificity phosphatase MKP-1, which inactivates MAP kinase. The MKP-1 gene is one of the immediate early genes expressed following MAP kinase activation, being expressed approximately 20 minutes after cell stimulation. As MKP-1 levels rise, MAP kinase is dephosphorylated and inactivated.

		Question

		
			What type of regulation is effected by MKP-1 on MAP kinase?

			
				
					
					Show
              answer
				

			

		

		Because negative feedback by MKP-1 is a transcription-dependent mechanism, it helps to explain the relatively long duration of MAP kinase activation.

		3.8 Activation of transcription factors

		We have already come across several examples of signalling pathways leading to activation (or inactivation) of transcription factors, which in turn modulate transcription of sets of genes leading to, for example, programs of differentiation or proliferation. You will also meet several other specific examples in subsequent chapters. For now, we shall examine one particular scenario, namely the activation of immediate early genes by MAP kinases, which illustrates some of the principles and details involved.

		One of the most important immediate early genes activated by the ERK family of MAP kinases is fos. The fos gene product is itself an important transcription factor, which helps to activate transcription of genes containing binding sites for the transcription factor complex AP-1 (formed by association of Fos and Jun; Figure 45) in their promoters. ERK brings about transcription of fos by phosphorylating the nuclear transcription factor known as ‘ternary complex factor (TCF)’. This, together with the serum response factor (SRF), binds to the serum response element (SRE) in the promoter of the fos gene and increases its transcription rate (Figure 45).
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			Figure 45 Activation of transcription by the MAP kinase pathway (following on from Figure 36). (a) Activated ERK translocates to the nucleus and phosphorylates TCF, which, together with SRF activates the expression of immediate early genes containing serum response elements (SRE) in their promoters; fos is one of these genes. Transcription and translation take about half an hour. (b) If ERK remains active during this period, it will bind to and activate the newly synthesized Fos protein, which, together with Jun (phosphorylated by another MAP kinase called JNK), make up the transcription factor complex AP-1. This then promotes expression of another set of target genes.
		

		It takes about 30 minutes or more for the proteins encoded by immediate early genes such as fos to be synthesized. Once Fos protein has been produced, MAP kinases participate in its activation, in a stepwise manner, firstly by phosphorylating two sites in the C-terminal region of Fos. This exposes the ERK-binding motif of Fos. ERK then further phosphorylates Fos at two more sites. It is immediately apparent that if MAP kinase activation is only transient, lasting for less than 30 minutes, Fos cannot be activated. Therefore, we can see how transient MAP kinase activation can lead to a different cellular outcome than sustained MAP kinase activation.

		This is illustrated by the neural cell line PC12, which fully differentiates them into neurons only when ERK activation is sustained (for example, by addition of nerve growth factor; Figure 40c).

		Question

		
			Can you think of an experimental method for the investigation of the relationship between sustained activation of ERK and differentiation of PC12 cells?

			
				
					
					Show
              answer
				

			

		

		3.9 Summary

		
				
				Heterotrimeric G proteins are tethered to the internal surface of the plasma membrane, and are activated by conformational change within 7TM receptors. There are many different α subunits (and a few βγ subunits), which interact with different receptors and different effectors. The major targets of G proteins include ion channels, adenylyl cyclase (activated by Gαs and inhibited by Gαi) and PLC-β (activated by Gαq).

			

				
				Phosphatidylinositol (PI) is the precursor of a family of small lipid second messengers. The inositol ring can be further phosphorylated at positions 3, 4, and 5 by lipid kinases. PI 3-kinase specializes in phosphorylating the hydroxyl group at the 3 position, thus generating the active signalling molecules PI(3,4)P2 and PI(3,4,5)P3. The phosphorylated 3 position is recognized as a docking site by PH domain-containing proteins, thus providing a mechanism for signalling proteins to be recruited to the membrane.

			

				
				Phospholipase C enzymes (especially PLC-β, activated by G proteins, and RTK-activated PLC-γ) cleave PI(4,5)P2 to generate diacylglycerol (DAG) and inositol 1,4,5-triphosphate (IP3). DAG remains embedded in the membrane, where it activates protein kinase C (PKC). IP3 diffuses through the cytosol, and opens IP3-gated calcium channels, releasing stored calcium into the cytosol.

			

				
				The Ca2+ ion is an important second messenger, which enters the cytosol from the extracellular space through specific channels on the plasma membrane, or is rapidly released from stores into the cytoplasm. Calcium channels include IP3-gated calcium channels, voltage-dependent calcium channels, or ryanodine receptors in skeletal muscle cells. It activates numerous Ca2+ -dependent proteins, including PKC, but many of its effects are mediated via calmodulin, which has four allosteric Ca2+ binding sites. Ca2+ /calmodulin then binds to and regulates target proteins, especially Ca2+ /calmodulin-dependent protein kinases (CaM kinases).

			

				
				Cyclic AMP (cAMP) is another important second messenger, synthesized by adenylyl cyclase (which is activated or inhibited by different G protein subtypes). It can open cAMP-gated ion channels, but it mediates many of its effects through cAMP-dependent protein kinase A (PKA), whose roles include regulating glycogen metabolism, and phosphorylation of a transcription factor that binds to the cAMP response element (CRE).

			

				
				Cyclic GMP is synthesized by guanylyl cyclase. Its targets include cGMP-gated ion channels and a cGMP-dependent kinase (PKG).

			

				
				Ras is the archetypal monomeric, or small, G protein. Ras classically operates downstream of growth factor receptors: Grb-2, an SH2/SH3-containing adaptor protein, binds to phosphotyrosines on the activated RTK, and recruits Sos to the membrane environment; Sos promotes GTP binding by Ras. Activated Ras has more than one target, including PI 3-kinase, but its most important downstream pathway is the MAP kinase pathway. Activated Ras recruits Raf to the membrane, where it is activated and then phosphorylates MEK, which then phosphorylates ERK, a MAP kinase. These have multiple cytoplasmic and transcription factor targets involved in cell growth and division or differentiation.

			

				
				Protein kinase families involved at various points in signalling pathways include receptor tyrosine kinases (for example, the EGF receptor), non-receptor tyrosine kinases (such as Src and JAK), serine–threonine kinases such as PKC, PKA, MAP kinases and the TGF receptor, and rare dual-specificity kinases such as MEK.

			

				
				Protein phosphatases dephosphorylate proteins, and are grouped according to their targets, as are protein kinases. They include protein tyrosine phosphatases, serine–threonine phosphatases, and a few dual-specificity phosphatases.

			

				
				The duration of ERK activity determines activation of different transcription factors (SRF/TCF for immediate early genes; AP-1 for other target genes).

			

				
				The major signalling molecules we have discussed are brought together into five basic pathways in Figure 46.
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			Figure 46 A summary of the five major signalling pathways described in this chapter. In this highly simplistic schematic diagram, each of these pathways ends with a kinase, which goes on to phosphorylate a group of target proteins. There are many connections between the pathways, only some of which are shown, for simplicity. Note that the phospholipase C activated by G proteins is PLC-β, whereas PLC-γ is activated by RTKs. The MAP kinase activation pathway shown here corresponds to that found in mammals. Different pathways are distinguished by colour: PKA pathway (lilac); CaM pathway (light brown); PKC pathway (pink); MAP kinase pathway (cream); PI 3-kinase (orange). Other pathways discussed in the text are not illustrated here, and none of the inactivation377 mechanisms for these pathways are shown.
		

	
		4 Glucose metabolism: an example of integration of signalling pathways

		4.1 Glucose metabolism

		We are now in a position to draw together the major concepts and components of signalling, and show how they operate in one well-understood system, namely the regulation of the storage or release of glucose in the human body. From this, you will be able to recognize archetypal pathways represented in specific examples, you will be able to appreciate how the same basic pathways can be stimulated by different hormones in different tissues, and you will see how opposing hormones activate separate pathways that affect the same targets but in opposite ways.

		Following a meal, insulin is released into the bloodstream by pancreatic β cells. The overall systemic effects of insulin are to increase uptake of blood glucose into cells, and to promote its storage as glycogen in muscle and liver cells. (Note that glycogen is a polysaccharide consisting of repeated units of glucose used for shortterm energy storage by animal cells.) A rise in the concentration of blood glucose, such as that following the consumption of food, stimulates insulin production, which signals through the insulin RTK. The insulin RTK phosphorylates various substrate proteins, which link to several key signalling pathways such as the Ras–MAP kinase pathway. There are, however, two major pathways that control glycogen synthesis and breakdown in animal cells (Figure 47).
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			Figure 47 The control of glycogen synthesis by insulin. Several proteins bind, and are phosphorylated by, the activated insulin receptor. Cbl activates a pathway that is implicated in the translocation of the glucose transporter GLUT4 to the membrane, allowing glucose transport into the cell. Meanwhile, IRS-1 serves as a docking protein for PI 3-kinase, which leads to PKB activation. PKB phosphorylates glycogen synthase kinase-3β (GSK-3β), which is thereby inactivated, so relieving its inhibition of glycogen synthase by phosphorylation. Glycogen synthase is therefore activated, and converts UDP–glucose to glycogen. Glycogen synthase is further activated by the phosphatase PP1G, which itself is activated by an insulin-stimulated protein kinase (ISPK). ISPK also activates PP1, so inhibiting glycogen breakdown (note that PP1 dephosphorylates phosphorylase kinase, which activates phosphorylase). The overall result is import of glucose into the cell, which is converted to glycogen by glycogen synthase, and inhibition of glycogen breakdown by phosphorylase. Phosphorylase is so called because in the process of cleaving glucose units from the glycogen chain, it adds a phosphate group to each glucose molecule.
		

		
				
				Glygogen synthase kinase-3β (GSK-3β) inhibits glycogen synthase (GS), which is responsible for synthesizing glycogen from uridine diphosphate (UDP)–glucose.

			

				
				Phosphorylase kinase, a serine–threonine kinase of the CaM kinase family, which, in turn, activates the enzyme phosphorylase, responsible for cleaving glucose 1-phosphate units from the glycogen chain.

			

		

		Both regulatory mechanisms are influenced by signalling cascades initiated by the interaction between phosphotyrosine residues on the insulin receptor and two signalling molecules:

		
				
				The first is Cbl, which was introduced in Section 2.4 as a link between RTKs and ubiquitin in receptor sequestration. In this case, it seems to be the start of a pathway that ends up with translocation of GLUT4 glucose-transporter molecules to the plasma membrane, thus promoting the uptake of glucose into the cell.

			

				
				The second is IRS-1, insulin receptor substrate-1, which is a large protein that binds several SH2-containing proteins, including PI 3-kinase. As described previously (Section 3.3), PI 3-kinase creates phosphorylated inositol phospholipid docking sites for PH-containing proteins, including PKB. GSK-3β is inhibited by PKB, so that its inhibitory action on glycogen synthase activity is negated.

			

		

		At the same time, an insulin-stimulated protein kinase (ISPK, activated by insulin by an unknown mechanism) acts on the serine–threonine phosphatase PP1G to further enhance glycogen synthase activity. ISPK also activates another serine–threonine phosphatase, PP1, which negatively regulates the activity of phosphorylase kinase, and, ultimately, phosphorylase.

		So insulin promotes uptake of glucose into tissues by mobilizing glucose transporters, and in liver and skeletal muscle, activates glycogen synthesis by modulating the activity of GSK-3β and GS, and inhibits glycogen breakdown via PP1. In other words, insulin induces gluconeogenesis in liver and skeletal muscle.

		Two hormones, adrenalin (secreted from the adrenal medulla in anticipation of muscle activity) and glucagon (released from pancreatic α cells when blood sugar is low) have the opposite effect to insulin; that is, they increase the rate at which glycogen is converted to glucose (glycogenolysis; Figure 20). In skeletal muscle, glucose enters the glycolytic pathway to produce ATP, the fuel for muscle contraction. In the liver (which is more responsive to glucagon than to adrenalin), glucose is released into the bloodstream for use by muscle cells. Adrenalin and glucagon act through GPCRs, so their signalling pathways start off quite differently from that of insulin, a RTK. However, they end up (among other things) regulating the activity of the same enzymes involved in glycogen synthesis that insulin itself modulates.

		Adrenalin has many effects, but in skeletal muscle it acts through β-adrenergic receptors, which are coupled to Gαs and stimulate adenylyl cyclase activity. This results in cAMP elevation and consequently activation of PKA (Figure 48). PKA activates phosphorylase kinase (see (a) in Figure 48), which in turn activates the enzyme phosphorylase. (Phosphorylase kinase activation is also promoted by ACh release from neuron terminals; Figure 48). PKA also phosphorylates three key proteins to promote glycogen breakdown and inhibit its synthesis as shown by letters (b)–(d) in Figure 48:

		(b) The serine–threonine phosphatase PP1, which is inhibited as a result (PP1's action is to dephosphorylate, and therefore inhibit, phosphorylase kinase and phosphorylase). Note that PKA phosphorylates (and inactivates) PP1 on different residues than ISPK (which activates PP1).

		(c) PP1 inhibitor, which on phosphorylation is activated.

		(d) Glycogen synthase, which on phosphorylation is inactivated.
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			Figure 48 The control of glycogen breakdown in muscle by adrenalin. In skeletal muscle, adrenalin, through its β-adrenergic 7TM receptor, stimulates Gαs protein, which activates adenylyl cyclase to produce cAMP. This activates PKA, which then phosphorylates (and activates) phosphorylase kinase. This then phosphorylates (and activates) the enzyme phosphorylase, which breaks down glycogen to glucose 1-phosphate. Phosphorylase kinase is also partly activated by Ca2+ ions, because it is a CaM kinase (Sections 3.3 and 3.4). Ca2+ is released on neural stimulation of the muscle. PKA also phosphorylates three key proteins to promote glycogen breakdown and inhibit its synthesis (see text). Note that the βγ subunits of the G proteins have been omitted for clarity.
		

		This system provides a good illustration of how a key signalling enzyme (PKA) with multiple substrates can regulate different targets within the same metabolic pathway, all combining to promote one outcome, in this case glycogen breakdown. In at least two cases (glycogen synthase and PP1), it is the same enzymes whose activity is ultimately regulated (either negatively or positively) by insulin (via PKB) and adrenalin (via PKA), acting antagonistically.

		In the liver, however, adrenalin acts mainly but not exclusively through α-adrenergic receptors, which are coupled to Gαq, and activate the PLC/IP3 pathway, which opens IP3-gated Ca2+ channels (Figure 49), helping to activate phophorylase kinase and promote glycogen breakdown, leading to glucose release into the blood.

		Glucagon is a hormone that activates glycogen breakdown, particularly in the liver, resulting in a release of glucose into the blood. In the liver, the control of glycogen breakdown is fundamentally the same as in skeletal muscle, but with particular differences. Whereas skeletal muscle needs to be extremely responsive to adrenalin (for the classic fight or flight response), the function of the liver is to maintain blood sugar levels within a constant, physiological range. Liver cells therefore have many glucagon receptors (Figure 49), which are GPCRs coupled to Gαs, activating the same basic pathway that adrenalin does in skeletal muscle, via cAMP/PKA. The result is phosphorylation and activation of phosphorylase kinase, thereby promoting glycogen breakdown.

		
			[image: ]
		

		
			Figure 49 The control of glycogen breakdown in liver by adrenalin and glucagon. In liver cells, adrenalin activates a different pathway than in skeletal muscle, but the outcome is the same, namely an increase in glycogen breakdown. The receptors in liver are mainly α- rather than the β-adrenergic receptors in muscle. These are linked to Gαq proteins, which activate PLC to produce DAG and IP3. The latter releases Ca2+ via IP3-gated ion channels in the ER. Ca2+ then activates phosphorylase kinase in the same way that it does in muscle cells, promoting glycogen breakdown. So adrenalin is inducing Ca2+ release in liver in the same way as ACh release from nerve endings but using different pathways. Ca2+ release in both organs promotes glycogen breakdown. Glucagon activates the glucagon receptor coupled to Gαs and, subsequently, the PKA pathway in liver, promoting glycogen breakdown as adrenalin does in skeletal muscle.
		

		4.2 Summary

		
				
				Glycogen metabolism is controlled by two enzymes, glycogen synthase (mediating glycogen synthesis) and phosphorylase (mediating glycogen breakdown).

			

				
				Three pathways converge in the regulation of glycogen synthase: cAMP/PKA and GSK-3β are negative regulators, whereas ISPK/PP1G positively regulate the activity of glycogen synthase.

			

				
				Insulin and adrenalin have opposite effects on glycogen synthesis: insulin promotes glycogen synthesis by activating ISPK/PP1G and by inhibiting GSK-3β by the PI3K/PKB pathway, whereas adrenalin inhibits glycogen synthase by the cAMP/PKA pathway.

			

				
				Three pathways converge in the activation of phosphorylase by phosphorylase kinase: Ca2+ and PKA activate phosphorylase kinase, whereas PP1 is a negative regulator.

			

				
				Acetylcholine, adrenalin and glucagon promote glycogen breakdown, whereas insulin inhibits it.

			

				
				Acetylcholine in skeletal muscle and adrenalin in liver activate phosphorylase kinase by a common mechanism, an increase in cytosolic Ca2+, although the effect of ACh is by voltage-dependent channels and that of adrenalin by IP3-gated Ca2+ channels.

			

				
				Adrenalin in muscle and glucagon in liver activate phosphorylase kinase by a common mechanism, namely an increase in cytosolic cAMP and subsequent activation of PKA. In addition, PKA further activates phosphorylase kinase in skeletal muscle by inhibition of PP1 either directly or indirectly.

			

				
				Insulin has an opposite effect to adrenalin on glycogen breakdown, namely the inhibition of glycogen breakdown by activation of the phosphorylase kinase inhibitor, PP1.
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		Answer


		You may have thought of the following:
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		Answer


		Covalent addition of a lipid group, prenylation or fatty acylation, tethers proteins to the internal surface of the plasma membrane. The Ras family of G proteins is an example of this type of protein.
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		Answer


		Nicotinic receptors do not employ a signal transduction pathway to effect their action: the binding of the ligand directly opens a Na+ion channel linked to the receptor, and causes membrane depolarization, resulting in the contraction of skeletal muscle cells. Muscarinic ACh receptors, being GPCRs, activate signal transduction pathways via G proteins.
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		Answer


		The nuclear hormone receptor signalling pathway, where the intracellular receptor binds the ligand (for example, a steroid) and translocates to the nucleus, where it binds to hormone response elements (Figure 27).
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		Answer


		Src, which in its inactive state has an inhibitory phosphate on Tyr 527 (Section 1.6).
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/*
 * 
 * TableSorter 2.0 - Client-side table sorting with ease!
 * Version 2.0.3
 * @requires jQuery v1.2.3
 * 
 * Copyright (c) 2007 Christian Bach
 * Examples and docs at: http://tablesorter.com
 * Dual licensed under the MIT and GPL licenses:
 * http://www.opensource.org/licenses/mit-license.php
 * http://www.gnu.org/licenses/gpl.html
 * 
 */
/**
 *
 * @description Create a sortable table with multi-column sorting capabilitys
 * 
 * @example $('table').tablesorter();
 * @desc Create a simple tablesorter interface.
 *
 * @example $('table').tablesorter({ sortList:[[0,0],[1,0]] });
 * @desc Create a tablesorter interface and sort on the first and secound column in ascending order.
 * 
 * @example $('table').tablesorter({ headers: { 0: { sorter: false}, 1: {sorter: false} } });
 * @desc Create a tablesorter interface and disableing the first and secound column headers.
 * 
 * @example $('table').tablesorter({ 0: {sorter:"integer"}, 1: {sorter:"currency"} });
 * @desc Create a tablesorter interface and set a column parser for the first and secound column.
 * 
 * 
 * @param Object settings An object literal containing key/value pairs to provide optional settings.
 * 
 * @option String cssHeader (optional) 			A string of the class name to be appended to sortable tr elements in the thead of the table. 
 * 												Default value: "header"
 * 
 * @option String cssAsc (optional) 			A string of the class name to be appended to sortable tr elements in the thead on a ascending sort. 
 * 												Default value: "headerSortUp"
 * 
 * @option String cssDesc (optional) 			A string of the class name to be appended to sortable tr elements in the thead on a descending sort. 
 * 												Default value: "headerSortDown"
 * 
 * @option String sortInitialOrder (optional) 	A string of the inital sorting order can be asc or desc. 
 * 												Default value: "asc"
 * 
 * @option String sortMultisortKey (optional) 	A string of the multi-column sort key. 
 * 												Default value: "shiftKey"
 * 
 * @option String textExtraction (optional) 	A string of the text-extraction method to use. 
 * 												For complex html structures inside td cell set this option to "complex", 
 * 												on large tables the complex option can be slow. 
 * 												Default value: "simple"
 * 
 * @option Object headers (optional) 			An array containing the forces sorting rules. 
 * 												This option let's you specify a default sorting rule. 
 * 												Default value: null
 * 
 * @option Array sortList (optional) 			An array containing the forces sorting rules. 
 * 												This option let's you specify a default sorting rule. 
 * 												Default value: null
 * 
 * @option Array sortForce (optional) 			An array containing forced sorting rules. 
 * 												This option let's you specify a default sorting rule, which is prepended to user-selected rules.
 * 												Default value: null
 *  
  * @option Array sortAppend (optional) 			An array containing forced sorting rules. 
 * 												This option let's you specify a default sorting rule, which is appended to user-selected rules.
 * 												Default value: null
 * 
 * @option Boolean widthFixed (optional) 		Boolean flag indicating if tablesorter should apply fixed widths to the table columns.
 * 												This is usefull when using the pager companion plugin.
 * 												This options requires the dimension jquery plugin.
 * 												Default value: false
 *
 * @option Boolean cancelSelection (optional) 	Boolean flag indicating if tablesorter should cancel selection of the table headers text.
 * 												Default value: true
 *
 * @option Boolean debug (optional) 			Boolean flag indicating if tablesorter should display debuging information usefull for development.
 *
 * @type jQuery
 *
 * @name tablesorter
 * 
 * @cat Plugins/Tablesorter
 * 
 * @author Christian Bach/christian.bach@polyester.se
 */

(function($) {
	$.extend({
		tablesorter: new function() {
			
			var parsers = [], widgets = [];
			
			this.defaults = {
				cssHeader: "header",
				cssAsc: "headerSortUp",
				cssDesc: "headerSortDown",
				sortInitialOrder: "asc",
				sortMultiSortKey: "shiftKey",
				sortForce: null,
				sortAppend: null,
				textExtraction: "simple",
				parsers: {}, 
				widgets: [],		
				widgetZebra: {css: ["even","odd"]},
				headers: {},
				widthFixed: false,
				cancelSelection: true,
				sortList: [],
				headerList: [],
				dateFormat: "us",
				decimal: '.',
				debug: false
			};
			
			/* debuging utils */
			function benchmark(s,d) {
				log(s + "," + (new Date().getTime() - d.getTime()) + "ms");
			}
			
			this.benchmark = benchmark;
			
			function log(s) {
				if (typeof console != "undefined" && typeof console.debug != "undefined") {
					console.log(s);
				} else {
					alert(s);
				}
			}
						
			/* parsers utils */
			function buildParserCache(table,$headers) {
				
				if(table.config.debug) { var parsersDebug = ""; }
				
				var rows = table.tBodies[0].rows;
				
				if(table.tBodies[0].rows[0]) {

					var list = [], cells = rows[0].cells, l = cells.length;
					
					for (var i=0;i < l; i++) {
						var p = false;
						
						if($.metadata && ($($headers[i]).metadata() && $($headers[i]).metadata().sorter)  ) {
						
							p = getParserById($($headers[i]).metadata().sorter);	
						
						} else if((table.config.headers[i] && table.config.headers[i].sorter)) {
	
							p = getParserById(table.config.headers[i].sorter);
						}
						if(!p) {
							p = detectParserForColumn(table,cells[i]);
						}
	
						if(table.config.debug) { parsersDebug += "column:" + i + " parser:" +p.id + "\n"; }
	
						list.push(p);
					}
				}
				
				if(table.config.debug) { log(parsersDebug); }

				return list;
			};
			
			function detectParserForColumn(table,node) {
				var l = parsers.length;
				for(var i=1; i < l; i++) {
					if(parsers[i].is($.trim(getElementText(table.config,node)),table,node)) {
						return parsers[i];
					}
				}
				// 0 is always the generic parser (text)
				return parsers[0];
			}
			
			function getParserById(name) {
				var l = parsers.length;
				for(var i=0; i < l; i++) {
					if(parsers[i].id.toLowerCase() == name.toLowerCase()) {	
						return parsers[i];
					}
				}
				return false;
			}
			
			/* utils */
			function buildCache(table) {
				
				if(table.config.debug) { var cacheTime = new Date(); }
				
				
				var totalRows = (table.tBodies[0] && table.tBodies[0].rows.length) || 0,
					totalCells = (table.tBodies[0].rows[0] && table.tBodies[0].rows[0].cells.length) || 0,
					parsers = table.config.parsers, 
					cache = {row: [], normalized: []};
				
					for (var i=0;i < totalRows; ++i) {
					
						/** Add the table data to main data array */
						var c = table.tBodies[0].rows[i], cols = [];
					
						cache.row.push($(c));
						
						for(var j=0; j < totalCells; ++j) {
							cols.push(parsers[j].format(getElementText(table.config,c.cells[j]),table,c.cells[j]));	
						}
												
						cols.push(i); // add position for rowCache
						cache.normalized.push(cols);
						cols = null;
					};
				
				if(table.config.debug) { benchmark("Building cache for " + totalRows + " rows:", cacheTime); }
				
				return cache;
			};
			
			function getElementText(config,node) {
				
				if(!node) return "";
								
				var t = "";
				
				if(config.textExtraction == "simple") {
					if(node.childNodes[0] && node.childNodes[0].hasChildNodes()) {
						t = node.childNodes[0].innerHTML;
					} else {
						t = node.innerHTML;
					}
				} else {
					if(typeof(config.textExtraction) == "function") {
						t = config.textExtraction(node);
					} else { 
						t = $(node).text();
					}	
				}
				return t;
			}
			
			function appendToTable(table,cache) {
				
				if(table.config.debug) {var appendTime = new Date()}
				
				var c = cache, 
					r = c.row, 
					n= c.normalized, 
					totalRows = n.length, 
					checkCell = (n[0].length-1), 
					tableBody = $(table.tBodies[0]),
					rows = [];
				
				for (var i=0;i < totalRows; i++) {
					rows.push(r[n[i][checkCell]]);	
					if(!table.config.appender) {
						
						var o = r[n[i][checkCell]];
						var l = o.length;
						for(var j=0; j < l; j++) {
							
							tableBody[0].appendChild(o[j]);
						
						}
						
						//tableBody.append(r[n[i][checkCell]]);
					}
				}	
				
				if(table.config.appender) {
				
					table.config.appender(table,rows);	
				}
				
				rows = null;
				
				if(table.config.debug) { benchmark("Rebuilt table:", appendTime); }
								
				//apply table widgets
				applyWidget(table);
				
				// trigger sortend
				setTimeout(function() {
					$(table).trigger("sortEnd");	
				},0);
				
			};
			
			function buildHeaders(table) {
				
				if(table.config.debug) { var time = new Date(); }
				
				var meta = ($.metadata) ? true : false, tableHeadersRows = [];
			
				for(var i = 0; i < table.tHead.rows.length; i++) { tableHeadersRows[i]=0; };
				
				$tableHeaders = $("thead th",table);
		
				$tableHeaders.each(function(index) {
							
					this.count = 0;
					this.column = index;
					this.order = formatSortingOrder(table.config.sortInitialOrder);
					
					if(checkHeaderMetadata(this) || checkHeaderOptions(table,index)) this.sortDisabled = true;
					
					if(!this.sortDisabled) {
						$(this).addClass(table.config.cssHeader);
					}
					
					// add cell to headerList
					table.config.headerList[index]= this;
				});
				
				if(table.config.debug) { benchmark("Built headers:", time); log($tableHeaders); }
				
				return $tableHeaders;
				
			};
						
		   	function checkCellColSpan(table, rows, row) {
                var arr = [], r = table.tHead.rows, c = r[row].cells;
				
				for(var i=0; i < c.length; i++) {
					var cell = c[i];
					
					if ( cell.colSpan > 1) { 
						arr = arr.concat(checkCellColSpan(table, headerArr,row++));
					} else  {
						if(table.tHead.length == 1 || (cell.rowSpan > 1 || !r[row+1])) {
							arr.push(cell);
						}
						//headerArr[row] = (i+row);
					}
				}
				return arr;
			};
			
			function checkHeaderMetadata(cell) {
				if(($.metadata) && ($(cell).metadata().sorter === false)) { return true; };
				return false;
			}
			
			function checkHeaderOptions(table,i) {	
				if((table.config.headers[i]) && (table.config.headers[i].sorter === false)) { return true; };
				return false;
			}
			
			function applyWidget(table) {
				var c = table.config.widgets;
				var l = c.length;
				for(var i=0; i < l; i++) {
					
					getWidgetById(c[i]).format(table);
				}
				
			}
			
			function getWidgetById(name) {
				var l = widgets.length;
				for(var i=0; i < l; i++) {
					if(widgets[i].id.toLowerCase() == name.toLowerCase() ) {
						return widgets[i]; 
					}
				}
			};
			
			function formatSortingOrder(v) {
				
				if(typeof(v) != "Number") {
					i = (v.toLowerCase() == "desc") ? 1 : 0;
				} else {
					i = (v == (0 || 1)) ? v : 0;
				}
				return i;
			}
			
			function isValueInArray(v, a) {
				var l = a.length;
				for(var i=0; i < l; i++) {
					if(a[i][0] == v) {
						return true;	
					}
				}
				return false;
			}
				
			function setHeadersCss(table,$headers, list, css) {
				// remove all header information
				$headers.removeClass(css[0]).removeClass(css[1]);
				
				var h = [];
				$headers.each(function(offset) {
						if(!this.sortDisabled) {
							h[this.column] = $(this);					
						}
				});
				
				var l = list.length; 
				for(var i=0; i < l; i++) {
					h[list[i][0]].addClass(css[list[i][1]]);
				}
			}
			
			function fixColumnWidth(table,$headers) {
				var c = table.config;
				if(c.widthFixed) {
					var colgroup = $('<colgroup>');
					$("tr:first td",table.tBodies[0]).each(function() {
						colgroup.append($('<col>').css('width',$(this).width()));
					});
					$(table).prepend(colgroup);
				};
			}
			
			function updateHeaderSortCount(table,sortList) {
				var c = table.config, l = sortList.length;
				for(var i=0; i < l; i++) {
					var s = sortList[i], o = c.headerList[s[0]];
					o.count = s[1];
					o.count++;
				}
			}
			
			/* sorting methods */
			function multisort(table,sortList,cache) {
				
				if(table.config.debug) { var sortTime = new Date(); }
				
				var dynamicExp = "var sortWrapper = function(a,b) {", l = sortList.length;
					
				for(var i=0; i < l; i++) {
					
					var c = sortList[i][0];
					var order = sortList[i][1];
					var s = (getCachedSortType(table.config.parsers,c) == "text") ? ((order == 0) ? "sortText" : "sortTextDesc") : ((order == 0) ? "sortNumeric" : "sortNumericDesc");
					
					var e = "e" + i;
					
					dynamicExp += "var " + e + " = " + s + "(a[" + c + "],b[" + c + "]); ";
					dynamicExp += "if(" + e + ") { return " + e + "; } ";
					dynamicExp += "else { ";
				}
				
				// if value is the same keep orignal order	
				var orgOrderCol = cache.normalized[0].length - 1;
				dynamicExp += "return a[" + orgOrderCol + "]-b[" + orgOrderCol + "];";
						
				for(var i=0; i < l; i++) {
					dynamicExp += "}; ";
				}
				
				dynamicExp += "return 0; ";	
				dynamicExp += "}; ";	
				
				eval(dynamicExp);
				
				cache.normalized.sort(sortWrapper);
				
				if(table.config.debug) { benchmark("Sorting on " + sortList.toString() + " and dir " + order+ " time:", sortTime); }
				
				return cache;
			};
			
			function sortText(a,b) {
				return ((a < b) ? -1 : ((a > b) ? 1 : 0));
			};
			
			function sortTextDesc(a,b) {
				return ((b < a) ? -1 : ((b > a) ? 1 : 0));
			};	
			
	 		function sortNumeric(a,b) {
				return a-b;
			};
			
			function sortNumericDesc(a,b) {
				return b-a;
			};
			
			function getCachedSortType(parsers,i) {
				return parsers[i].type;
			};
			
			/* public methods */
			this.construct = function(settings) {

				return this.each(function() {
					
					if(!this.tHead || !this.tBodies) return;
					
					var $this, $document,$headers, cache, config, shiftDown = 0, sortOrder;
					
					this.config = {};
					
					config = $.extend(this.config, $.tablesorter.defaults, settings);
					
					// store common expression for speed					
					$this = $(this);
					
					// build headers
					$headers = buildHeaders(this);
					
					// try to auto detect column type, and store in tables config
					this.config.parsers = buildParserCache(this,$headers);
					
					
					// build the cache for the tbody cells
					cache = buildCache(this);
					
					// get the css class names, could be done else where.
					var sortCSS = [config.cssDesc,config.cssAsc];
					
					// fixate columns if the users supplies the fixedWidth option
					fixColumnWidth(this);
					
					// apply event handling to headers
					// this is to big, perhaps break it out?
					$headers.click(function(e) {
						
						$this.trigger("sortStart");
						
						var totalRows = ($this[0].tBodies[0] && $this[0].tBodies[0].rows.length) || 0;
						
						if(!this.sortDisabled && totalRows > 0) {
							
							
							// store exp, for speed
							var $cell = $(this);
	
							// get current column index
							var i = this.column;
							
							// get current column sort order
							this.order = this.count++ % 2;
							
							// user only whants to sort on one column
							if(!e[config.sortMultiSortKey]) {
								
								// flush the sort list
								config.sortList = [];
								
								if(config.sortForce != null) {
									var a = config.sortForce; 
									for(var j=0; j < a.length; j++) {
										if(a[j][0] != i) {
											config.sortList.push(a[j]);
										}
									}
								}
								
								// add column to sort list
								config.sortList.push([i,this.order]);
							
							// multi column sorting
							} else {
								// the user has clicked on an all ready sortet column.
								if(isValueInArray(i,config.sortList)) {	 
									
									// revers the sorting direction for all tables.
									for(var j=0; j < config.sortList.length; j++) {
										var s = config.sortList[j], o = config.headerList[s[0]];
										if(s[0] == i) {
											o.count = s[1];
											o.count++;
											s[1] = o.count % 2;
										}
									}	
								} else {
									// add column to sort list array
									config.sortList.push([i,this.order]);
								}
							};
							setTimeout(function() {
								//set css for headers
								setHeadersCss($this[0],$headers,config.sortList,sortCSS);
								appendToTable($this[0],multisort($this[0],config.sortList,cache));
							},1);
							// stop normal event by returning false
							return false;
						}
					// cancel selection	
					}).mousedown(function() {
						if(config.cancelSelection) {
							this.onselectstart = function() {return false};
							return false;
						}
					});
					
					// apply easy methods that trigger binded events
					$this.bind("update",function() {
						
						// rebuild parsers.
						this.config.parsers = buildParserCache(this,$headers);
						
						// rebuild the cache map
						cache = buildCache(this);
						
					}).bind("sorton",function(e,list) {
						
						$(this).trigger("sortStart");
						
						config.sortList = list;
						
						// update and store the sortlist
						var sortList = config.sortList;
						
						// update header count index
						updateHeaderSortCount(this,sortList);
						
						//set css for headers
						setHeadersCss(this,$headers,sortList,sortCSS);
						
						
						// sort the table and append it to the dom
						appendToTable(this,multisort(this,sortList,cache));

					}).bind("appendCache",function() {
						
						appendToTable(this,cache);
					
					}).bind("applyWidgetId",function(e,id) {
						
						getWidgetById(id).format(this);
						
					}).bind("applyWidgets",function() {
						// apply widgets
						applyWidget(this);
					});
					
					if($.metadata && ($(this).metadata() && $(this).metadata().sortlist)) {
						config.sortList = $(this).metadata().sortlist;
					}
					// if user has supplied a sort list to constructor.
					if(config.sortList.length > 0) {
						$this.trigger("sorton",[config.sortList]);	
					}
					
					// apply widgets
					applyWidget(this);
				});
			};
			
			this.addParser = function(parser) {
				var l = parsers.length, a = true;
				for(var i=0; i < l; i++) {
					if(parsers[i].id.toLowerCase() == parser.id.toLowerCase()) {
						a = false;
					}
				}
				if(a) { parsers.push(parser); };
			};
			
			this.addWidget = function(widget) {
				widgets.push(widget);
			};
			
			this.formatFloat = function(s) {
				var i = parseFloat(s);
				return (isNaN(i)) ? 0 : i;
			};
			this.formatInt = function(s) {
				var i = parseInt(s);
				return (isNaN(i)) ? 0 : i;
			};
			
			this.isDigit = function(s,config) {
				var DECIMAL = '\\' + config.decimal;
				var exp = '/(^[+]?0(' + DECIMAL +'0+)?$)|(^([-+]?[1-9][0-9]*)$)|(^([-+]?((0?|[1-9][0-9]*)' + DECIMAL +'(0*[1-9][0-9]*)))$)|(^[-+]?[1-9]+[0-9]*' + DECIMAL +'0+$)/';
				return RegExp(exp).test($.trim(s));
			};
			
			this.clearTableBody = function(table) {
				if($.browser.msie) {
					function empty() {
						while ( this.firstChild ) this.removeChild( this.firstChild );
					}
					empty.apply(table.tBodies[0]);
				} else {
					table.tBodies[0].innerHTML = "";
				}
			};
		}
	});
	
	// extend plugin scope
	$.fn.extend({
        tablesorter: $.tablesorter.construct
	});
	
	var ts = $.tablesorter;
	
	// add default parsers
	ts.addParser({
		id: "text",
		is: function(s) {
			return true;
		},
		format: function(s) {
			return $.trim(s.toLowerCase());
		},
		type: "text"
	});
	
	ts.addParser({
		id: "digit",
		is: function(s,table) {
			var c = table.config;
			return $.tablesorter.isDigit(s,c);
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s);
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "currency",
		is: function(s) {
			return /^[Â£$â�¬?.]/.test(s);
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s.replace(new RegExp(/[^0-9.]/g),""));
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "ipAddress",
		is: function(s) {
			return /^\d{2,3}[\.]\d{2,3}[\.]\d{2,3}[\.]\d{2,3}$/.test(s);
		},
		format: function(s) {
			var a = s.split("."), r = "", l = a.length;
			for(var i = 0; i < l; i++) {
				var item = a[i];
			   	if(item.length == 2) {
					r += "0" + item;
			   	} else {
					r += item;
			   	}
			}
			return $.tablesorter.formatFloat(r);
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "url",
		is: function(s) {
			return /^(https?|ftp|file):\/\/$/.test(s);
		},
		format: function(s) {
			return jQuery.trim(s.replace(new RegExp(/(https?|ftp|file):\/\//),''));
		},
		type: "text"
	});
	
	ts.addParser({
		id: "isoDate",
		is: function(s) {
			return /^\d{4}[\/-]\d{1,2}[\/-]\d{1,2}$/.test(s);
		},
		format: function(s) {
			return $.tablesorter.formatFloat((s != "") ? new Date(s.replace(new RegExp(/-/g),"/")).getTime() : "0");
		},
		type: "numeric"
	});
		
	ts.addParser({
		id: "percent",
		is: function(s) { 
			return /\%$/.test($.trim(s));
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s.replace(new RegExp(/%/g),""));
		},
		type: "numeric"
	});

	ts.addParser({
		id: "usLongDate",
		is: function(s) {
			return s.match(new RegExp(/^[A-Za-z]{3,10}\.? [0-9]{1,2}, ([0-9]{4}|'?[0-9]{2}) (([0-2]?[0-9]:[0-5][0-9])|([0-1]?[0-9]:[0-5][0-9]\s(AM|PM)))$/));
		},
		format: function(s) {
			return $.tablesorter.formatFloat(new Date(s).getTime());
		},
		type: "numeric"
	});

	ts.addParser({
		id: "shortDate",
		is: function(s) {
			return /\d{1,2}[\/\-]\d{1,2}[\/\-]\d{2,4}/.test(s);
		},
		format: function(s,table) {
			var c = table.config;
			s = s.replace(/\-/g,"/");
			if(c.dateFormat == "us") {
				// reformat the string in ISO format
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{4})/, "$3/$1/$2");
			} else if(c.dateFormat == "uk") {
				//reformat the string in ISO format
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{4})/, "$3/$2/$1");
			} else if(c.dateFormat == "dd/mm/yy" || c.dateFormat == "dd-mm-yy") {
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{2})/, "$1/$2/$3");	
			}
			return $.tablesorter.formatFloat(new Date(s).getTime());
		},
		type: "numeric"
	});

	ts.addParser({
	    id: "time",
	    is: function(s) {
	        return /^(([0-2]?[0-9]:[0-5][0-9])|([0-1]?[0-9]:[0-5][0-9]\s(am|pm)))$/.test(s);
	    },
	    format: function(s) {
	        return $.tablesorter.formatFloat(new Date("2000/01/01 " + s).getTime());
	    },
	  type: "numeric"
	});
	
	
	ts.addParser({
	    id: "metadata",
	    is: function(s) {
	        return false;
	    },
	    format: function(s,table,cell) {
			var c = table.config, p = (!c.parserMetadataName) ? 'sortValue' : c.parserMetadataName;
	        return $(cell).metadata()[p];
	    },
	  type: "numeric"
	});
	
	// add default widgets
	ts.addWidget({
		id: "zebra",
		format: function(table) {
			if(table.config.debug) { var time = new Date(); }
			$("tr:visible",table.tBodies[0])
	        .filter(':even')
	        .removeClass(table.config.widgetZebra.css[1]).addClass(table.config.widgetZebra.css[0])
	        .end().filter(':odd')
	        .removeClass(table.config.widgetZebra.css[0]).addClass(table.config.widgetZebra.css[1]);
			if(table.config.debug) { $.tablesorter.benchmark("Applying Zebra widget", time); }
		}
	});	
})(jQuery);
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		Answer


		The receptor and intracellular signalling molecule 1 are upstream; both intracellular signalling molecule 3 and the target proteins are downstream.
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		Answer


		The EGF receptor is an RTK (Figure 23b), which becomes activated by dimerization. By contrast with most other RTKs, the EGF receptor does not form homodimers.
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		Answer


		Muscarinic cholinergic receptors and adrenergic receptors.
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		Answer


		One way of modulating a protein's activity is by allosteric regulation, whereby binding of a small ligand induces a conformational change in the protein. Another way is by addition of a negatively charged phosphate group, either by phosphorylation of an amino acid residue by a protein kinase or by binding of a GTP molecule instead of a GDP (G proteins).
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		Answer


		Signalling molecules that can readily diffuse through the cell membrane. These include lipid-soluble compounds such as steroid hormones, and small diffusible molecules such as NO.
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		Answer


		ATP is used in phosphorylation reactions, as an energy currency and as a building block for nucleic acid synthesis. ATP is only one example by which localization and compartmentalization enables the same molecule to be used effectively for diverse purposes. You will encounter other examples later in this chapter.
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		Answer


		IP3 is hydrophilic and lacks the hydrophobic fatty acyl chains that anchor inositol phospholipids in the plasma membrane.
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		Answer


		By virtue of its catalytic activity, PI 3-kinase generates PI(3,4)P2 and PI(3,4,5)P3, which serve as plasma membrane docking sites for PH-containing proteins.
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		Table 2 The major membrane protein targets of trimeric G proteins*


		
			
				
							Target effector protein
							G protein subunit type
							Interfering toxin†
				


			
			
				
							ion channels
							regulated by Gα
						s, Gα
						i, Gα
						0 and βγ (for example, Gα
						i and Gα
						0 coupled to muscarinic ACh receptor activates K
							+
						channels)
							
				


				
							adenylyl cyclase
							activated by Gα
						s
					
							cholera toxin
				


				
							
							inhibited by Gα
						i
					
							pertussis toxin
				


				
							cGMP phosphodiesterase
							activated by Gα
						t (transducin) in Photoreceptors
							
				


				
							phospholipase C-β
							activated by Gα
						q and Gα
						0
					
							
				


				
							phospholipaseA2
					
							activated by a βγ ? complex
							
				


				
							PI 3-kinase
							activated by a βγ ? complex
							
				


				
							small GTPases
							Gα
						12/13
					
							
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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		Answer


		Calmodulin is allosterically regulated by Ca2+ ions 
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OEBPS/js/jquery.columnmanager.js
/*

 * jQuery columnManager plugin

 * Version: 0.2.5

 *

 * Copyright (c) 2007 Roman Weich

 * http://p.sohei.org

 *

 * Dual licensed under the MIT and GPL licenses 

 * (This means that you can choose the license that best suits your project, and use it accordingly):

 *   http://www.opensource.org/licenses/mit-license.php

 *   http://www.gnu.org/licenses/gpl.html

 *

 * Changelog: 

 * v 0.2.5 - 2008-01-17

 *	-change: added options "show" and "hide". with these functions the user can control the way to show or hide the cells

 *	-change: added $.fn.showColumns() and $.fn.hideColumns which allows to explicitely show or hide any given number of columns

 * v 0.2.4 - 2007-12-02

 *	-fix: a problem with the on/off css classes when manually toggling columns which were not in the column header list

 *	-fix: an error in the createColumnHeaderList function incorectly resetting the visibility state of the columns

 *	-change: restructured some of the code

 * v 0.2.3 - 2007-12-02

 *	-change: when a column header has no text but some html markup as content, the markup is used in the column header list instead of "undefined"

 * v 0.2.2 - 2007-11-27

 *	-change: added the ablity to change the on and off CSS classes in the column header list through $().toggleColumns()

 *	-change: to avoid conflicts with other plugins, the table-referencing data in the column header list is now stored as an expando and not in the class name as before

 * v 0.2.1 - 2007-08-14

 *	-fix: handling of colspans didn't work properly for the very first spanning column

 *	-change: altered the cookie handling routines for easier management

 * v 0.2.0 - 2007-04-14

 *	-change: supports tables with colspanned and rowspanned cells now

 * v 0.1.4 - 2007-04-11

 *	-change: added onToggle option to specify a custom callback function for the toggling over the column header list

 * v 0.1.3 - 2007-04-05

 *	-fix: bug when saving the value in a cookie

 *	-change: toggleColumns takes a number or an array of numbers as argument now

 * v 0.1.2 - 2007-04-02

 * 	-change: added jsDoc style documentation and examples

 * 	-change: the column index passed to toggleColumns() starts at 1 now (conforming to the values passed in the hideInList and colsHidden options)

 * v 0.1.1 - 2007-03-30

 * 	-change: changed hideInList and colsHidden options to hold integer values for the column indexes to be affected

 *	-change: made the toggleColumns function accessible through the jquery object, to toggle the state without the need for the column header list

 *	-fix: error when not finding the passed listTargetID in the dom

 * v 0.1.0 - 2007-03-27

 */



(function($) 

{

	var defaults = {

		listTargetID : null,

		onClass : '',

		offClass : '',

		hideInList: [],

		colsHidden: [],

		saveState: false,

		onToggle: null,

		show: function(cell){

			showCell(cell);

		},

		hide: function(cell){

			hideCell(cell);

		}

	};

	

	var idCount = 0;

	var cookieName = 'columnManagerC';



	/**

	 * Saves the current state for the table in a cookie.

	 * @param {element} table	The table for which to save the current state.

	 */

	var saveCurrentValue = function(table)

	{

		var val = '', i = 0, colsVisible = table.cMColsVisible;

		if ( table.cMSaveState && table.id && colsVisible && $.cookie )

		{

			for ( ; i < colsVisible.length; i++ )

			{

				val += ( colsVisible[i] == false ) ? 0 : 1;

			}

			$.cookie(cookieName + table.id, val, {expires: 9999});

		}

	};

	

	/**

	 * Hides a cell.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to hide.

	 */

	var hideCell = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			(hideCell = function(c)

			{

				c.style.setAttribute('display', 'none');

			})(cell);

		}

		else

		{

			(hideCell = function(c)

			{

				c.style.display = 'none';

			})(cell);

		}

	};



	/**

	 * Makes a cell visible again.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to show.

	 */

	var showCell = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			(showCell = function(c)

			{

				c.style.setAttribute('display', 'block');

			})(cell);

		}

		else

		{

			(showCell = function(c)

			{

				c.style.display = 'table-cell';

			})(cell);

		}

	};



	/**

	 * Returns the visible state of a cell.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to test.

	 */

	var cellVisible = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			return (cellVisible = function(c)

			{

				return c.style.getAttribute('display') != 'none';

			})(cell);

		}

		else

		{

			return (cellVisible = function(c)

			{

				return c.style.display != 'none';

			})(cell);

		}

	};



	/**

	 * Returns the cell element which has the passed column index value.

	 * @param {element} table	The table element.

	 * @param {array} cells		The cells to loop through.

	 * @param {integer} col	The column index to look for.

	 */

	var getCell = function(table, cells, col)

	{

		for ( var i = 0; i < cells.length; i++ )

		{

			if ( cells[i].realIndex === undefined ) //the test is here, because rows/cells could get added after the first run

			{

				fixCellIndexes(table);

			}

			if ( cells[i].realIndex == col )

			{

				return cells[i];

			}

		}

		return null;

	};



	/**

	 * Calculates the actual cellIndex value of all cells in the table and stores it in the realCell property of each cell.

	 * Thats done because the cellIndex value isn't correct when colspans or rowspans are used.

	 * Originally created by Matt Kruse for his table library - Big Thanks! (see http://www.javascripttoolbox.com/)

	 * @param {element} table	The table element.

	 */

	var fixCellIndexes = function(table) 

	{

		var rows = table.rows;

		var len = rows.length;

		var matrix = [];

		for ( var i = 0; i < len; i++ )

		{

			var cells = rows[i].cells;

			var clen = cells.length;

			for ( var j = 0; j < clen; j++ )

			{

				var c = cells[j];

				var rowSpan = c.rowSpan || 1;

				var colSpan = c.colSpan || 1;

				var firstAvailCol = -1;

				if ( !matrix[i] )

				{ 

					matrix[i] = []; 

				}

				var m = matrix[i];

				// Find first available column in the first row

				while ( m[++firstAvailCol] ) {}

				c.realIndex = firstAvailCol;

				for ( var k = i; k < i + rowSpan; k++ )

				{

					if ( !matrix[k] )

					{ 

						matrix[k] = []; 

					}

					var matrixrow = matrix[k];

					for ( var l = firstAvailCol; l < firstAvailCol + colSpan; l++ )

					{

						matrixrow[l] = 1;

					}

				}

			}

		}

	};

	

	/**

	 * Manages the column display state for a table.

	 *

	 * Features:

	 * Saves the state and recreates it on the next visit of the site (requires cookie-plugin).

	 * Extracts all headers and builds an unordered(<UL>) list out of them, where clicking an list element will show/hide the matching column.

	 *

	 * @param {map} options		An object for optional settings (options described below).

	 *

	 * @option {string} listTargetID	The ID attribute of the element the column header list will be added to.

	 *						Default value: null

	 * @option {string} onClass		A CSS class that is used on the items in the column header list, for which the column state is visible 

	 *						Works only with listTargetID set!

	 *						Default value: ''

	 * @option {string} offClass		A CSS class that is used on the items in the column header list, for which the column state is hidden.

	 *						Works only with listTargetID set!

	 *						Default value: ''

	 * @option {array} hideInList	An array of numbers. Each column with the matching column index won't be displayed in the column header list.

	 *						Index starting at 1!

	 *						Default value: [] (all columns will be included in the list)

	 * @option {array} colsHidden	An array of numbers. Each column with the matching column index will get hidden by default.

	 *						The value is overwritten when saveState is true and a cookie is set for this table.

	 *						Index starting at 1!

	 *						Default value: []

	 * @option {boolean} saveState	Save a cookie with the sate information of each column.

	 *						Requires jQuery cookie plugin.

	 *						Default value: false

	 * @option {function} onToggle	Callback function which is triggered when the visibility state of a column was toggled through the column header list.

	 *						The passed parameters are: the column index(integer) and the visibility state(boolean).

	 *						Default value: null

	 *

	 * @option {function} show		Function which is called to show a table cell.

	 *						The passed parameters are: the table cell (DOM-element).

	 *						Default value: a functions which simply sets the display-style to block (visible)

	 *

	 * @option {function} hide		Function which is called to hide a table cell.

	 *						The passed parameters are: the table cell (DOM-element).

	 *						Default value: a functions which simply sets the display-style to none (invisible)

	 *

	 * @example $('#table').columnManager([listTargetID: "target", onClass: "on", offClass: "off"]);

	 * @desc Creates the column header list in the element with the ID attribute "target" and sets the CSS classes for the visible("on") and hidden("off") states.

	 *

	 * @example $('#table').columnManager([listTargetID: "target", hideInList: [1, 4]]);

	 * @desc Creates the column header list in the element with the ID attribute "target" but without the first and fourth column.

	 *

	 * @example $('#table').columnManager([listTargetID: "target", colsHidden: [1, 4]]);

	 * @desc Creates the column header list in the element with the ID attribute "target" and hides the first and fourth column by default.

	 *

	 * @example $('#table').columnManager([saveState: true]);

	 * @desc Enables the saving of visibility informations for the columns. Does not create a column header list! Toggle the columns visiblity through $('selector').toggleColumns().

	 *

	 * @type jQuery

	 *

	 * @name columnManager

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.columnManager = function(options)

	{

		var settings = $.extend({}, defaults, options);



		/**

		 * Creates the column header list.

		 * @param {element} table	The table element for which to create the list.

		 */

		var createColumnHeaderList = function(table)

		{

			if ( !settings.listTargetID )

			{

				return;

			}

			var $target = $('#' + settings.listTargetID);

			if ( !$target.length )

			{

				return;

			}

			//select headrow - when there is no thead-element, use the first row in the table

			var headRow = null;

			if ( table.tHead && table.tHead.length )

			{

				headRow = table.tHead.rows[0];

			}

			else if ( table.rows.length )

			{

				headRow = table.rows[0];

			}

			else

			{

				return; //no header - nothing to do

			}

			var cells = headRow.cells;

			if ( !cells.length )

			{

				return; //no header - nothing to do

			}

			//create list in target element

			var $list = null;

			if ( $target.get(0).nodeName.toUpperCase() == 'UL' )

			{

				$list = $target;

			}

			else

			{

				$list = $('<ul></ul>');

				$target.append($list);

			}

			var colsVisible = table.cMColsVisible;

			//create list elements from headers

			for ( var i = 0; i < cells.length; i++ )

			{

				if ( $.inArray(i + 1, settings.hideInList) >= 0 )

				{

					continue;

				}

				colsVisible[i] = ( colsVisible[i] !== undefined ) ? colsVisible[i] : true;

				var text = $(cells[i]).text(), 

					addClass;

				if ( !text.length )

				{

					text = $(cells[i]).html();

					if ( !text.length ) //still nothing?

					{

						text = 'No label'; // GNS - was: 'undefined'

					}

				}

				if ( colsVisible[i] && settings.onClass )

				{

					addClass = settings.onClass;

				}

				else if ( !colsVisible[i] && settings.offClass )

				{

					addClass = settings.offClass;

				}

				var $li = $('<li class="' + addClass + '">' + text + '</li>').click(toggleClick);

				$li[0].cmData = {id: table.id, col: i};

				$list.append($li);

			}

			table.cMColsVisible = colsVisible;

		};



		/**

		 * called when an item in the column header list is clicked

		 */

		var toggleClick = function()

		{

			//get table id and column name

			var data = this.cmData;

			if ( data && data.id && data.col >= 0 )

			{

				var colNum = data.col, 

					$table = $('#' + data.id);

				if ( $table.length )

				{

					$table.toggleColumns([colNum + 1], settings);

					//set the appropriate classes to the column header list

					var colsVisible = $table.get(0).cMColsVisible;

					if ( settings.onToggle )

					{

						settings.onToggle.apply($table.get(0), [colNum + 1, colsVisible[colNum]]);

					}

				}

			}

		};



		/**

		 * Reads the saved state from the cookie.

		 * @param {string} tableID	The ID attribute from the table.

		 */

		var getSavedValue = function(tableID)

		{

			var val = $.cookie(cookieName + tableID);

			if ( val )

			{

				var ar = val.split('');

				for ( var i = 0; i < ar.length; i++ )

				{

					ar[i] &= 1;

				}

				return ar;

			}

			return false;

		};



        return this.each(function()

        {

			this.id = this.id || 'jQcM0O' + idCount++; //we need an id for the column header list stuff

			var i, 

				colsHide = [], 

				colsVisible = [];

			//fix cellIndex values

			fixCellIndexes(this);

			//some columns hidden by default?

			if ( settings.colsHidden.length )

			{

				for ( i = 0; i < settings.colsHidden.length; i++ )

				{

					colsVisible[settings.colsHidden[i] - 1] = true;

					colsHide[settings.colsHidden[i] - 1] = true;

				}

			}

			//get saved state - and overwrite defaults

			if ( settings.saveState )

			{

				var colsSaved = getSavedValue(this.id);

				if ( colsSaved && colsSaved.length )

				{

					for ( i = 0; i < colsSaved.length; i++ )

					{

						colsVisible[i] = true;

						colsHide[i] = !colsSaved[i];

					}

				}

				this.cMSaveState = true;

			}

			//assign initial colsVisible var to the table (needed for toggling and saving the state)

			this.cMColsVisible = colsVisible;

			//something to hide already?

			if ( colsHide.length )

			{

				var a = [];

				for ( i = 0; i < colsHide.length; i++ )

				{

					if ( colsHide[i] )

					{

						a[a.length] = i + 1;

					}

				}

				if ( a.length )

				{

					$(this).toggleColumns(a);

				}

			}

			//create column header list

			createColumnHeaderList(this);

        }); 

	};



	/**

	 * Shows or hides table columns.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. The display state(visible/hidden) for each column with the matching column index will get toggled.

	 *							Column index starts at 1! (see the example)

	 *

	 * @param {map} options		An object for optional settings to handle the on and off CSS classes in the column header list (options described below).

	 * @option {string} listTargetID	The ID attribute of the element with the column header.

	 * @option {string} onClass		A CSS class that is used on the items in the column header list, for which the column state is visible 

	 * @option {string} offClass		A CSS class that is used on the items in the column header list, for which the column state is hidden.

	 * @option {function} show		Function which is called to show a table cell.

	 * @option {function} hide		Function which is called to hide a table cell.

	 *

	 * @example $('#table').toggleColumns([2, 4], {hide: function(cell) { $(cell).fadeOut("slow"); }});

	 * @before <table id="table">

	 *   			<thead>

	 *   				<th>one</th

	 *   				<th>two</th

	 *   				<th>three</th

	 *   				<th>four</th

	 *   			</thead>

	 * 		   </table>

	 * @desc Toggles the visible state for the columns "two" and "four". Use custom function to fade the cell out when hiding it.

	 *

	 * @example $('#table').toggleColumns(3, {listTargetID: 'theID', onClass: 'vis'});

	 * @before <table id="table">

	 *   			<thead>

	 *   				<th>one</th

	 *   				<th>two</th

	 *   				<th>three</th

	 *   				<th>four</th

	 *   			</thead>

	 * 		   </table>

	 * @desc Toggles the visible state for column "three" and sets or removes the CSS class 'vis' to the appropriate column header according to the visibility of the column.

	 *

	 * @type jQuery

	 *

	 * @name toggleColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.toggleColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i, toggle, di, 

				rows = this.rows, 

				colsVisible = this.cMColsVisible;



			if ( !columns )

				return;



			if ( columns.constructor == Number )

				columns = [columns];



			if ( !colsVisible )

				colsVisible = this.cMColsVisible = [];



			//go through all rows in the table and hide the cells

			for ( i = 0; i < rows.length; i++ )

			{

				var cells = rows[i].cells;

				for ( var k = 0; k < columns.length; k++ )

				{

					var col = columns[k] - 1;

					if ( col >= 0 )

					{

						//find the cell with the correct index

						var c = getCell(this, cells, col);

						//cell not found - maybe a previous one has a colspan? - search it!

						if ( !c )

						{

							var cco = col;

							while ( cco > 0 && !(c = getCell(this, cells, --cco)) ) {} //find the previous cell

							if ( !c )

							{

								continue;

							}

						}

						//set toggle direction

						if ( colsVisible[col] == undefined )//not initialized yet

						{

							colsVisible[col] = true;

						}

						if ( colsVisible[col] )

						{

							toggle = cmo && cmo.hide ? cmo.hide : hideCell;

							di = -1;

						}

						else

						{

							toggle = cmo && cmo.show ? cmo.show : showCell;

							di = 1;

						}

						if ( !c.chSpan )

						{

							c.chSpan = 0;

						}

						//the cell has a colspan - so dont show/hide - just change the colspan

						if ( c.colSpan > 1 || (di == 1 && c.chSpan && cellVisible(c)) )

						{

							//is the colspan even reaching this cell? if not we have a rowspan -> nothing to do

							if ( c.realIndex + c.colSpan + c.chSpan - 1 < col )

							{

								continue;

							}

							c.colSpan += di;

							c.chSpan += di * -1;

						}

						else if ( c.realIndex + c.chSpan < col )//a previous cell was found, but doesn't affect this one (rowspan)

						{

							continue;

						}

						else //toggle cell

						{

							toggle(c);

						}

					}

				}

			}

			//set the colsVisible var

			for ( i = 0; i < columns.length; i++ )

			{

				this.cMColsVisible[columns[i] - 1] = !colsVisible[columns[i] - 1];

				//set the appropriate classes to the column header list, if the options have been passed

				if ( cmo && cmo.listTargetID && ( cmo.onClass || cmo.offClass ) )

				{

					var onC = cmo.onClass, offC = cmo.offClass, $li;

					if ( colsVisible[columns[i] - 1] )

					{

						onC = offC;

						offC = cmo.onClass;

					}

					$li = $("#" + cmo.listTargetID + " li").filter(function(){return this.cmData && this.cmData.col == columns[i] - 1;});

					if ( onC )

					{

						$li.removeClass(onC);

					}

					if ( offC )

					{

						$li.addClass(offC);

					}

				}

			}

			saveCurrentValue(this);

		});

	};



	/**

	 * Shows all table columns.

	 * When columns are passed through the parameter only the passed ones become visible.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. Each column with the matching column index will become visible.

	 *							Column index starts at 1!

	 *

	 * @param {map} options		An object for optional settings which will get passed to $().toggleColumns().

	 *

	 * @example $('#table').showColumns();

	 * @desc Sets the visibility state of all hidden columns to visible.

	 *

	 * @example $('#table').showColumns(3);

	 * @desc Show column number three.

	 *

	 * @type jQuery

	 *

	 * @name showColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.showColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i,

				cols = [],

				cV = this.cMColsVisible;

			if ( cV )

			{

				if ( columns && columns.constructor == Number ) 

					columns = [columns];



				for ( i = 0; i < cV.length; i++ )

				{

					//if there were no columns passed, show all - or else show only the columns the user wants to see

					if ( !cV[i] && (!columns || $.inArray(i + 1, columns) > -1) )

						cols.push(i + 1);

				}

				

				$(this).toggleColumns(cols, cmo);

			}

		});

	};



	/**

	 * Hides table columns.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. Each column with the matching column index will get hidden.

	 *							Column index starts at 1!

	 *

	 * @param {map} options		An object for optional settings which will get passed to $().toggleColumns().

	 *

	 * @example $('#table').hideColumns(3);

	 * @desc Hide column number three.

	 *

	 * @type jQuery

	 *

	 * @name hideColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.hideColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i,

				cols = columns,

				cV = this.cMColsVisible;

			if ( cV )

			{

				if ( columns.constructor == Number ) 

					columns = [columns];

				cols = [];



				for ( i = 0; i < columns.length; i++ )

				{

					if ( cV[columns[i] - 1] || cV[columns[i] - 1] == undefined )

						cols.push(columns[i]);

				}

				

			}

			$(this).toggleColumns(cols, cmo);

		});

	};

})(jQuery);
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/*!
 * jQuery JavaScript Library v1.4.2
 * http://jquery.com/
 *
 * Copyright 2010, John Resig
 * Dual licensed under the MIT or GPL Version 2 licenses.
 * http://jquery.org/license
 *
 * Includes Sizzle.js
 * http://sizzlejs.com/
 * Copyright 2010, The Dojo Foundation
 * Released under the MIT, BSD, and GPL Licenses.
 *
 * Date: Sat Feb 13 22:33:48 2010 -0500
 */
(function( window, undefined ) {

// Define a local copy of jQuery
var jQuery = function( selector, context ) {
		// The jQuery object is actually just the init constructor 'enhanced'
		return new jQuery.fn.init( selector, context );
	},

	// Map over jQuery in case of overwrite
	_jQuery = window.jQuery,

	// Map over the $ in case of overwrite
	_$ = window.$,

	// Use the correct document accordingly with window argument (sandbox)
	document = window.document,

	// A central reference to the root jQuery(document)
	rootjQuery,

	// A simple way to check for HTML strings or ID strings
	// (both of which we optimize for)
	quickExpr = /^[^<]*(<[\w\W]+>)[^>]*$|^#([\w-]+)$/,

	// Is it a simple selector
	isSimple = /^.[^:#\[\.,]*$/,

	// Check if a string has a non-whitespace character in it
	rnotwhite = /\S/,

	// Used for trimming whitespace
	rtrim = /^(\s|\u00A0)+|(\s|\u00A0)+$/g,

	// Match a standalone tag
	rsingleTag = /^<(\w+)\s*\/?>(?:<\/\1>)?$/,

	// Keep a UserAgent string for use with jQuery.browser
	userAgent = navigator.userAgent,

	// For matching the engine and version of the browser
	browserMatch,
	
	// Has the ready events already been bound?
	readyBound = false,
	
	// The functions to execute on DOM ready
	readyList = [],

	// The ready event handler
	DOMContentLoaded,

	// Save a reference to some core methods
	toString = Object.prototype.toString,
	hasOwnProperty = Object.prototype.hasOwnProperty,
	push = Array.prototype.push,
	slice = Array.prototype.slice,
	indexOf = Array.prototype.indexOf;

jQuery.fn = jQuery.prototype = {
	init: function( selector, context ) {
		var match, elem, ret, doc;

		// Handle $(""), $(null), or $(undefined)
		if ( !selector ) {
			return this;
		}

		// Handle $(DOMElement)
		if ( selector.nodeType ) {
			this.context = this[0] = selector;
			this.length = 1;
			return this;
		}
		
		// The body element only exists once, optimize finding it
		if ( selector === "body" && !context ) {
			this.context = document;
			this[0] = document.body;
			this.selector = "body";
			this.length = 1;
			return this;
		}

		// Handle HTML strings
		if ( typeof selector === "string" ) {
			// Are we dealing with HTML string or an ID?
			match = quickExpr.exec( selector );

			// Verify a match, and that no context was specified for #id
			if ( match && (match[1] || !context) ) {

				// HANDLE: $(html) -> $(array)
				if ( match[1] ) {
					doc = (context ? context.ownerDocument || context : document);

					// If a single string is passed in and it's a single tag
					// just do a createElement and skip the rest
					ret = rsingleTag.exec( selector );

					if ( ret ) {
						if ( jQuery.isPlainObject( context ) ) {
							selector = [ document.createElement( ret[1] ) ];
							jQuery.fn.attr.call( selector, context, true );

						} else {
							selector = [ doc.createElement( ret[1] ) ];
						}

					} else {
						ret = buildFragment( [ match[1] ], [ doc ] );
						selector = (ret.cacheable ? ret.fragment.cloneNode(true) : ret.fragment).childNodes;
					}
					
					return jQuery.merge( this, selector );
					
				// HANDLE: $("#id")
				} else {
					elem = document.getElementById( match[2] );

					if ( elem ) {
						// Handle the case where IE and Opera return items
						// by name instead of ID
						if ( elem.id !== match[2] ) {
							return rootjQuery.find( selector );
						}

						// Otherwise, we inject the element directly into the jQuery object
						this.length = 1;
						this[0] = elem;
					}

					this.context = document;
					this.selector = selector;
					return this;
				}

			// HANDLE: $("TAG")
			} else if ( !context && /^\w+$/.test( selector ) ) {
				this.selector = selector;
				this.context = document;
				selector = document.getElementsByTagName( selector );
				return jQuery.merge( this, selector );

			// HANDLE: $(expr, $(...))
			} else if ( !context || context.jquery ) {
				return (context || rootjQuery).find( selector );

			// HANDLE: $(expr, context)
			// (which is just equivalent to: $(context).find(expr)
			} else {
				return jQuery( context ).find( selector );
			}

		// HANDLE: $(function)
		// Shortcut for document ready
		} else if ( jQuery.isFunction( selector ) ) {
			return rootjQuery.ready( selector );
		}

		if (selector.selector !== undefined) {
			this.selector = selector.selector;
			this.context = selector.context;
		}

		return jQuery.makeArray( selector, this );
	},

	// Start with an empty selector
	selector: "",

	// The current version of jQuery being used
	jquery: "1.4.2",

	// The default length of a jQuery object is 0
	length: 0,

	// The number of elements contained in the matched element set
	size: function() {
		return this.length;
	},

	toArray: function() {
		return slice.call( this, 0 );
	},

	// Get the Nth element in the matched element set OR
	// Get the whole matched element set as a clean array
	get: function( num ) {
		return num == null ?

			// Return a 'clean' array
			this.toArray() :

			// Return just the object
			( num < 0 ? this.slice(num)[ 0 ] : this[ num ] );
	},

	// Take an array of elements and push it onto the stack
	// (returning the new matched element set)
	pushStack: function( elems, name, selector ) {
		// Build a new jQuery matched element set
		var ret = jQuery();

		if ( jQuery.isArray( elems ) ) {
			push.apply( ret, elems );
		
		} else {
			jQuery.merge( ret, elems );
		}

		// Add the old object onto the stack (as a reference)
		ret.prevObject = this;

		ret.context = this.context;

		if ( name === "find" ) {
			ret.selector = this.selector + (this.selector ? " " : "") + selector;
		} else if ( name ) {
			ret.selector = this.selector + "." + name + "(" + selector + ")";
		}

		// Return the newly-formed element set
		return ret;
	},

	// Execute a callback for every element in the matched set.
	// (You can seed the arguments with an array of args, but this is
	// only used internally.)
	each: function( callback, args ) {
		return jQuery.each( this, callback, args );
	},
	
	ready: function( fn ) {
		// Attach the listeners
		jQuery.bindReady();

		// If the DOM is already ready
		if ( jQuery.isReady ) {
			// Execute the function immediately
			fn.call( document, jQuery );

		// Otherwise, remember the function for later
		} else if ( readyList ) {
			// Add the function to the wait list
			readyList.push( fn );
		}

		return this;
	},
	
	eq: function( i ) {
		return i === -1 ?
			this.slice( i ) :
			this.slice( i, +i + 1 );
	},

	first: function() {
		return this.eq( 0 );
	},

	last: function() {
		return this.eq( -1 );
	},

	slice: function() {
		return this.pushStack( slice.apply( this, arguments ),
			"slice", slice.call(arguments).join(",") );
	},

	map: function( callback ) {
		return this.pushStack( jQuery.map(this, function( elem, i ) {
			return callback.call( elem, i, elem );
		}));
	},
	
	end: function() {
		return this.prevObject || jQuery(null);
	},

	// For internal use only.
	// Behaves like an Array's method, not like a jQuery method.
	push: push,
	sort: [].sort,
	splice: [].splice
};

// Give the init function the jQuery prototype for later instantiation
jQuery.fn.init.prototype = jQuery.fn;

jQuery.extend = jQuery.fn.extend = function() {
	// copy reference to target object
	var target = arguments[0] || {}, i = 1, length = arguments.length, deep = false, options, name, src, copy;

	// Handle a deep copy situation
	if ( typeof target === "boolean" ) {
		deep = target;
		target = arguments[1] || {};
		// skip the boolean and the target
		i = 2;
	}

	// Handle case when target is a string or something (possible in deep copy)
	if ( typeof target !== "object" && !jQuery.isFunction(target) ) {
		target = {};
	}

	// extend jQuery itself if only one argument is passed
	if ( length === i ) {
		target = this;
		--i;
	}

	for ( ; i < length; i++ ) {
		// Only deal with non-null/undefined values
		if ( (options = arguments[ i ]) != null ) {
			// Extend the base object
			for ( name in options ) {
				src = target[ name ];
				copy = options[ name ];

				// Prevent never-ending loop
				if ( target === copy ) {
					continue;
				}

				// Recurse if we're merging object literal values or arrays
				if ( deep && copy && ( jQuery.isPlainObject(copy) || jQuery.isArray(copy) ) ) {
					var clone = src && ( jQuery.isPlainObject(src) || jQuery.isArray(src) ) ? src
						: jQuery.isArray(copy) ? [] : {};

					// Never move original objects, clone them
					target[ name ] = jQuery.extend( deep, clone, copy );

				// Don't bring in undefined values
				} else if ( copy !== undefined ) {
					target[ name ] = copy;
				}
			}
		}
	}

	// Return the modified object
	return target;
};

jQuery.extend({
	noConflict: function( deep ) {
		window.$ = _$;

		if ( deep ) {
			window.jQuery = _jQuery;
		}

		return jQuery;
	},
	
	// Is the DOM ready to be used? Set to true once it occurs.
	isReady: false,
	
	// Handle when the DOM is ready
	ready: function() {
		// Make sure that the DOM is not already loaded
		if ( !jQuery.isReady ) {
			// Make sure body exists, at least, in case IE gets a little overzealous (ticket #5443).
			if ( !document.body ) {
				return setTimeout( jQuery.ready, 13 );
			}

			// Remember that the DOM is ready
			jQuery.isReady = true;

			// If there are functions bound, to execute
			if ( readyList ) {
				// Execute all of them
				var fn, i = 0;
				while ( (fn = readyList[ i++ ]) ) {
					fn.call( document, jQuery );
				}

				// Reset the list of functions
				readyList = null;
			}

			// Trigger any bound ready events
			if ( jQuery.fn.triggerHandler ) {
				jQuery( document ).triggerHandler( "ready" );
			}
		}
	},
	
	bindReady: function() {
		if ( readyBound ) {
			return;
		}

		readyBound = true;

		// Catch cases where $(document).ready() is called after the
		// browser event has already occurred.
		if ( document.readyState === "complete" ) {
			return jQuery.ready();
		}

		// Mozilla, Opera and webkit nightlies currently support this event
		if ( document.addEventListener ) {
			// Use the handy event callback
			document.addEventListener( "DOMContentLoaded", DOMContentLoaded, false );
			
			// A fallback to window.onload, that will always work
			window.addEventListener( "load", jQuery.ready, false );

		// If IE event model is used
		} else if ( document.attachEvent ) {
			// ensure firing before onload,
			// maybe late but safe also for iframes
			document.attachEvent("onreadystatechange", DOMContentLoaded);
			
			// A fallback to window.onload, that will always work
			window.attachEvent( "onload", jQuery.ready );

			// If IE and not a frame
			// continually check to see if the document is ready
			var toplevel = false;

			try {
				toplevel = window.frameElement == null;
			} catch(e) {}

			if ( document.documentElement.doScroll && toplevel ) {
				doScrollCheck();
			}
		}
	},

	// See test/unit/core.js for details concerning isFunction.
	// Since version 1.3, DOM methods and functions like alert
	// aren't supported. They return false on IE (#2968).
	isFunction: function( obj ) {
		return toString.call(obj) === "[object Function]";
	},

	isArray: function( obj ) {
		return toString.call(obj) === "[object Array]";
	},

	isPlainObject: function( obj ) {
		// Must be an Object.
		// Because of IE, we also have to check the presence of the constructor property.
		// Make sure that DOM nodes and window objects don't pass through, as well
		if ( !obj || toString.call(obj) !== "[object Object]" || obj.nodeType || obj.setInterval ) {
			return false;
		}
		
		// Not own constructor property must be Object
		if ( obj.constructor
			&& !hasOwnProperty.call(obj, "constructor")
			&& !hasOwnProperty.call(obj.constructor.prototype, "isPrototypeOf") ) {
			return false;
		}
		
		// Own properties are enumerated firstly, so to speed up,
		// if last one is own, then all properties are own.
	
		var key;
		for ( key in obj ) {}
		
		return key === undefined || hasOwnProperty.call( obj, key );
	},

	isEmptyObject: function( obj ) {
		for ( var name in obj ) {
			return false;
		}
		return true;
	},
	
	error: function( msg ) {
		throw msg;
	},
	
	parseJSON: function( data ) {
		if ( typeof data !== "string" || !data ) {
			return null;
		}

		// Make sure leading/trailing whitespace is removed (IE can't handle it)
		data = jQuery.trim( data );
		
		// Make sure the incoming data is actual JSON
		// Logic borrowed from http://json.org/json2.js
		if ( /^[\],:{}\s]*$/.test(data.replace(/\\(?:["\\\/bfnrt]|u[0-9a-fA-F]{4})/g, "@")
			.replace(/"[^"\\\n\r]*"|true|false|null|-?\d+(?:\.\d*)?(?:[eE][+\-]?\d+)?/g, "]")
			.replace(/(?:^|:|,)(?:\s*\[)+/g, "")) ) {

			// Try to use the native JSON parser first
			return window.JSON && window.JSON.parse ?
				window.JSON.parse( data ) :
				(new Function("return " + data))();

		} else {
			jQuery.error( "Invalid JSON: " + data );
		}
	},

	noop: function() {},

	// Evalulates a script in a global context
	globalEval: function( data ) {
		if ( data && rnotwhite.test(data) ) {
			// Inspired by code by Andrea Giammarchi
			// http://webreflection.blogspot.com/2007/08/global-scope-evaluation-and-dom.html
			var head = document.getElementsByTagName("head")[0] || document.documentElement,
				script = document.createElement("script");

			script.type = "text/javascript";

			if ( jQuery.support.scriptEval ) {
				script.appendChild( document.createTextNode( data ) );
			} else {
				script.text = data;
			}

			// Use insertBefore instead of appendChild to circumvent an IE6 bug.
			// This arises when a base node is used (#2709).
			head.insertBefore( script, head.firstChild );
			head.removeChild( script );
		}
	},

	nodeName: function( elem, name ) {
		return elem.nodeName && elem.nodeName.toUpperCase() === name.toUpperCase();
	},

	// args is for internal usage only
	each: function( object, callback, args ) {
		var name, i = 0,
			length = object.length,
			isObj = length === undefined || jQuery.isFunction(object);

		if ( args ) {
			if ( isObj ) {
				for ( name in object ) {
					if ( callback.apply( object[ name ], args ) === false ) {
						break;
					}
				}
			} else {
				for ( ; i < length; ) {
					if ( callback.apply( object[ i++ ], args ) === false ) {
						break;
					}
				}
			}

		// A special, fast, case for the most common use of each
		} else {
			if ( isObj ) {
				for ( name in object ) {
					if ( callback.call( object[ name ], name, object[ name ] ) === false ) {
						break;
					}
				}
			} else {
				for ( var value = object[0];
					i < length && callback.call( value, i, value ) !== false; value = object[++i] ) {}
			}
		}

		return object;
	},

	trim: function( text ) {
		return (text || "").replace( rtrim, "" );
	},

	// results is for internal usage only
	makeArray: function( array, results ) {
		var ret = results || [];

		if ( array != null ) {
			// The window, strings (and functions) also have 'length'
			// The extra typeof function check is to prevent crashes
			// in Safari 2 (See: #3039)
			if ( array.length == null || typeof array === "string" || jQuery.isFunction(array) || (typeof array !== "function" && array.setInterval) ) {
				push.call( ret, array );
			} else {
				jQuery.merge( ret, array );
			}
		}

		return ret;
	},

	inArray: function( elem, array ) {
		if ( array.indexOf ) {
			return array.indexOf( elem );
		}

		for ( var i = 0, length = array.length; i < length; i++ ) {
			if ( array[ i ] === elem ) {
				return i;
			}
		}

		return -1;
	},

	merge: function( first, second ) {
		var i = first.length, j = 0;

		if ( typeof second.length === "number" ) {
			for ( var l = second.length; j < l; j++ ) {
				first[ i++ ] = second[ j ];
			}
		
		} else {
			while ( second[j] !== undefined ) {
				first[ i++ ] = second[ j++ ];
			}
		}

		first.length = i;

		return first;
	},

	grep: function( elems, callback, inv ) {
		var ret = [];

		// Go through the array, only saving the items
		// that pass the validator function
		for ( var i = 0, length = elems.length; i < length; i++ ) {
			if ( !inv !== !callback( elems[ i ], i ) ) {
				ret.push( elems[ i ] );
			}
		}

		return ret;
	},

	// arg is for internal usage only
	map: function( elems, callback, arg ) {
		var ret = [], value;

		// Go through the array, translating each of the items to their
		// new value (or values).
		for ( var i = 0, length = elems.length; i < length; i++ ) {
			value = callback( elems[ i ], i, arg );

			if ( value != null ) {
				ret[ ret.length ] = value;
			}
		}

		return ret.concat.apply( [], ret );
	},

	// A global GUID counter for objects
	guid: 1,

	proxy: function( fn, proxy, thisObject ) {
		if ( arguments.length === 2 ) {
			if ( typeof proxy === "string" ) {
				thisObject = fn;
				fn = thisObject[ proxy ];
				proxy = undefined;

			} else if ( proxy && !jQuery.isFunction( proxy ) ) {
				thisObject = proxy;
				proxy = undefined;
			}
		}

		if ( !proxy && fn ) {
			proxy = function() {
				return fn.apply( thisObject || this, arguments );
			};
		}

		// Set the guid of unique handler to the same of original handler, so it can be removed
		if ( fn ) {
			proxy.guid = fn.guid = fn.guid || proxy.guid || jQuery.guid++;
		}

		// So proxy can be declared as an argument
		return proxy;
	},

	// Use of jQuery.browser is frowned upon.
	// More details: http://docs.jquery.com/Utilities/jQuery.browser
	uaMatch: function( ua ) {
		ua = ua.toLowerCase();

		var match = /(webkit)[ \/]([\w.]+)/.exec( ua ) ||
			/(opera)(?:.*version)?[ \/]([\w.]+)/.exec( ua ) ||
			/(msie) ([\w.]+)/.exec( ua ) ||
			!/compatible/.test( ua ) && /(mozilla)(?:.*? rv:([\w.]+))?/.exec( ua ) ||
		  	[];

		return { browser: match[1] || "", version: match[2] || "0" };
	},

	browser: {}
});

browserMatch = jQuery.uaMatch( userAgent );
if ( browserMatch.browser ) {
	jQuery.browser[ browserMatch.browser ] = true;
	jQuery.browser.version = browserMatch.version;
}

// Deprecated, use jQuery.browser.webkit instead
if ( jQuery.browser.webkit ) {
	jQuery.browser.safari = true;
}

if ( indexOf ) {
	jQuery.inArray = function( elem, array ) {
		return indexOf.call( array, elem );
	};
}

// All jQuery objects should point back to these
rootjQuery = jQuery(document);

// Cleanup functions for the document ready method
if ( document.addEventListener ) {
	DOMContentLoaded = function() {
		document.removeEventListener( "DOMContentLoaded", DOMContentLoaded, false );
		jQuery.ready();
	};

} else if ( document.attachEvent ) {
	DOMContentLoaded = function() {
		// Make sure body exists, at least, in case IE gets a little overzealous (ticket #5443).
		if ( document.readyState === "complete" ) {
			document.detachEvent( "onreadystatechange", DOMContentLoaded );
			jQuery.ready();
		}
	};
}

// The DOM ready check for Internet Explorer
function doScrollCheck() {
	if ( jQuery.isReady ) {
		return;
	}

	try {
		// If IE is used, use the trick by Diego Perini
		// http://javascript.nwbox.com/IEContentLoaded/
		document.documentElement.doScroll("left");
	} catch( error ) {
		setTimeout( doScrollCheck, 1 );
		return;
	}

	// and execute any waiting functions
	jQuery.ready();
}

function evalScript( i, elem ) {
	if ( elem.src ) {
		jQuery.ajax({
			url: elem.src,
			async: false,
			dataType: "script"
		});
	} else {
		jQuery.globalEval( elem.text || elem.textContent || elem.innerHTML || "" );
	}

	if ( elem.parentNode ) {
		elem.parentNode.removeChild( elem );
	}
}

// Mutifunctional method to get and set values to a collection
// The value/s can be optionally by executed if its a function
function access( elems, key, value, exec, fn, pass ) {
	var length = elems.length;
	
	// Setting many attributes
	if ( typeof key === "object" ) {
		for ( var k in key ) {
			access( elems, k, key[k], exec, fn, value );
		}
		return elems;
	}
	
	// Setting one attribute
	if ( value !== undefined ) {
		// Optionally, function values get executed if exec is true
		exec = !pass && exec && jQuery.isFunction(value);
		
		for ( var i = 0; i < length; i++ ) {
			fn( elems[i], key, exec ? value.call( elems[i], i, fn( elems[i], key ) ) : value, pass );
		}
		
		return elems;
	}
	
	// Getting an attribute
	return length ? fn( elems[0], key ) : undefined;
}

function now() {
	return (new Date).getTime();
}
(function() {

	jQuery.support = {};

	var root = document.documentElement,
		script = document.createElement("script"),
		div = document.createElement("div"),
		id = "script" + now();

	div.style.display = "none";
	div.innerHTML = "   <link/><table></table><a href='/a' style='color:red;float:left;opacity:.55;'>a</a><input type='checkbox'/>";

	var all = div.getElementsByTagName("*"),
		a = div.getElementsByTagName("a")[0];

	// Can't get basic test support
	if ( !all || !all.length || !a ) {
		return;
	}

	jQuery.support = {
		// IE strips leading whitespace when .innerHTML is used
		leadingWhitespace: div.firstChild.nodeType === 3,

		// Make sure that tbody elements aren't automatically inserted
		// IE will insert them into empty tables
		tbody: !div.getElementsByTagName("tbody").length,

		// Make sure that link elements get serialized correctly by innerHTML
		// This requires a wrapper element in IE
		htmlSerialize: !!div.getElementsByTagName("link").length,

		// Get the style information from getAttribute
		// (IE uses .cssText insted)
		style: /red/.test( a.getAttribute("style") ),

		// Make sure that URLs aren't manipulated
		// (IE normalizes it by default)
		hrefNormalized: a.getAttribute("href") === "/a",

		// Make sure that element opacity exists
		// (IE uses filter instead)
		// Use a regex to work around a WebKit issue. See #5145
		opacity: /^0.55$/.test( a.style.opacity ),

		// Verify style float existence
		// (IE uses styleFloat instead of cssFloat)
		cssFloat: !!a.style.cssFloat,

		// Make sure that if no value is specified for a checkbox
		// that it defaults to "on".
		// (WebKit defaults to "" instead)
		checkOn: div.getElementsByTagName("input")[0].value === "on",

		// Make sure that a selected-by-default option has a working selected property.
		// (WebKit defaults to false instead of true, IE too, if it's in an optgroup)
		optSelected: document.createElement("select").appendChild( document.createElement("option") ).selected,

		parentNode: div.removeChild( div.appendChild( document.createElement("div") ) ).parentNode === null,

		// Will be defined later
		deleteExpando: true,
		checkClone: false,
		scriptEval: false,
		noCloneEvent: true,
		boxModel: null
	};

	script.type = "text/javascript";
	try {
		script.appendChild( document.createTextNode( "window." + id + "=1;" ) );
	} catch(e) {}

	root.insertBefore( script, root.firstChild );

	// Make sure that the execution of code works by injecting a script
	// tag with appendChild/createTextNode
	// (IE doesn't support this, fails, and uses .text instead)
	if ( window[ id ] ) {
		jQuery.support.scriptEval = true;
		delete window[ id ];
	}

	// Test to see if it's possible to delete an expando from an element
	// Fails in Internet Explorer
	try {
		delete script.test;
	
	} catch(e) {
		jQuery.support.deleteExpando = false;
	}

	root.removeChild( script );

	if ( div.attachEvent && div.fireEvent ) {
		div.attachEvent("onclick", function click() {
			// Cloning a node shouldn't copy over any
			// bound event handlers (IE does this)
			jQuery.support.noCloneEvent = false;
			div.detachEvent("onclick", click);
		});
		div.cloneNode(true).fireEvent("onclick");
	}

	div = document.createElement("div");
	div.innerHTML = "<input type='radio' name='radiotest' checked='checked'/>";

	var fragment = document.createDocumentFragment();
	fragment.appendChild( div.firstChild );

	// WebKit doesn't clone checked state correctly in fragments
	jQuery.support.checkClone = fragment.cloneNode(true).cloneNode(true).lastChild.checked;

	// Figure out if the W3C box model works as expected
	// document.body must exist before we can do this
	jQuery(function() {
		var div = document.createElement("div");
		div.style.width = div.style.paddingLeft = "1px";

		document.body.appendChild( div );
		jQuery.boxModel = jQuery.support.boxModel = div.offsetWidth === 2;
		document.body.removeChild( div ).style.display = 'none';

		div = null;
	});

	// Technique from Juriy Zaytsev
	// http://thinkweb2.com/projects/prototype/detecting-event-support-without-browser-sniffing/
	var eventSupported = function( eventName ) { 
		var el = document.createElement("div"); 
		eventName = "on" + eventName; 

		var isSupported = (eventName in el); 
		if ( !isSupported ) { 
			el.setAttribute(eventName, "return;"); 
			isSupported = typeof el[eventName] === "function"; 
		} 
		el = null; 

		return isSupported; 
	};
	
	jQuery.support.submitBubbles = eventSupported("submit");
	jQuery.support.changeBubbles = eventSupported("change");

	// release memory in IE
	root = script = div = all = a = null;
})();

jQuery.props = {
	"for": "htmlFor",
	"class": "className",
	readonly: "readOnly",
	maxlength: "maxLength",
	cellspacing: "cellSpacing",
	rowspan: "rowSpan",
	colspan: "colSpan",
	tabindex: "tabIndex",
	usemap: "useMap",
	frameborder: "frameBorder"
};
var expando = "jQuery" + now(), uuid = 0, windowData = {};

jQuery.extend({
	cache: {},
	
	expando:expando,

	// The following elements throw uncatchable exceptions if you
	// attempt to add expando properties to them.
	noData: {
		"embed": true,
		"object": true,
		"applet": true
	},

	data: function( elem, name, data ) {
		if ( elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()] ) {
			return;
		}

		elem = elem == window ?
			windowData :
			elem;

		var id = elem[ expando ], cache = jQuery.cache, thisCache;

		if ( !id && typeof name === "string" && data === undefined ) {
			return null;
		}

		// Compute a unique ID for the element
		if ( !id ) { 
			id = ++uuid;
		}

		// Avoid generating a new cache unless none exists and we
		// want to manipulate it.
		if ( typeof name === "object" ) {
			elem[ expando ] = id;
			thisCache = cache[ id ] = jQuery.extend(true, {}, name);

		} else if ( !cache[ id ] ) {
			elem[ expando ] = id;
			cache[ id ] = {};
		}

		thisCache = cache[ id ];

		// Prevent overriding the named cache with undefined values
		if ( data !== undefined ) {
			thisCache[ name ] = data;
		}

		return typeof name === "string" ? thisCache[ name ] : thisCache;
	},

	removeData: function( elem, name ) {
		if ( elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()] ) {
			return;
		}

		elem = elem == window ?
			windowData :
			elem;

		var id = elem[ expando ], cache = jQuery.cache, thisCache = cache[ id ];

		// If we want to remove a specific section of the element's data
		if ( name ) {
			if ( thisCache ) {
				// Remove the section of cache data
				delete thisCache[ name ];

				// If we've removed all the data, remove the element's cache
				if ( jQuery.isEmptyObject(thisCache) ) {
					jQuery.removeData( elem );
				}
			}

		// Otherwise, we want to remove all of the element's data
		} else {
			if ( jQuery.support.deleteExpando ) {
				delete elem[ jQuery.expando ];

			} else if ( elem.removeAttribute ) {
				elem.removeAttribute( jQuery.expando );
			}

			// Completely remove the data cache
			delete cache[ id ];
		}
	}
});

jQuery.fn.extend({
	data: function( key, value ) {
		if ( typeof key === "undefined" && this.length ) {
			return jQuery.data( this[0] );

		} else if ( typeof key === "object" ) {
			return this.each(function() {
				jQuery.data( this, key );
			});
		}

		var parts = key.split(".");
		parts[1] = parts[1] ? "." + parts[1] : "";

		if ( value === undefined ) {
			var data = this.triggerHandler("getData" + parts[1] + "!", [parts[0]]);

			if ( data === undefined && this.length ) {
				data = jQuery.data( this[0], key );
			}
			return data === undefined && parts[1] ?
				this.data( parts[0] ) :
				data;
		} else {
			return this.trigger("setData" + parts[1] + "!", [parts[0], value]).each(function() {
				jQuery.data( this, key, value );
			});
		}
	},

	removeData: function( key ) {
		return this.each(function() {
			jQuery.removeData( this, key );
		});
	}
});
jQuery.extend({
	queue: function( elem, type, data ) {
		if ( !elem ) {
			return;
		}

		type = (type || "fx") + "queue";
		var q = jQuery.data( elem, type );

		// Speed up dequeue by getting out quickly if this is just a lookup
		if ( !data ) {
			return q || [];
		}

		if ( !q || jQuery.isArray(data) ) {
			q = jQuery.data( elem, type, jQuery.makeArray(data) );

		} else {
			q.push( data );
		}

		return q;
	},

	dequeue: function( elem, type ) {
		type = type || "fx";

		var queue = jQuery.queue( elem, type ), fn = queue.shift();

		// If the fx queue is dequeued, always remove the progress sentinel
		if ( fn === "inprogress" ) {
			fn = queue.shift();
		}

		if ( fn ) {
			// Add a progress sentinel to prevent the fx queue from being
			// automatically dequeued
			if ( type === "fx" ) {
				queue.unshift("inprogress");
			}

			fn.call(elem, function() {
				jQuery.dequeue(elem, type);
			});
		}
	}
});

jQuery.fn.extend({
	queue: function( type, data ) {
		if ( typeof type !== "string" ) {
			data = type;
			type = "fx";
		}

		if ( data === undefined ) {
			return jQuery.queue( this[0], type );
		}
		return this.each(function( i, elem ) {
			var queue = jQuery.queue( this, type, data );

			if ( type === "fx" && queue[0] !== "inprogress" ) {
				jQuery.dequeue( this, type );
			}
		});
	},
	dequeue: function( type ) {
		return this.each(function() {
			jQuery.dequeue( this, type );
		});
	},

	// Based off of the plugin by Clint Helfers, with permission.
	// http://blindsignals.com/index.php/2009/07/jquery-delay/
	delay: function( time, type ) {
		time = jQuery.fx ? jQuery.fx.speeds[time] || time : time;
		type = type || "fx";

		return this.queue( type, function() {
			var elem = this;
			setTimeout(function() {
				jQuery.dequeue( elem, type );
			}, time );
		});
	},

	clearQueue: function( type ) {
		return this.queue( type || "fx", [] );
	}
});
var rclass = /[\n\t]/g,
	rspace = /\s+/,
	rreturn = /\r/g,
	rspecialurl = /href|src|style/,
	rtype = /(button|input)/i,
	rfocusable = /(button|input|object|select|textarea)/i,
	rclickable = /^(a|area)$/i,
	rradiocheck = /radio|checkbox/;

jQuery.fn.extend({
	attr: function( name, value ) {
		return access( this, name, value, true, jQuery.attr );
	},

	removeAttr: function( name, fn ) {
		return this.each(function(){
			jQuery.attr( this, name, "" );
			if ( this.nodeType === 1 ) {
				this.removeAttribute( name );
			}
		});
	},

	addClass: function( value ) {
		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.addClass( value.call(this, i, self.attr("class")) );
			});
		}

		if ( value && typeof value === "string" ) {
			var classNames = (value || "").split( rspace );

			for ( var i = 0, l = this.length; i < l; i++ ) {
				var elem = this[i];

				if ( elem.nodeType === 1 ) {
					if ( !elem.className ) {
						elem.className = value;

					} else {
						var className = " " + elem.className + " ", setClass = elem.className;
						for ( var c = 0, cl = classNames.length; c < cl; c++ ) {
							if ( className.indexOf( " " + classNames[c] + " " ) < 0 ) {
								setClass += " " + classNames[c];
							}
						}
						elem.className = jQuery.trim( setClass );
					}
				}
			}
		}

		return this;
	},

	removeClass: function( value ) {
		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.removeClass( value.call(this, i, self.attr("class")) );
			});
		}

		if ( (value && typeof value === "string") || value === undefined ) {
			var classNames = (value || "").split(rspace);

			for ( var i = 0, l = this.length; i < l; i++ ) {
				var elem = this[i];

				if ( elem.nodeType === 1 && elem.className ) {
					if ( value ) {
						var className = (" " + elem.className + " ").replace(rclass, " ");
						for ( var c = 0, cl = classNames.length; c < cl; c++ ) {
							className = className.replace(" " + classNames[c] + " ", " ");
						}
						elem.className = jQuery.trim( className );

					} else {
						elem.className = "";
					}
				}
			}
		}

		return this;
	},

	toggleClass: function( value, stateVal ) {
		var type = typeof value, isBool = typeof stateVal === "boolean";

		if ( jQuery.isFunction( value ) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.toggleClass( value.call(this, i, self.attr("class"), stateVal), stateVal );
			});
		}

		return this.each(function() {
			if ( type === "string" ) {
				// toggle individual class names
				var className, i = 0, self = jQuery(this),
					state = stateVal,
					classNames = value.split( rspace );

				while ( (className = classNames[ i++ ]) ) {
					// check each className given, space seperated list
					state = isBool ? state : !self.hasClass( className );
					self[ state ? "addClass" : "removeClass" ]( className );
				}

			} else if ( type === "undefined" || type === "boolean" ) {
				if ( this.className ) {
					// store className if set
					jQuery.data( this, "__className__", this.className );
				}

				// toggle whole className
				this.className = this.className || value === false ? "" : jQuery.data( this, "__className__" ) || "";
			}
		});
	},

	hasClass: function( selector ) {
		var className = " " + selector + " ";
		for ( var i = 0, l = this.length; i < l; i++ ) {
			if ( (" " + this[i].className + " ").replace(rclass, " ").indexOf( className ) > -1 ) {
				return true;
			}
		}

		return false;
	},

	val: function( value ) {
		if ( value === undefined ) {
			var elem = this[0];

			if ( elem ) {
				if ( jQuery.nodeName( elem, "option" ) ) {
					return (elem.attributes.value || {}).specified ? elem.value : elem.text;
				}

				// We need to handle select boxes special
				if ( jQuery.nodeName( elem, "select" ) ) {
					var index = elem.selectedIndex,
						values = [],
						options = elem.options,
						one = elem.type === "select-one";

					// Nothing was selected
					if ( index < 0 ) {
						return null;
					}

					// Loop through all the selected options
					for ( var i = one ? index : 0, max = one ? index + 1 : options.length; i < max; i++ ) {
						var option = options[ i ];

						if ( option.selected ) {
							// Get the specifc value for the option
							value = jQuery(option).val();

							// We don't need an array for one selects
							if ( one ) {
								return value;
							}

							// Multi-Selects return an array
							values.push( value );
						}
					}

					return values;
				}

				// Handle the case where in Webkit "" is returned instead of "on" if a value isn't specified
				if ( rradiocheck.test( elem.type ) && !jQuery.support.checkOn ) {
					return elem.getAttribute("value") === null ? "on" : elem.value;
				}
				

				// Everything else, we just grab the value
				return (elem.value || "").replace(rreturn, "");

			}

			return undefined;
		}

		var isFunction = jQuery.isFunction(value);

		return this.each(function(i) {
			var self = jQuery(this), val = value;

			if ( this.nodeType !== 1 ) {
				return;
			}

			if ( isFunction ) {
				val = value.call(this, i, self.val());
			}

			// Typecast each time if the value is a Function and the appended
			// value is therefore different each time.
			if ( typeof val === "number" ) {
				val += "";
			}

			if ( jQuery.isArray(val) && rradiocheck.test( this.type ) ) {
				this.checked = jQuery.inArray( self.val(), val ) >= 0;

			} else if ( jQuery.nodeName( this, "select" ) ) {
				var values = jQuery.makeArray(val);

				jQuery( "option", this ).each(function() {
					this.selected = jQuery.inArray( jQuery(this).val(), values ) >= 0;
				});

				if ( !values.length ) {
					this.selectedIndex = -1;
				}

			} else {
				this.value = val;
			}
		});
	}
});

jQuery.extend({
	attrFn: {
		val: true,
		css: true,
		html: true,
		text: true,
		data: true,
		width: true,
		height: true,
		offset: true
	},
		
	attr: function( elem, name, value, pass ) {
		// don't set attributes on text and comment nodes
		if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
			return undefined;
		}

		if ( pass && name in jQuery.attrFn ) {
			return jQuery(elem)[name](value);
		}

		var notxml = elem.nodeType !== 1 || !jQuery.isXMLDoc( elem ),
			// Whether we are setting (or getting)
			set = value !== undefined;

		// Try to normalize/fix the name
		name = notxml && jQuery.props[ name ] || name;

		// Only do all the following if this is a node (faster for style)
		if ( elem.nodeType === 1 ) {
			// These attributes require special treatment
			var special = rspecialurl.test( name );

			// Safari mis-reports the default selected property of an option
			// Accessing the parent's selectedIndex property fixes it
			if ( name === "selected" && !jQuery.support.optSelected ) {
				var parent = elem.parentNode;
				if ( parent ) {
					parent.selectedIndex;
	
					// Make sure that it also works with optgroups, see #5701
					if ( parent.parentNode ) {
						parent.parentNode.selectedIndex;
					}
				}
			}

			// If applicable, access the attribute via the DOM 0 way
			if ( name in elem && notxml && !special ) {
				if ( set ) {
					// We can't allow the type property to be changed (since it causes problems in IE)
					if ( name === "type" && rtype.test( elem.nodeName ) && elem.parentNode ) {
						jQuery.error( "type property can't be changed" );
					}

					elem[ name ] = value;
				}

				// browsers index elements by id/name on forms, give priority to attributes.
				if ( jQuery.nodeName( elem, "form" ) && elem.getAttributeNode(name) ) {
					return elem.getAttributeNode( name ).nodeValue;
				}

				// elem.tabIndex doesn't always return the correct value when it hasn't been explicitly set
				// http://fluidproject.org/blog/2008/01/09/getting-setting-and-removing-tabindex-values-with-javascript/
				if ( name === "tabIndex" ) {
					var attributeNode = elem.getAttributeNode( "tabIndex" );

					return attributeNode && attributeNode.specified ?
						attributeNode.value :
						rfocusable.test( elem.nodeName ) || rclickable.test( elem.nodeName ) && elem.href ?
							0 :
							undefined;
				}

				return elem[ name ];
			}

			if ( !jQuery.support.style && notxml && name === "style" ) {
				if ( set ) {
					elem.style.cssText = "" + value;
				}

				return elem.style.cssText;
			}

			if ( set ) {
				// convert the value to a string (all browsers do this but IE) see #1070
				elem.setAttribute( name, "" + value );
			}

			var attr = !jQuery.support.hrefNormalized && notxml && special ?
					// Some attributes require a special call on IE
					elem.getAttribute( name, 2 ) :
					elem.getAttribute( name );

			// Non-existent attributes return null, we normalize to undefined
			return attr === null ? undefined : attr;
		}

		// elem is actually elem.style ... set the style
		// Using attr for specific style information is now deprecated. Use style instead.
		return jQuery.style( elem, name, value );
	}
});
var rnamespaces = /\.(.*)$/,
	fcleanup = function( nm ) {
		return nm.replace(/[^\w\s\.\|`]/g, function( ch ) {
			return "\\" + ch;
		});
	};

/*
 * A number of helper functions used for managing events.
 * Many of the ideas behind this code originated from
 * Dean Edwards' addEvent library.
 */
jQuery.event = {

	// Bind an event to an element
	// Original by Dean Edwards
	add: function( elem, types, handler, data ) {
		if ( elem.nodeType === 3 || elem.nodeType === 8 ) {
			return;
		}

		// For whatever reason, IE has trouble passing the window object
		// around, causing it to be cloned in the process
		if ( elem.setInterval && ( elem !== window && !elem.frameElement ) ) {
			elem = window;
		}

		var handleObjIn, handleObj;

		if ( handler.handler ) {
			handleObjIn = handler;
			handler = handleObjIn.handler;
		}

		// Make sure that the function being executed has a unique ID
		if ( !handler.guid ) {
			handler.guid = jQuery.guid++;
		}

		// Init the element's event structure
		var elemData = jQuery.data( elem );

		// If no elemData is found then we must be trying to bind to one of the
		// banned noData elements
		if ( !elemData ) {
			return;
		}

		var events = elemData.events = elemData.events || {},
			eventHandle = elemData.handle, eventHandle;

		if ( !eventHandle ) {
			elemData.handle = eventHandle = function() {
				// Handle the second event of a trigger and when
				// an event is called after a page has unloaded
				return typeof jQuery !== "undefined" && !jQuery.event.triggered ?
					jQuery.event.handle.apply( eventHandle.elem, arguments ) :
					undefined;
			};
		}

		// Add elem as a property of the handle function
		// This is to prevent a memory leak with non-native events in IE.
		eventHandle.elem = elem;

		// Handle multiple events separated by a space
		// jQuery(...).bind("mouseover mouseout", fn);
		types = types.split(" ");

		var type, i = 0, namespaces;

		while ( (type = types[ i++ ]) ) {
			handleObj = handleObjIn ?
				jQuery.extend({}, handleObjIn) :
				{ handler: handler, data: data };

			// Namespaced event handlers
			if ( type.indexOf(".") > -1 ) {
				namespaces = type.split(".");
				type = namespaces.shift();
				handleObj.namespace = namespaces.slice(0).sort().join(".");

			} else {
				namespaces = [];
				handleObj.namespace = "";
			}

			handleObj.type = type;
			handleObj.guid = handler.guid;

			// Get the current list of functions bound to this event
			var handlers = events[ type ],
				special = jQuery.event.special[ type ] || {};

			// Init the event handler queue
			if ( !handlers ) {
				handlers = events[ type ] = [];

				// Check for a special event handler
				// Only use addEventListener/attachEvent if the special
				// events handler returns false
				if ( !special.setup || special.setup.call( elem, data, namespaces, eventHandle ) === false ) {
					// Bind the global event handler to the element
					if ( elem.addEventListener ) {
						elem.addEventListener( type, eventHandle, false );

					} else if ( elem.attachEvent ) {
						elem.attachEvent( "on" + type, eventHandle );
					}
				}
			}
			
			if ( special.add ) { 
				special.add.call( elem, handleObj ); 

				if ( !handleObj.handler.guid ) {
					handleObj.handler.guid = handler.guid;
				}
			}

			// Add the function to the element's handler list
			handlers.push( handleObj );

			// Keep track of which events have been used, for global triggering
			jQuery.event.global[ type ] = true;
		}

		// Nullify elem to prevent memory leaks in IE
		elem = null;
	},

	global: {},

	// Detach an event or set of events from an element
	remove: function( elem, types, handler, pos ) {
		// don't do events on text and comment nodes
		if ( elem.nodeType === 3 || elem.nodeType === 8 ) {
			return;
		}

		var ret, type, fn, i = 0, all, namespaces, namespace, special, eventType, handleObj, origType,
			elemData = jQuery.data( elem ),
			events = elemData && elemData.events;

		if ( !elemData || !events ) {
			return;
		}

		// types is actually an event object here
		if ( types && types.type ) {
			handler = types.handler;
			types = types.type;
		}

		// Unbind all events for the element
		if ( !types || typeof types === "string" && types.charAt(0) === "." ) {
			types = types || "";

			for ( type in events ) {
				jQuery.event.remove( elem, type + types );
			}

			return;
		}

		// Handle multiple events separated by a space
		// jQuery(...).unbind("mouseover mouseout", fn);
		types = types.split(" ");

		while ( (type = types[ i++ ]) ) {
			origType = type;
			handleObj = null;
			all = type.indexOf(".") < 0;
			namespaces = [];

			if ( !all ) {
				// Namespaced event handlers
				namespaces = type.split(".");
				type = namespaces.shift();

				namespace = new RegExp("(^|\\.)" + 
					jQuery.map( namespaces.slice(0).sort(), fcleanup ).join("\\.(?:.*\\.)?") + "(\\.|$)")
			}

			eventType = events[ type ];

			if ( !eventType ) {
				continue;
			}

			if ( !handler ) {
				for ( var j = 0; j < eventType.length; j++ ) {
					handleObj = eventType[ j ];

					if ( all || namespace.test( handleObj.namespace ) ) {
						jQuery.event.remove( elem, origType, handleObj.handler, j );
						eventType.splice( j--, 1 );
					}
				}

				continue;
			}

			special = jQuery.event.special[ type ] || {};

			for ( var j = pos || 0; j < eventType.length; j++ ) {
				handleObj = eventType[ j ];

				if ( handler.guid === handleObj.guid ) {
					// remove the given handler for the given type
					if ( all || namespace.test( handleObj.namespace ) ) {
						if ( pos == null ) {
							eventType.splice( j--, 1 );
						}

						if ( special.remove ) {
							special.remove.call( elem, handleObj );
						}
					}

					if ( pos != null ) {
						break;
					}
				}
			}

			// remove generic event handler if no more handlers exist
			if ( eventType.length === 0 || pos != null && eventType.length === 1 ) {
				if ( !special.teardown || special.teardown.call( elem, namespaces ) === false ) {
					removeEvent( elem, type, elemData.handle );
				}

				ret = null;
				delete events[ type ];
			}
		}

		// Remove the expando if it's no longer used
		if ( jQuery.isEmptyObject( events ) ) {
			var handle = elemData.handle;
			if ( handle ) {
				handle.elem = null;
			}

			delete elemData.events;
			delete elemData.handle;

			if ( jQuery.isEmptyObject( elemData ) ) {
				jQuery.removeData( elem );
			}
		}
	},

	// bubbling is internal
	trigger: function( event, data, elem /*, bubbling */ ) {
		// Event object or event type
		var type = event.type || event,
			bubbling = arguments[3];

		if ( !bubbling ) {
			event = typeof event === "object" ?
				// jQuery.Event object
				event[expando] ? event :
				// Object literal
				jQuery.extend( jQuery.Event(type), event ) :
				// Just the event type (string)
				jQuery.Event(type);

			if ( type.indexOf("!") >= 0 ) {
				event.type = type = type.slice(0, -1);
				event.exclusive = true;
			}

			// Handle a global trigger
			if ( !elem ) {
				// Don't bubble custom events when global (to avoid too much overhead)
				event.stopPropagation();

				// Only trigger if we've ever bound an event for it
				if ( jQuery.event.global[ type ] ) {
					jQuery.each( jQuery.cache, function() {
						if ( this.events && this.events[type] ) {
							jQuery.event.trigger( event, data, this.handle.elem );
						}
					});
				}
			}

			// Handle triggering a single element

			// don't do events on text and comment nodes
			if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
				return undefined;
			}

			// Clean up in case it is reused
			event.result = undefined;
			event.target = elem;

			// Clone the incoming data, if any
			data = jQuery.makeArray( data );
			data.unshift( event );
		}

		event.currentTarget = elem;

		// Trigger the event, it is assumed that "handle" is a function
		var handle = jQuery.data( elem, "handle" );
		if ( handle ) {
			handle.apply( elem, data );
		}

		var parent = elem.parentNode || elem.ownerDocument;

		// Trigger an inline bound script
		try {
			if ( !(elem && elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()]) ) {
				if ( elem[ "on" + type ] && elem[ "on" + type ].apply( elem, data ) === false ) {
					event.result = false;
				}
			}

		// prevent IE from throwing an error for some elements with some event types, see #3533
		} catch (e) {}

		if ( !event.isPropagationStopped() && parent ) {
			jQuery.event.trigger( event, data, parent, true );

		} else if ( !event.isDefaultPrevented() ) {
			var target = event.target, old,
				isClick = jQuery.nodeName(target, "a") && type === "click",
				special = jQuery.event.special[ type ] || {};

			if ( (!special._default || special._default.call( elem, event ) === false) && 
				!isClick && !(target && target.nodeName && jQuery.noData[target.nodeName.toLowerCase()]) ) {

				try {
					if ( target[ type ] ) {
						// Make sure that we don't accidentally re-trigger the onFOO events
						old = target[ "on" + type ];

						if ( old ) {
							target[ "on" + type ] = null;
						}

						jQuery.event.triggered = true;
						target[ type ]();
					}

				// prevent IE from throwing an error for some elements with some event types, see #3533
				} catch (e) {}

				if ( old ) {
					target[ "on" + type ] = old;
				}

				jQuery.event.triggered = false;
			}
		}
	},

	handle: function( event ) {
		var all, handlers, namespaces, namespace, events;

		event = arguments[0] = jQuery.event.fix( event || window.event );
		event.currentTarget = this;

		// Namespaced event handlers
		all = event.type.indexOf(".") < 0 && !event.exclusive;

		if ( !all ) {
			namespaces = event.type.split(".");
			event.type = namespaces.shift();
			namespace = new RegExp("(^|\\.)" + namespaces.slice(0).sort().join("\\.(?:.*\\.)?") + "(\\.|$)");
		}

		var events = jQuery.data(this, "events"), handlers = events[ event.type ];

		if ( events && handlers ) {
			// Clone the handlers to prevent manipulation
			handlers = handlers.slice(0);

			for ( var j = 0, l = handlers.length; j < l; j++ ) {
				var handleObj = handlers[ j ];

				// Filter the functions by class
				if ( all || namespace.test( handleObj.namespace ) ) {
					// Pass in a reference to the handler function itself
					// So that we can later remove it
					event.handler = handleObj.handler;
					event.data = handleObj.data;
					event.handleObj = handleObj;
	
					var ret = handleObj.handler.apply( this, arguments );

					if ( ret !== undefined ) {
						event.result = ret;
						if ( ret === false ) {
							event.preventDefault();
							event.stopPropagation();
						}
					}

					if ( event.isImmediatePropagationStopped() ) {
						break;
					}
				}
			}
		}

		return event.result;
	},

	props: "altKey attrChange attrName bubbles button cancelable charCode clientX clientY ctrlKey currentTarget data detail eventPhase fromElement handler keyCode layerX layerY metaKey newValue offsetX offsetY originalTarget pageX pageY prevValue relatedNode relatedTarget screenX screenY shiftKey srcElement target toElement view wheelDelta which".split(" "),

	fix: function( event ) {
		if ( event[ expando ] ) {
			return event;
		}

		// store a copy of the original event object
		// and "clone" to set read-only properties
		var originalEvent = event;
		event = jQuery.Event( originalEvent );

		for ( var i = this.props.length, prop; i; ) {
			prop = this.props[ --i ];
			event[ prop ] = originalEvent[ prop ];
		}

		// Fix target property, if necessary
		if ( !event.target ) {
			event.target = event.srcElement || document; // Fixes #1925 where srcElement might not be defined either
		}

		// check if target is a textnode (safari)
		if ( event.target.nodeType === 3 ) {
			event.target = event.target.parentNode;
		}

		// Add relatedTarget, if necessary
		if ( !event.relatedTarget && event.fromElement ) {
			event.relatedTarget = event.fromElement === event.target ? event.toElement : event.fromElement;
		}

		// Calculate pageX/Y if missing and clientX/Y available
		if ( event.pageX == null && event.clientX != null ) {
			var doc = document.documentElement, body = document.body;
			event.pageX = event.clientX + (doc && doc.scrollLeft || body && body.scrollLeft || 0) - (doc && doc.clientLeft || body && body.clientLeft || 0);
			event.pageY = event.clientY + (doc && doc.scrollTop  || body && body.scrollTop  || 0) - (doc && doc.clientTop  || body && body.clientTop  || 0);
		}

		// Add which for key events
		if ( !event.which && ((event.charCode || event.charCode === 0) ? event.charCode : event.keyCode) ) {
			event.which = event.charCode || event.keyCode;
		}

		// Add metaKey to non-Mac browsers (use ctrl for PC's and Meta for Macs)
		if ( !event.metaKey && event.ctrlKey ) {
			event.metaKey = event.ctrlKey;
		}

		// Add which for click: 1 === left; 2 === middle; 3 === right
		// Note: button is not normalized, so don't use it
		if ( !event.which && event.button !== undefined ) {
			event.which = (event.button & 1 ? 1 : ( event.button & 2 ? 3 : ( event.button & 4 ? 2 : 0 ) ));
		}

		return event;
	},

	// Deprecated, use jQuery.guid instead
	guid: 1E8,

	// Deprecated, use jQuery.proxy instead
	proxy: jQuery.proxy,

	special: {
		ready: {
			// Make sure the ready event is setup
			setup: jQuery.bindReady,
			teardown: jQuery.noop
		},

		live: {
			add: function( handleObj ) {
				jQuery.event.add( this, handleObj.origType, jQuery.extend({}, handleObj, {handler: liveHandler}) ); 
			},

			remove: function( handleObj ) {
				var remove = true,
					type = handleObj.origType.replace(rnamespaces, "");
				
				jQuery.each( jQuery.data(this, "events").live || [], function() {
					if ( type === this.origType.replace(rnamespaces, "") ) {
						remove = false;
						return false;
					}
				});

				if ( remove ) {
					jQuery.event.remove( this, handleObj.origType, liveHandler );
				}
			}

		},

		beforeunload: {
			setup: function( data, namespaces, eventHandle ) {
				// We only want to do this special case on windows
				if ( this.setInterval ) {
					this.onbeforeunload = eventHandle;
				}

				return false;
			},
			teardown: function( namespaces, eventHandle ) {
				if ( this.onbeforeunload === eventHandle ) {
					this.onbeforeunload = null;
				}
			}
		}
	}
};

var removeEvent = document.removeEventListener ?
	function( elem, type, handle ) {
		elem.removeEventListener( type, handle, false );
	} : 
	function( elem, type, handle ) {
		elem.detachEvent( "on" + type, handle );
	};

jQuery.Event = function( src ) {
	// Allow instantiation without the 'new' keyword
	if ( !this.preventDefault ) {
		return new jQuery.Event( src );
	}

	// Event object
	if ( src && src.type ) {
		this.originalEvent = src;
		this.type = src.type;
	// Event type
	} else {
		this.type = src;
	}

	// timeStamp is buggy for some events on Firefox(#3843)
	// So we won't rely on the native value
	this.timeStamp = now();

	// Mark it as fixed
	this[ expando ] = true;
};

function returnFalse() {
	return false;
}
function returnTrue() {
	return true;
}

// jQuery.Event is based on DOM3 Events as specified by the ECMAScript Language Binding
// http://www.w3.org/TR/2003/WD-DOM-Level-3-Events-20030331/ecma-script-binding.html
jQuery.Event.prototype = {
	preventDefault: function() {
		this.isDefaultPrevented = returnTrue;

		var e = this.originalEvent;
		if ( !e ) {
			return;
		}
		
		// if preventDefault exists run it on the original event
		if ( e.preventDefault ) {
			e.preventDefault();
		}
		// otherwise set the returnValue property of the original event to false (IE)
		e.returnValue = false;
	},
	stopPropagation: function() {
		this.isPropagationStopped = returnTrue;

		var e = this.originalEvent;
		if ( !e ) {
			return;
		}
		// if stopPropagation exists run it on the original event
		if ( e.stopPropagation ) {
			e.stopPropagation();
		}
		// otherwise set the cancelBubble property of the original event to true (IE)
		e.cancelBubble = true;
	},
	stopImmediatePropagation: function() {
		this.isImmediatePropagationStopped = returnTrue;
		this.stopPropagation();
	},
	isDefaultPrevented: returnFalse,
	isPropagationStopped: returnFalse,
	isImmediatePropagationStopped: returnFalse
};

// Checks if an event happened on an element within another element
// Used in jQuery.event.special.mouseenter and mouseleave handlers
var withinElement = function( event ) {
	// Check if mouse(over|out) are still within the same parent element
	var parent = event.relatedTarget;

	// Firefox sometimes assigns relatedTarget a XUL element
	// which we cannot access the parentNode property of
	try {
		// Traverse up the tree
		while ( parent && parent !== this ) {
			parent = parent.parentNode;
		}

		if ( parent !== this ) {
			// set the correct event type
			event.type = event.data;

			// handle event if we actually just moused on to a non sub-element
			jQuery.event.handle.apply( this, arguments );
		}

	// assuming we've left the element since we most likely mousedover a xul element
	} catch(e) { }
},

// In case of event delegation, we only need to rename the event.type,
// liveHandler will take care of the rest.
delegate = function( event ) {
	event.type = event.data;
	jQuery.event.handle.apply( this, arguments );
};

// Create mouseenter and mouseleave events
jQuery.each({
	mouseenter: "mouseover",
	mouseleave: "mouseout"
}, function( orig, fix ) {
	jQuery.event.special[ orig ] = {
		setup: function( data ) {
			jQuery.event.add( this, fix, data && data.selector ? delegate : withinElement, orig );
		},
		teardown: function( data ) {
			jQuery.event.remove( this, fix, data && data.selector ? delegate : withinElement );
		}
	};
});

// submit delegation
if ( !jQuery.support.submitBubbles ) {

	jQuery.event.special.submit = {
		setup: function( data, namespaces ) {
			if ( this.nodeName.toLowerCase() !== "form" ) {
				jQuery.event.add(this, "click.specialSubmit", function( e ) {
					var elem = e.target, type = elem.type;

					if ( (type === "submit" || type === "image") && jQuery( elem ).closest("form").length ) {
						return trigger( "submit", this, arguments );
					}
				});
	 
				jQuery.event.add(this, "keypress.specialSubmit", function( e ) {
					var elem = e.target, type = elem.type;

					if ( (type === "text" || type === "password") && jQuery( elem ).closest("form").length && e.keyCode === 13 ) {
						return trigger( "submit", this, arguments );
					}
				});

			} else {
				return false;
			}
		},

		teardown: function( namespaces ) {
			jQuery.event.remove( this, ".specialSubmit" );
		}
	};

}

// change delegation, happens here so we have bind.
if ( !jQuery.support.changeBubbles ) {

	var formElems = /textarea|input|select/i,

	changeFilters,

	getVal = function( elem ) {
		var type = elem.type, val = elem.value;

		if ( type === "radio" || type === "checkbox" ) {
			val = elem.checked;

		} else if ( type === "select-multiple" ) {
			val = elem.selectedIndex > -1 ?
				jQuery.map( elem.options, function( elem ) {
					return elem.selected;
				}).join("-") :
				"";

		} else if ( elem.nodeName.toLowerCase() === "select" ) {
			val = elem.selectedIndex;
		}

		return val;
	},

	testChange = function testChange( e ) {
		var elem = e.target, data, val;

		if ( !formElems.test( elem.nodeName ) || elem.readOnly ) {
			return;
		}

		data = jQuery.data( elem, "_change_data" );
		val = getVal(elem);

		// the current data will be also retrieved by beforeactivate
		if ( e.type !== "focusout" || elem.type !== "radio" ) {
			jQuery.data( elem, "_change_data", val );
		}
		
		if ( data === undefined || val === data ) {
			return;
		}

		if ( data != null || val ) {
			e.type = "change";
			return jQuery.event.trigger( e, arguments[1], elem );
		}
	};

	jQuery.event.special.change = {
		filters: {
			focusout: testChange, 

			click: function( e ) {
				var elem = e.target, type = elem.type;

				if ( type === "radio" || type === "checkbox" || elem.nodeName.toLowerCase() === "select" ) {
					return testChange.call( this, e );
				}
			},

			// Change has to be called before submit
			// Keydown will be called before keypress, which is used in submit-event delegation
			keydown: function( e ) {
				var elem = e.target, type = elem.type;

				if ( (e.keyCode === 13 && elem.nodeName.toLowerCase() !== "textarea") ||
					(e.keyCode === 32 && (type === "checkbox" || type === "radio")) ||
					type === "select-multiple" ) {
					return testChange.call( this, e );
				}
			},

			// Beforeactivate happens also before the previous element is blurred
			// with this event you can't trigger a change event, but you can store
			// information/focus[in] is not needed anymore
			beforeactivate: function( e ) {
				var elem = e.target;
				jQuery.data( elem, "_change_data", getVal(elem) );
			}
		},

		setup: function( data, namespaces ) {
			if ( this.type === "file" ) {
				return false;
			}

			for ( var type in changeFilters ) {
				jQuery.event.add( this, type + ".specialChange", changeFilters[type] );
			}

			return formElems.test( this.nodeName );
		},

		teardown: function( namespaces ) {
			jQuery.event.remove( this, ".specialChange" );

			return formElems.test( this.nodeName );
		}
	};

	changeFilters = jQuery.event.special.change.filters;
}

function trigger( type, elem, args ) {
	args[0].type = type;
	return jQuery.event.handle.apply( elem, args );
}

// Create "bubbling" focus and blur events
if ( document.addEventListener ) {
	jQuery.each({ focus: "focusin", blur: "focusout" }, function( orig, fix ) {
		jQuery.event.special[ fix ] = {
			setup: function() {
				this.addEventListener( orig, handler, true );
			}, 
			teardown: function() { 
				this.removeEventListener( orig, handler, true );
			}
		};

		function handler( e ) { 
			e = jQuery.event.fix( e );
			e.type = fix;
			return jQuery.event.handle.call( this, e );
		}
	});
}

jQuery.each(["bind", "one"], function( i, name ) {
	jQuery.fn[ name ] = function( type, data, fn ) {
		// Handle object literals
		if ( typeof type === "object" ) {
			for ( var key in type ) {
				this[ name ](key, data, type[key], fn);
			}
			return this;
		}
		
		if ( jQuery.isFunction( data ) ) {
			fn = data;
			data = undefined;
		}

		var handler = name === "one" ? jQuery.proxy( fn, function( event ) {
			jQuery( this ).unbind( event, handler );
			return fn.apply( this, arguments );
		}) : fn;

		if ( type === "unload" && name !== "one" ) {
			this.one( type, data, fn );

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				jQuery.event.add( this[i], type, handler, data );
			}
		}

		return this;
	};
});

jQuery.fn.extend({
	unbind: function( type, fn ) {
		// Handle object literals
		if ( typeof type === "object" && !type.preventDefault ) {
			for ( var key in type ) {
				this.unbind(key, type[key]);
			}

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				jQuery.event.remove( this[i], type, fn );
			}
		}

		return this;
	},
	
	delegate: function( selector, types, data, fn ) {
		return this.live( types, data, fn, selector );
	},
	
	undelegate: function( selector, types, fn ) {
		if ( arguments.length === 0 ) {
				return this.unbind( "live" );
		
		} else {
			return this.die( types, null, fn, selector );
		}
	},
	
	trigger: function( type, data ) {
		return this.each(function() {
			jQuery.event.trigger( type, data, this );
		});
	},

	triggerHandler: function( type, data ) {
		if ( this[0] ) {
			var event = jQuery.Event( type );
			event.preventDefault();
			event.stopPropagation();
			jQuery.event.trigger( event, data, this[0] );
			return event.result;
		}
	},

	toggle: function( fn ) {
		// Save reference to arguments for access in closure
		var args = arguments, i = 1;

		// link all the functions, so any of them can unbind this click handler
		while ( i < args.length ) {
			jQuery.proxy( fn, args[ i++ ] );
		}

		return this.click( jQuery.proxy( fn, function( event ) {
			// Figure out which function to execute
			var lastToggle = ( jQuery.data( this, "lastToggle" + fn.guid ) || 0 ) % i;
			jQuery.data( this, "lastToggle" + fn.guid, lastToggle + 1 );

			// Make sure that clicks stop
			event.preventDefault();

			// and execute the function
			return args[ lastToggle ].apply( this, arguments ) || false;
		}));
	},

	hover: function( fnOver, fnOut ) {
		return this.mouseenter( fnOver ).mouseleave( fnOut || fnOver );
	}
});

var liveMap = {
	focus: "focusin",
	blur: "focusout",
	mouseenter: "mouseover",
	mouseleave: "mouseout"
};

jQuery.each(["live", "die"], function( i, name ) {
	jQuery.fn[ name ] = function( types, data, fn, origSelector /* Internal Use Only */ ) {
		var type, i = 0, match, namespaces, preType,
			selector = origSelector || this.selector,
			context = origSelector ? this : jQuery( this.context );

		if ( jQuery.isFunction( data ) ) {
			fn = data;
			data = undefined;
		}

		types = (types || "").split(" ");

		while ( (type = types[ i++ ]) != null ) {
			match = rnamespaces.exec( type );
			namespaces = "";

			if ( match )  {
				namespaces = match[0];
				type = type.replace( rnamespaces, "" );
			}

			if ( type === "hover" ) {
				types.push( "mouseenter" + namespaces, "mouseleave" + namespaces );
				continue;
			}

			preType = type;

			if ( type === "focus" || type === "blur" ) {
				types.push( liveMap[ type ] + namespaces );
				type = type + namespaces;

			} else {
				type = (liveMap[ type ] || type) + namespaces;
			}

			if ( name === "live" ) {
				// bind live handler
				context.each(function(){
					jQuery.event.add( this, liveConvert( type, selector ),
						{ data: data, selector: selector, handler: fn, origType: type, origHandler: fn, preType: preType } );
				});

			} else {
				// unbind live handler
				context.unbind( liveConvert( type, selector ), fn );
			}
		}
		
		return this;
	}
});

function liveHandler( event ) {
	var stop, elems = [], selectors = [], args = arguments,
		related, match, handleObj, elem, j, i, l, data,
		events = jQuery.data( this, "events" );

	// Make sure we avoid non-left-click bubbling in Firefox (#3861)
	if ( event.liveFired === this || !events || !events.live || event.button && event.type === "click" ) {
		return;
	}

	event.liveFired = this;

	var live = events.live.slice(0);

	for ( j = 0; j < live.length; j++ ) {
		handleObj = live[j];

		if ( handleObj.origType.replace( rnamespaces, "" ) === event.type ) {
			selectors.push( handleObj.selector );

		} else {
			live.splice( j--, 1 );
		}
	}

	match = jQuery( event.target ).closest( selectors, event.currentTarget );

	for ( i = 0, l = match.length; i < l; i++ ) {
		for ( j = 0; j < live.length; j++ ) {
			handleObj = live[j];

			if ( match[i].selector === handleObj.selector ) {
				elem = match[i].elem;
				related = null;

				// Those two events require additional checking
				if ( handleObj.preType === "mouseenter" || handleObj.preType === "mouseleave" ) {
					related = jQuery( event.relatedTarget ).closest( handleObj.selector )[0];
				}

				if ( !related || related !== elem ) {
					elems.push({ elem: elem, handleObj: handleObj });
				}
			}
		}
	}

	for ( i = 0, l = elems.length; i < l; i++ ) {
		match = elems[i];
		event.currentTarget = match.elem;
		event.data = match.handleObj.data;
		event.handleObj = match.handleObj;

		if ( match.handleObj.origHandler.apply( match.elem, args ) === false ) {
			stop = false;
			break;
		}
	}

	return stop;
}

function liveConvert( type, selector ) {
	return "live." + (type && type !== "*" ? type + "." : "") + selector.replace(/\./g, "`").replace(/ /g, "&");
}

jQuery.each( ("blur focus focusin focusout load resize scroll unload click dblclick " +
	"mousedown mouseup mousemove mouseover mouseout mouseenter mouseleave " +
	"change select submit keydown keypress keyup error").split(" "), function( i, name ) {

	// Handle event binding
	jQuery.fn[ name ] = function( fn ) {
		return fn ? this.bind( name, fn ) : this.trigger( name );
	};

	if ( jQuery.attrFn ) {
		jQuery.attrFn[ name ] = true;
	}
});

// Prevent memory leaks in IE
// Window isn't included so as not to unbind existing unload events
// More info:
//  - http://isaacschlueter.com/2006/10/msie-memory-leaks/
if ( window.attachEvent && !window.addEventListener ) {
	window.attachEvent("onunload", function() {
		for ( var id in jQuery.cache ) {
			if ( jQuery.cache[ id ].handle ) {
				// Try/Catch is to handle iframes being unloaded, see #4280
				try {
					jQuery.event.remove( jQuery.cache[ id ].handle.elem );
				} catch(e) {}
			}
		}
	});
}
/*!
 * Sizzle CSS Selector Engine - v1.0
 *  Copyright 2009, The Dojo Foundation
 *  Released under the MIT, BSD, and GPL Licenses.
 *  More information: http://sizzlejs.com/
 */
(function(){

var chunker = /((?:\((?:\([^()]+\)|[^()]+)+\)|\[(?:\[[^[\]]*\]|['"][^'"]*['"]|[^[\]'"]+)+\]|\\.|[^ >+~,(\[\\]+)+|[>+~])(\s*,\s*)?((?:.|\r|\n)*)/g,
	done = 0,
	toString = Object.prototype.toString,
	hasDuplicate = false,
	baseHasDuplicate = true;

// Here we check if the JavaScript engine is using some sort of
// optimization where it does not always call our comparision
// function. If that is the case, discard the hasDuplicate value.
//   Thus far that includes Google Chrome.
[0, 0].sort(function(){
	baseHasDuplicate = false;
	return 0;
});

var Sizzle = function(selector, context, results, seed) {
	results = results || [];
	var origContext = context = context || document;

	if ( context.nodeType !== 1 && context.nodeType !== 9 ) {
		return [];
	}
	
	if ( !selector || typeof selector !== "string" ) {
		return results;
	}

	var parts = [], m, set, checkSet, extra, prune = true, contextXML = isXML(context),
		soFar = selector;
	
	// Reset the position of the chunker regexp (start from head)
	while ( (chunker.exec(""), m = chunker.exec(soFar)) !== null ) {
		soFar = m[3];
		
		parts.push( m[1] );
		
		if ( m[2] ) {
			extra = m[3];
			break;
		}
	}

	if ( parts.length > 1 && origPOS.exec( selector ) ) {
		if ( parts.length === 2 && Expr.relative[ parts[0] ] ) {
			set = posProcess( parts[0] + parts[1], context );
		} else {
			set = Expr.relative[ parts[0] ] ?
				[ context ] :
				Sizzle( parts.shift(), context );

			while ( parts.length ) {
				selector = parts.shift();

				if ( Expr.relative[ selector ] ) {
					selector += parts.shift();
				}
				
				set = posProcess( selector, set );
			}
		}
	} else {
		// Take a shortcut and set the context if the root selector is an ID
		// (but not if it'll be faster if the inner selector is an ID)
		if ( !seed && parts.length > 1 && context.nodeType === 9 && !contextXML &&
				Expr.match.ID.test(parts[0]) && !Expr.match.ID.test(parts[parts.length - 1]) ) {
			var ret = Sizzle.find( parts.shift(), context, contextXML );
			context = ret.expr ? Sizzle.filter( ret.expr, ret.set )[0] : ret.set[0];
		}

		if ( context ) {
			var ret = seed ?
				{ expr: parts.pop(), set: makeArray(seed) } :
				Sizzle.find( parts.pop(), parts.length === 1 && (parts[0] === "~" || parts[0] === "+") && context.parentNode ? context.parentNode : context, contextXML );
			set = ret.expr ? Sizzle.filter( ret.expr, ret.set ) : ret.set;

			if ( parts.length > 0 ) {
				checkSet = makeArray(set);
			} else {
				prune = false;
			}

			while ( parts.length ) {
				var cur = parts.pop(), pop = cur;

				if ( !Expr.relative[ cur ] ) {
					cur = "";
				} else {
					pop = parts.pop();
				}

				if ( pop == null ) {
					pop = context;
				}

				Expr.relative[ cur ]( checkSet, pop, contextXML );
			}
		} else {
			checkSet = parts = [];
		}
	}

	if ( !checkSet ) {
		checkSet = set;
	}

	if ( !checkSet ) {
		Sizzle.error( cur || selector );
	}

	if ( toString.call(checkSet) === "[object Array]" ) {
		if ( !prune ) {
			results.push.apply( results, checkSet );
		} else if ( context && context.nodeType === 1 ) {
			for ( var i = 0; checkSet[i] != null; i++ ) {
				if ( checkSet[i] && (checkSet[i] === true || checkSet[i].nodeType === 1 && contains(context, checkSet[i])) ) {
					results.push( set[i] );
				}
			}
		} else {
			for ( var i = 0; checkSet[i] != null; i++ ) {
				if ( checkSet[i] && checkSet[i].nodeType === 1 ) {
					results.push( set[i] );
				}
			}
		}
	} else {
		makeArray( checkSet, results );
	}

	if ( extra ) {
		Sizzle( extra, origContext, results, seed );
		Sizzle.uniqueSort( results );
	}

	return results;
};

Sizzle.uniqueSort = function(results){
	if ( sortOrder ) {
		hasDuplicate = baseHasDuplicate;
		results.sort(sortOrder);

		if ( hasDuplicate ) {
			for ( var i = 1; i < results.length; i++ ) {
				if ( results[i] === results[i-1] ) {
					results.splice(i--, 1);
				}
			}
		}
	}

	return results;
};

Sizzle.matches = function(expr, set){
	return Sizzle(expr, null, null, set);
};

Sizzle.find = function(expr, context, isXML){
	var set, match;

	if ( !expr ) {
		return [];
	}

	for ( var i = 0, l = Expr.order.length; i < l; i++ ) {
		var type = Expr.order[i], match;
		
		if ( (match = Expr.leftMatch[ type ].exec( expr )) ) {
			var left = match[1];
			match.splice(1,1);

			if ( left.substr( left.length - 1 ) !== "\\" ) {
				match[1] = (match[1] || "").replace(/\\/g, "");
				set = Expr.find[ type ]( match, context, isXML );
				if ( set != null ) {
					expr = expr.replace( Expr.match[ type ], "" );
					break;
				}
			}
		}
	}

	if ( !set ) {
		set = context.getElementsByTagName("*");
	}

	return {set: set, expr: expr};
};

Sizzle.filter = function(expr, set, inplace, not){
	var old = expr, result = [], curLoop = set, match, anyFound,
		isXMLFilter = set && set[0] && isXML(set[0]);

	while ( expr && set.length ) {
		for ( var type in Expr.filter ) {
			if ( (match = Expr.leftMatch[ type ].exec( expr )) != null && match[2] ) {
				var filter = Expr.filter[ type ], found, item, left = match[1];
				anyFound = false;

				match.splice(1,1);

				if ( left.substr( left.length - 1 ) === "\\" ) {
					continue;
				}

				if ( curLoop === result ) {
					result = [];
				}

				if ( Expr.preFilter[ type ] ) {
					match = Expr.preFilter[ type ]( match, curLoop, inplace, result, not, isXMLFilter );

					if ( !match ) {
						anyFound = found = true;
					} else if ( match === true ) {
						continue;
					}
				}

				if ( match ) {
					for ( var i = 0; (item = curLoop[i]) != null; i++ ) {
						if ( item ) {
							found = filter( item, match, i, curLoop );
							var pass = not ^ !!found;

							if ( inplace && found != null ) {
								if ( pass ) {
									anyFound = true;
								} else {
									curLoop[i] = false;
								}
							} else if ( pass ) {
								result.push( item );
								anyFound = true;
							}
						}
					}
				}

				if ( found !== undefined ) {
					if ( !inplace ) {
						curLoop = result;
					}

					expr = expr.replace( Expr.match[ type ], "" );

					if ( !anyFound ) {
						return [];
					}

					break;
				}
			}
		}

		// Improper expression
		if ( expr === old ) {
			if ( anyFound == null ) {
				Sizzle.error( expr );
			} else {
				break;
			}
		}

		old = expr;
	}

	return curLoop;
};

Sizzle.error = function( msg ) {
	throw "Syntax error, unrecognized expression: " + msg;
};

var Expr = Sizzle.selectors = {
	order: [ "ID", "NAME", "TAG" ],
	match: {
		ID: /#((?:[\w\u00c0-\uFFFF-]|\\.)+)/,
		CLASS: /\.((?:[\w\u00c0-\uFFFF-]|\\.)+)/,
		NAME: /\[name=['"]*((?:[\w\u00c0-\uFFFF-]|\\.)+)['"]*\]/,
		ATTR: /\[\s*((?:[\w\u00c0-\uFFFF-]|\\.)+)\s*(?:(\S?=)\s*(['"]*)(.*?)\3|)\s*\]/,
		TAG: /^((?:[\w\u00c0-\uFFFF\*-]|\\.)+)/,
		CHILD: /:(only|nth|last|first)-child(?:\((even|odd|[\dn+-]*)\))?/,
		POS: /:(nth|eq|gt|lt|first|last|even|odd)(?:\((\d*)\))?(?=[^-]|$)/,
		PSEUDO: /:((?:[\w\u00c0-\uFFFF-]|\\.)+)(?:\((['"]?)((?:\([^\)]+\)|[^\(\)]*)+)\2\))?/
	},
	leftMatch: {},
	attrMap: {
		"class": "className",
		"for": "htmlFor"
	},
	attrHandle: {
		href: function(elem){
			return elem.getAttribute("href");
		}
	},
	relative: {
		"+": function(checkSet, part){
			var isPartStr = typeof part === "string",
				isTag = isPartStr && !/\W/.test(part),
				isPartStrNotTag = isPartStr && !isTag;

			if ( isTag ) {
				part = part.toLowerCase();
			}

			for ( var i = 0, l = checkSet.length, elem; i < l; i++ ) {
				if ( (elem = checkSet[i]) ) {
					while ( (elem = elem.previousSibling) && elem.nodeType !== 1 ) {}

					checkSet[i] = isPartStrNotTag || elem && elem.nodeName.toLowerCase() === part ?
						elem || false :
						elem === part;
				}
			}

			if ( isPartStrNotTag ) {
				Sizzle.filter( part, checkSet, true );
			}
		},
		">": function(checkSet, part){
			var isPartStr = typeof part === "string";

			if ( isPartStr && !/\W/.test(part) ) {
				part = part.toLowerCase();

				for ( var i = 0, l = checkSet.length; i < l; i++ ) {
					var elem = checkSet[i];
					if ( elem ) {
						var parent = elem.parentNode;
						checkSet[i] = parent.nodeName.toLowerCase() === part ? parent : false;
					}
				}
			} else {
				for ( var i = 0, l = checkSet.length; i < l; i++ ) {
					var elem = checkSet[i];
					if ( elem ) {
						checkSet[i] = isPartStr ?
							elem.parentNode :
							elem.parentNode === part;
					}
				}

				if ( isPartStr ) {
					Sizzle.filter( part, checkSet, true );
				}
			}
		},
		"": function(checkSet, part, isXML){
			var doneName = done++, checkFn = dirCheck;

			if ( typeof part === "string" && !/\W/.test(part) ) {
				var nodeCheck = part = part.toLowerCase();
				checkFn = dirNodeCheck;
			}

			checkFn("parentNode", part, doneName, checkSet, nodeCheck, isXML);
		},
		"~": function(checkSet, part, isXML){
			var doneName = done++, checkFn = dirCheck;

			if ( typeof part === "string" && !/\W/.test(part) ) {
				var nodeCheck = part = part.toLowerCase();
				checkFn = dirNodeCheck;
			}

			checkFn("previousSibling", part, doneName, checkSet, nodeCheck, isXML);
		}
	},
	find: {
		ID: function(match, context, isXML){
			if ( typeof context.getElementById !== "undefined" && !isXML ) {
				var m = context.getElementById(match[1]);
				return m ? [m] : [];
			}
		},
		NAME: function(match, context){
			if ( typeof context.getElementsByName !== "undefined" ) {
				var ret = [], results = context.getElementsByName(match[1]);

				for ( var i = 0, l = results.length; i < l; i++ ) {
					if ( results[i].getAttribute("name") === match[1] ) {
						ret.push( results[i] );
					}
				}

				return ret.length === 0 ? null : ret;
			}
		},
		TAG: function(match, context){
			return context.getElementsByTagName(match[1]);
		}
	},
	preFilter: {
		CLASS: function(match, curLoop, inplace, result, not, isXML){
			match = " " + match[1].replace(/\\/g, "") + " ";

			if ( isXML ) {
				return match;
			}

			for ( var i = 0, elem; (elem = curLoop[i]) != null; i++ ) {
				if ( elem ) {
					if ( not ^ (elem.className && (" " + elem.className + " ").replace(/[\t\n]/g, " ").indexOf(match) >= 0) ) {
						if ( !inplace ) {
							result.push( elem );
						}
					} else if ( inplace ) {
						curLoop[i] = false;
					}
				}
			}

			return false;
		},
		ID: function(match){
			return match[1].replace(/\\/g, "");
		},
		TAG: function(match, curLoop){
			return match[1].toLowerCase();
		},
		CHILD: function(match){
			if ( match[1] === "nth" ) {
				// parse equations like 'even', 'odd', '5', '2n', '3n+2', '4n-1', '-n+6'
				var test = /(-?)(\d*)n((?:\+|-)?\d*)/.exec(
					match[2] === "even" && "2n" || match[2] === "odd" && "2n+1" ||
					!/\D/.test( match[2] ) && "0n+" + match[2] || match[2]);

				// calculate the numbers (first)n+(last) including if they are negative
				match[2] = (test[1] + (test[2] || 1)) - 0;
				match[3] = test[3] - 0;
			}

			// TODO: Move to normal caching system
			match[0] = done++;

			return match;
		},
		ATTR: function(match, curLoop, inplace, result, not, isXML){
			var name = match[1].replace(/\\/g, "");
			
			if ( !isXML && Expr.attrMap[name] ) {
				match[1] = Expr.attrMap[name];
			}

			if ( match[2] === "~=" ) {
				match[4] = " " + match[4] + " ";
			}

			return match;
		},
		PSEUDO: function(match, curLoop, inplace, result, not){
			if ( match[1] === "not" ) {
				// If we're dealing with a complex expression, or a simple one
				if ( ( chunker.exec(match[3]) || "" ).length > 1 || /^\w/.test(match[3]) ) {
					match[3] = Sizzle(match[3], null, null, curLoop);
				} else {
					var ret = Sizzle.filter(match[3], curLoop, inplace, true ^ not);
					if ( !inplace ) {
						result.push.apply( result, ret );
					}
					return false;
				}
			} else if ( Expr.match.POS.test( match[0] ) || Expr.match.CHILD.test( match[0] ) ) {
				return true;
			}
			
			return match;
		},
		POS: function(match){
			match.unshift( true );
			return match;
		}
	},
	filters: {
		enabled: function(elem){
			return elem.disabled === false && elem.type !== "hidden";
		},
		disabled: function(elem){
			return elem.disabled === true;
		},
		checked: function(elem){
			return elem.checked === true;
		},
		selected: function(elem){
			// Accessing this property makes selected-by-default
			// options in Safari work properly
			elem.parentNode.selectedIndex;
			return elem.selected === true;
		},
		parent: function(elem){
			return !!elem.firstChild;
		},
		empty: function(elem){
			return !elem.firstChild;
		},
		has: function(elem, i, match){
			return !!Sizzle( match[3], elem ).length;
		},
		header: function(elem){
			return /h\d/i.test( elem.nodeName );
		},
		text: function(elem){
			return "text" === elem.type;
		},
		radio: function(elem){
			return "radio" === elem.type;
		},
		checkbox: function(elem){
			return "checkbox" === elem.type;
		},
		file: function(elem){
			return "file" === elem.type;
		},
		password: function(elem){
			return "password" === elem.type;
		},
		submit: function(elem){
			return "submit" === elem.type;
		},
		image: function(elem){
			return "image" === elem.type;
		},
		reset: function(elem){
			return "reset" === elem.type;
		},
		button: function(elem){
			return "button" === elem.type || elem.nodeName.toLowerCase() === "button";
		},
		input: function(elem){
			return /input|select|textarea|button/i.test(elem.nodeName);
		}
	},
	setFilters: {
		first: function(elem, i){
			return i === 0;
		},
		last: function(elem, i, match, array){
			return i === array.length - 1;
		},
		even: function(elem, i){
			return i % 2 === 0;
		},
		odd: function(elem, i){
			return i % 2 === 1;
		},
		lt: function(elem, i, match){
			return i < match[3] - 0;
		},
		gt: function(elem, i, match){
			return i > match[3] - 0;
		},
		nth: function(elem, i, match){
			return match[3] - 0 === i;
		},
		eq: function(elem, i, match){
			return match[3] - 0 === i;
		}
	},
	filter: {
		PSEUDO: function(elem, match, i, array){
			var name = match[1], filter = Expr.filters[ name ];

			if ( filter ) {
				return filter( elem, i, match, array );
			} else if ( name === "contains" ) {
				return (elem.textContent || elem.innerText || getText([ elem ]) || "").indexOf(match[3]) >= 0;
			} else if ( name === "not" ) {
				var not = match[3];

				for ( var i = 0, l = not.length; i < l; i++ ) {
					if ( not[i] === elem ) {
						return false;
					}
				}

				return true;
			} else {
				Sizzle.error( "Syntax error, unrecognized expression: " + name );
			}
		},
		CHILD: function(elem, match){
			var type = match[1], node = elem;
			switch (type) {
				case 'only':
				case 'first':
					while ( (node = node.previousSibling) )	 {
						if ( node.nodeType === 1 ) { 
							return false; 
						}
					}
					if ( type === "first" ) { 
						return true; 
					}
					node = elem;
				case 'last':
					while ( (node = node.nextSibling) )	 {
						if ( node.nodeType === 1 ) { 
							return false; 
						}
					}
					return true;
				case 'nth':
					var first = match[2], last = match[3];

					if ( first === 1 && last === 0 ) {
						return true;
					}
					
					var doneName = match[0],
						parent = elem.parentNode;
	
					if ( parent && (parent.sizcache !== doneName || !elem.nodeIndex) ) {
						var count = 0;
						for ( node = parent.firstChild; node; node = node.nextSibling ) {
							if ( node.nodeType === 1 ) {
								node.nodeIndex = ++count;
							}
						} 
						parent.sizcache = doneName;
					}
					
					var diff = elem.nodeIndex - last;
					if ( first === 0 ) {
						return diff === 0;
					} else {
						return ( diff % first === 0 && diff / first >= 0 );
					}
			}
		},
		ID: function(elem, match){
			return elem.nodeType === 1 && elem.getAttribute("id") === match;
		},
		TAG: function(elem, match){
			return (match === "*" && elem.nodeType === 1) || elem.nodeName.toLowerCase() === match;
		},
		CLASS: function(elem, match){
			return (" " + (elem.className || elem.getAttribute("class")) + " ")
				.indexOf( match ) > -1;
		},
		ATTR: function(elem, match){
			var name = match[1],
				result = Expr.attrHandle[ name ] ?
					Expr.attrHandle[ name ]( elem ) :
					elem[ name ] != null ?
						elem[ name ] :
						elem.getAttribute( name ),
				value = result + "",
				type = match[2],
				check = match[4];

			return result == null ?
				type === "!=" :
				type === "=" ?
				value === check :
				type === "*=" ?
				value.indexOf(check) >= 0 :
				type === "~=" ?
				(" " + value + " ").indexOf(check) >= 0 :
				!check ?
				value && result !== false :
				type === "!=" ?
				value !== check :
				type === "^=" ?
				value.indexOf(check) === 0 :
				type === "$=" ?
				value.substr(value.length - check.length) === check :
				type === "|=" ?
				value === check || value.substr(0, check.length + 1) === check + "-" :
				false;
		},
		POS: function(elem, match, i, array){
			var name = match[2], filter = Expr.setFilters[ name ];

			if ( filter ) {
				return filter( elem, i, match, array );
			}
		}
	}
};

var origPOS = Expr.match.POS;

for ( var type in Expr.match ) {
	Expr.match[ type ] = new RegExp( Expr.match[ type ].source + /(?![^\[]*\])(?![^\(]*\))/.source );
	Expr.leftMatch[ type ] = new RegExp( /(^(?:.|\r|\n)*?)/.source + Expr.match[ type ].source.replace(/\\(\d+)/g, function(all, num){
		return "\\" + (num - 0 + 1);
	}));
}

var makeArray = function(array, results) {
	array = Array.prototype.slice.call( array, 0 );

	if ( results ) {
		results.push.apply( results, array );
		return results;
	}
	
	return array;
};

// Perform a simple check to determine if the browser is capable of
// converting a NodeList to an array using builtin methods.
// Also verifies that the returned array holds DOM nodes
// (which is not the case in the Blackberry browser)
try {
	Array.prototype.slice.call( document.documentElement.childNodes, 0 )[0].nodeType;

// Provide a fallback method if it does not work
} catch(e){
	makeArray = function(array, results) {
		var ret = results || [];

		if ( toString.call(array) === "[object Array]" ) {
			Array.prototype.push.apply( ret, array );
		} else {
			if ( typeof array.length === "number" ) {
				for ( var i = 0, l = array.length; i < l; i++ ) {
					ret.push( array[i] );
				}
			} else {
				for ( var i = 0; array[i]; i++ ) {
					ret.push( array[i] );
				}
			}
		}

		return ret;
	};
}

var sortOrder;

if ( document.documentElement.compareDocumentPosition ) {
	sortOrder = function( a, b ) {
		if ( !a.compareDocumentPosition || !b.compareDocumentPosition ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.compareDocumentPosition ? -1 : 1;
		}

		var ret = a.compareDocumentPosition(b) & 4 ? -1 : a === b ? 0 : 1;
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
} else if ( "sourceIndex" in document.documentElement ) {
	sortOrder = function( a, b ) {
		if ( !a.sourceIndex || !b.sourceIndex ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.sourceIndex ? -1 : 1;
		}

		var ret = a.sourceIndex - b.sourceIndex;
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
} else if ( document.createRange ) {
	sortOrder = function( a, b ) {
		if ( !a.ownerDocument || !b.ownerDocument ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.ownerDocument ? -1 : 1;
		}

		var aRange = a.ownerDocument.createRange(), bRange = b.ownerDocument.createRange();
		aRange.setStart(a, 0);
		aRange.setEnd(a, 0);
		bRange.setStart(b, 0);
		bRange.setEnd(b, 0);
		var ret = aRange.compareBoundaryPoints(Range.START_TO_END, bRange);
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
}

// Utility function for retreiving the text value of an array of DOM nodes
function getText( elems ) {
	var ret = "", elem;

	for ( var i = 0; elems[i]; i++ ) {
		elem = elems[i];

		// Get the text from text nodes and CDATA nodes
		if ( elem.nodeType === 3 || elem.nodeType === 4 ) {
			ret += elem.nodeValue;

		// Traverse everything else, except comment nodes
		} else if ( elem.nodeType !== 8 ) {
			ret += getText( elem.childNodes );
		}
	}

	return ret;
}

// Check to see if the browser returns elements by name when
// querying by getElementById (and provide a workaround)
(function(){
	// We're going to inject a fake input element with a specified name
	var form = document.createElement("div"),
		id = "script" + (new Date).getTime();
	form.innerHTML = "<a name='" + id + "'/>";

	// Inject it into the root element, check its status, and remove it quickly
	var root = document.documentElement;
	root.insertBefore( form, root.firstChild );

	// The workaround has to do additional checks after a getElementById
	// Which slows things down for other browsers (hence the branching)
	if ( document.getElementById( id ) ) {
		Expr.find.ID = function(match, context, isXML){
			if ( typeof context.getElementById !== "undefined" && !isXML ) {
				var m = context.getElementById(match[1]);
				return m ? m.id === match[1] || typeof m.getAttributeNode !== "undefined" && m.getAttributeNode("id").nodeValue === match[1] ? [m] : undefined : [];
			}
		};

		Expr.filter.ID = function(elem, match){
			var node = typeof elem.getAttributeNode !== "undefined" && elem.getAttributeNode("id");
			return elem.nodeType === 1 && node && node.nodeValue === match;
		};
	}

	root.removeChild( form );
	root = form = null; // release memory in IE
})();

(function(){
	// Check to see if the browser returns only elements
	// when doing getElementsByTagName("*")

	// Create a fake element
	var div = document.createElement("div");
	div.appendChild( document.createComment("") );

	// Make sure no comments are found
	if ( div.getElementsByTagName("*").length > 0 ) {
		Expr.find.TAG = function(match, context){
			var results = context.getElementsByTagName(match[1]);

			// Filter out possible comments
			if ( match[1] === "*" ) {
				var tmp = [];

				for ( var i = 0; results[i]; i++ ) {
					if ( results[i].nodeType === 1 ) {
						tmp.push( results[i] );
					}
				}

				results = tmp;
			}

			return results;
		};
	}

	// Check to see if an attribute returns normalized href attributes
	div.innerHTML = "<a href='#'></a>";
	if ( div.firstChild && typeof div.firstChild.getAttribute !== "undefined" &&
			div.firstChild.getAttribute("href") !== "#" ) {
		Expr.attrHandle.href = function(elem){
			return elem.getAttribute("href", 2);
		};
	}

	div = null; // release memory in IE
})();

if ( document.querySelectorAll ) {
	(function(){
		var oldSizzle = Sizzle, div = document.createElement("div");
		div.innerHTML = "<p class='TEST'></p>";

		// Safari can't handle uppercase or unicode characters when
		// in quirks mode.
		if ( div.querySelectorAll && div.querySelectorAll(".TEST").length === 0 ) {
			return;
		}
	
		Sizzle = function(query, context, extra, seed){
			context = context || document;

			// Only use querySelectorAll on non-XML documents
			// (ID selectors don't work in non-HTML documents)
			if ( !seed && context.nodeType === 9 && !isXML(context) ) {
				try {
					return makeArray( context.querySelectorAll(query), extra );
				} catch(e){}
			}
		
			return oldSizzle(query, context, extra, seed);
		};

		for ( var prop in oldSizzle ) {
			Sizzle[ prop ] = oldSizzle[ prop ];
		}

		div = null; // release memory in IE
	})();
}

(function(){
	var div = document.createElement("div");

	div.innerHTML = "<div class='test e'></div><div class='test'></div>";

	// Opera can't find a second classname (in 9.6)
	// Also, make sure that getElementsByClassName actually exists
	if ( !div.getElementsByClassName || div.getElementsByClassName("e").length === 0 ) {
		return;
	}

	// Safari caches class attributes, doesn't catch changes (in 3.2)
	div.lastChild.className = "e";

	if ( div.getElementsByClassName("e").length === 1 ) {
		return;
	}
	
	Expr.order.splice(1, 0, "CLASS");
	Expr.find.CLASS = function(match, context, isXML) {
		if ( typeof context.getElementsByClassName !== "undefined" && !isXML ) {
			return context.getElementsByClassName(match[1]);
		}
	};

	div = null; // release memory in IE
})();

function dirNodeCheck( dir, cur, doneName, checkSet, nodeCheck, isXML ) {
	for ( var i = 0, l = checkSet.length; i < l; i++ ) {
		var elem = checkSet[i];
		if ( elem ) {
			elem = elem[dir];
			var match = false;

			while ( elem ) {
				if ( elem.sizcache === doneName ) {
					match = checkSet[elem.sizset];
					break;
				}

				if ( elem.nodeType === 1 && !isXML ){
					elem.sizcache = doneName;
					elem.sizset = i;
				}

				if ( elem.nodeName.toLowerCase() === cur ) {
					match = elem;
					break;
				}

				elem = elem[dir];
			}

			checkSet[i] = match;
		}
	}
}

function dirCheck( dir, cur, doneName, checkSet, nodeCheck, isXML ) {
	for ( var i = 0, l = checkSet.length; i < l; i++ ) {
		var elem = checkSet[i];
		if ( elem ) {
			elem = elem[dir];
			var match = false;

			while ( elem ) {
				if ( elem.sizcache === doneName ) {
					match = checkSet[elem.sizset];
					break;
				}

				if ( elem.nodeType === 1 ) {
					if ( !isXML ) {
						elem.sizcache = doneName;
						elem.sizset = i;
					}
					if ( typeof cur !== "string" ) {
						if ( elem === cur ) {
							match = true;
							break;
						}

					} else if ( Sizzle.filter( cur, [elem] ).length > 0 ) {
						match = elem;
						break;
					}
				}

				elem = elem[dir];
			}

			checkSet[i] = match;
		}
	}
}

var contains = document.compareDocumentPosition ? function(a, b){
	return !!(a.compareDocumentPosition(b) & 16);
} : function(a, b){
	return a !== b && (a.contains ? a.contains(b) : true);
};

var isXML = function(elem){
	// documentElement is verified for cases where it doesn't yet exist
	// (such as loading iframes in IE - #4833) 
	var documentElement = (elem ? elem.ownerDocument || elem : 0).documentElement;
	return documentElement ? documentElement.nodeName !== "HTML" : false;
};

var posProcess = function(selector, context){
	var tmpSet = [], later = "", match,
		root = context.nodeType ? [context] : context;

	// Position selectors must be done after the filter
	// And so must :not(positional) so we move all PSEUDOs to the end
	while ( (match = Expr.match.PSEUDO.exec( selector )) ) {
		later += match[0];
		selector = selector.replace( Expr.match.PSEUDO, "" );
	}

	selector = Expr.relative[selector] ? selector + "*" : selector;

	for ( var i = 0, l = root.length; i < l; i++ ) {
		Sizzle( selector, root[i], tmpSet );
	}

	return Sizzle.filter( later, tmpSet );
};

// EXPOSE
jQuery.find = Sizzle;
jQuery.expr = Sizzle.selectors;
jQuery.expr[":"] = jQuery.expr.filters;
jQuery.unique = Sizzle.uniqueSort;
jQuery.text = getText;
jQuery.isXMLDoc = isXML;
jQuery.contains = contains;

return;

window.Sizzle = Sizzle;

})();
var runtil = /Until$/,
	rparentsprev = /^(?:parents|prevUntil|prevAll)/,
	// Note: This RegExp should be improved, or likely pulled from Sizzle
	rmultiselector = /,/,
	slice = Array.prototype.slice;

// Implement the identical functionality for filter and not
var winnow = function( elements, qualifier, keep ) {
	if ( jQuery.isFunction( qualifier ) ) {
		return jQuery.grep(elements, function( elem, i ) {
			return !!qualifier.call( elem, i, elem ) === keep;
		});

	} else if ( qualifier.nodeType ) {
		return jQuery.grep(elements, function( elem, i ) {
			return (elem === qualifier) === keep;
		});

	} else if ( typeof qualifier === "string" ) {
		var filtered = jQuery.grep(elements, function( elem ) {
			return elem.nodeType === 1;
		});

		if ( isSimple.test( qualifier ) ) {
			return jQuery.filter(qualifier, filtered, !keep);
		} else {
			qualifier = jQuery.filter( qualifier, filtered );
		}
	}

	return jQuery.grep(elements, function( elem, i ) {
		return (jQuery.inArray( elem, qualifier ) >= 0) === keep;
	});
};

jQuery.fn.extend({
	find: function( selector ) {
		var ret = this.pushStack( "", "find", selector ), length = 0;

		for ( var i = 0, l = this.length; i < l; i++ ) {
			length = ret.length;
			jQuery.find( selector, this[i], ret );

			if ( i > 0 ) {
				// Make sure that the results are unique
				for ( var n = length; n < ret.length; n++ ) {
					for ( var r = 0; r < length; r++ ) {
						if ( ret[r] === ret[n] ) {
							ret.splice(n--, 1);
							break;
						}
					}
				}
			}
		}

		return ret;
	},

	has: function( target ) {
		var targets = jQuery( target );
		return this.filter(function() {
			for ( var i = 0, l = targets.length; i < l; i++ ) {
				if ( jQuery.contains( this, targets[i] ) ) {
					return true;
				}
			}
		});
	},

	not: function( selector ) {
		return this.pushStack( winnow(this, selector, false), "not", selector);
	},

	filter: function( selector ) {
		return this.pushStack( winnow(this, selector, true), "filter", selector );
	},
	
	is: function( selector ) {
		return !!selector && jQuery.filter( selector, this ).length > 0;
	},

	closest: function( selectors, context ) {
		if ( jQuery.isArray( selectors ) ) {
			var ret = [], cur = this[0], match, matches = {}, selector;

			if ( cur && selectors.length ) {
				for ( var i = 0, l = selectors.length; i < l; i++ ) {
					selector = selectors[i];

					if ( !matches[selector] ) {
						matches[selector] = jQuery.expr.match.POS.test( selector ) ? 
							jQuery( selector, context || this.context ) :
							selector;
					}
				}

				while ( cur && cur.ownerDocument && cur !== context ) {
					for ( selector in matches ) {
						match = matches[selector];

						if ( match.jquery ? match.index(cur) > -1 : jQuery(cur).is(match) ) {
							ret.push({ selector: selector, elem: cur });
							delete matches[selector];
						}
					}
					cur = cur.parentNode;
				}
			}

			return ret;
		}

		var pos = jQuery.expr.match.POS.test( selectors ) ? 
			jQuery( selectors, context || this.context ) : null;

		return this.map(function( i, cur ) {
			while ( cur && cur.ownerDocument && cur !== context ) {
				if ( pos ? pos.index(cur) > -1 : jQuery(cur).is(selectors) ) {
					return cur;
				}
				cur = cur.parentNode;
			}
			return null;
		});
	},
	
	// Determine the position of an element within
	// the matched set of elements
	index: function( elem ) {
		if ( !elem || typeof elem === "string" ) {
			return jQuery.inArray( this[0],
				// If it receives a string, the selector is used
				// If it receives nothing, the siblings are used
				elem ? jQuery( elem ) : this.parent().children() );
		}
		// Locate the position of the desired element
		return jQuery.inArray(
			// If it receives a jQuery object, the first element is used
			elem.jquery ? elem[0] : elem, this );
	},

	add: function( selector, context ) {
		var set = typeof selector === "string" ?
				jQuery( selector, context || this.context ) :
				jQuery.makeArray( selector ),
			all = jQuery.merge( this.get(), set );

		return this.pushStack( isDisconnected( set[0] ) || isDisconnected( all[0] ) ?
			all :
			jQuery.unique( all ) );
	},

	andSelf: function() {
		return this.add( this.prevObject );
	}
});

// A painfully simple check to see if an element is disconnected
// from a document (should be improved, where feasible).
function isDisconnected( node ) {
	return !node || !node.parentNode || node.parentNode.nodeType === 11;
}

jQuery.each({
	parent: function( elem ) {
		var parent = elem.parentNode;
		return parent && parent.nodeType !== 11 ? parent : null;
	},
	parents: function( elem ) {
		return jQuery.dir( elem, "parentNode" );
	},
	parentsUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "parentNode", until );
	},
	next: function( elem ) {
		return jQuery.nth( elem, 2, "nextSibling" );
	},
	prev: function( elem ) {
		return jQuery.nth( elem, 2, "previousSibling" );
	},
	nextAll: function( elem ) {
		return jQuery.dir( elem, "nextSibling" );
	},
	prevAll: function( elem ) {
		return jQuery.dir( elem, "previousSibling" );
	},
	nextUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "nextSibling", until );
	},
	prevUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "previousSibling", until );
	},
	siblings: function( elem ) {
		return jQuery.sibling( elem.parentNode.firstChild, elem );
	},
	children: function( elem ) {
		return jQuery.sibling( elem.firstChild );
	},
	contents: function( elem ) {
		return jQuery.nodeName( elem, "iframe" ) ?
			elem.contentDocument || elem.contentWindow.document :
			jQuery.makeArray( elem.childNodes );
	}
}, function( name, fn ) {
	jQuery.fn[ name ] = function( until, selector ) {
		var ret = jQuery.map( this, fn, until );
		
		if ( !runtil.test( name ) ) {
			selector = until;
		}

		if ( selector && typeof selector === "string" ) {
			ret = jQuery.filter( selector, ret );
		}

		ret = this.length > 1 ? jQuery.unique( ret ) : ret;

		if ( (this.length > 1 || rmultiselector.test( selector )) && rparentsprev.test( name ) ) {
			ret = ret.reverse();
		}

		return this.pushStack( ret, name, slice.call(arguments).join(",") );
	};
});

jQuery.extend({
	filter: function( expr, elems, not ) {
		if ( not ) {
			expr = ":not(" + expr + ")";
		}

		return jQuery.find.matches(expr, elems);
	},
	
	dir: function( elem, dir, until ) {
		var matched = [], cur = elem[dir];
		while ( cur && cur.nodeType !== 9 && (until === undefined || cur.nodeType !== 1 || !jQuery( cur ).is( until )) ) {
			if ( cur.nodeType === 1 ) {
				matched.push( cur );
			}
			cur = cur[dir];
		}
		return matched;
	},

	nth: function( cur, result, dir, elem ) {
		result = result || 1;
		var num = 0;

		for ( ; cur; cur = cur[dir] ) {
			if ( cur.nodeType === 1 && ++num === result ) {
				break;
			}
		}

		return cur;
	},

	sibling: function( n, elem ) {
		var r = [];

		for ( ; n; n = n.nextSibling ) {
			if ( n.nodeType === 1 && n !== elem ) {
				r.push( n );
			}
		}

		return r;
	}
});
var rinlinejQuery = / jQuery\d+="(?:\d+|null)"/g,
	rleadingWhitespace = /^\s+/,
	rxhtmlTag = /(<([\w:]+)[^>]*?)\/>/g,
	rselfClosing = /^(?:area|br|col|embed|hr|img|input|link|meta|param)$/i,
	rtagName = /<([\w:]+)/,
	rtbody = /<tbody/i,
	rhtml = /<|&#?\w+;/,
	rnocache = /<script|<object|<embed|<option|<style/i,
	rchecked = /checked\s*(?:[^=]|=\s*.checked.)/i,  // checked="checked" or checked (html5)
	fcloseTag = function( all, front, tag ) {
		return rselfClosing.test( tag ) ?
			all :
			front + "></" + tag + ">";
	},
	wrapMap = {
		option: [ 1, "<select multiple='multiple'>", "</select>" ],
		legend: [ 1, "<fieldset>", "</fieldset>" ],
		thead: [ 1, "<table>", "</table>" ],
		tr: [ 2, "<table><tbody>", "</tbody></table>" ],
		td: [ 3, "<table><tbody><tr>", "</tr></tbody></table>" ],
		col: [ 2, "<table><tbody></tbody><colgroup>", "</colgroup></table>" ],
		area: [ 1, "<map>", "</map>" ],
		_default: [ 0, "", "" ]
	};

wrapMap.optgroup = wrapMap.option;
wrapMap.tbody = wrapMap.tfoot = wrapMap.colgroup = wrapMap.caption = wrapMap.thead;
wrapMap.th = wrapMap.td;

// IE can't serialize <link> and <script> tags normally
if ( !jQuery.support.htmlSerialize ) {
	wrapMap._default = [ 1, "div<div>", "</div>" ];
}

jQuery.fn.extend({
	text: function( text ) {
		if ( jQuery.isFunction(text) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.text( text.call(this, i, self.text()) );
			});
		}

		if ( typeof text !== "object" && text !== undefined ) {
			return this.empty().append( (this[0] && this[0].ownerDocument || document).createTextNode( text ) );
		}

		return jQuery.text( this );
	},

	wrapAll: function( html ) {
		if ( jQuery.isFunction( html ) ) {
			return this.each(function(i) {
				jQuery(this).wrapAll( html.call(this, i) );
			});
		}

		if ( this[0] ) {
			// The elements to wrap the target around
			var wrap = jQuery( html, this[0].ownerDocument ).eq(0).clone(true);

			if ( this[0].parentNode ) {
				wrap.insertBefore( this[0] );
			}

			wrap.map(function() {
				var elem = this;

				while ( elem.firstChild && elem.firstChild.nodeType === 1 ) {
					elem = elem.firstChild;
				}

				return elem;
			}).append(this);
		}

		return this;
	},

	wrapInner: function( html ) {
		if ( jQuery.isFunction( html ) ) {
			return this.each(function(i) {
				jQuery(this).wrapInner( html.call(this, i) );
			});
		}

		return this.each(function() {
			var self = jQuery( this ), contents = self.contents();

			if ( contents.length ) {
				contents.wrapAll( html );

			} else {
				self.append( html );
			}
		});
	},

	wrap: function( html ) {
		return this.each(function() {
			jQuery( this ).wrapAll( html );
		});
	},

	unwrap: function() {
		return this.parent().each(function() {
			if ( !jQuery.nodeName( this, "body" ) ) {
				jQuery( this ).replaceWith( this.childNodes );
			}
		}).end();
	},

	append: function() {
		return this.domManip(arguments, true, function( elem ) {
			if ( this.nodeType === 1 ) {
				this.appendChild( elem );
			}
		});
	},

	prepend: function() {
		return this.domManip(arguments, true, function( elem ) {
			if ( this.nodeType === 1 ) {
				this.insertBefore( elem, this.firstChild );
			}
		});
	},

	before: function() {
		if ( this[0] && this[0].parentNode ) {
			return this.domManip(arguments, false, function( elem ) {
				this.parentNode.insertBefore( elem, this );
			});
		} else if ( arguments.length ) {
			var set = jQuery(arguments[0]);
			set.push.apply( set, this.toArray() );
			return this.pushStack( set, "before", arguments );
		}
	},

	after: function() {
		if ( this[0] && this[0].parentNode ) {
			return this.domManip(arguments, false, function( elem ) {
				this.parentNode.insertBefore( elem, this.nextSibling );
			});
		} else if ( arguments.length ) {
			var set = this.pushStack( this, "after", arguments );
			set.push.apply( set, jQuery(arguments[0]).toArray() );
			return set;
		}
	},
	
	// keepData is for internal use only--do not document
	remove: function( selector, keepData ) {
		for ( var i = 0, elem; (elem = this[i]) != null; i++ ) {
			if ( !selector || jQuery.filter( selector, [ elem ] ).length ) {
				if ( !keepData && elem.nodeType === 1 ) {
					jQuery.cleanData( elem.getElementsByTagName("*") );
					jQuery.cleanData( [ elem ] );
				}

				if ( elem.parentNode ) {
					 elem.parentNode.removeChild( elem );
				}
			}
		}
		
		return this;
	},

	empty: function() {
		for ( var i = 0, elem; (elem = this[i]) != null; i++ ) {
			// Remove element nodes and prevent memory leaks
			if ( elem.nodeType === 1 ) {
				jQuery.cleanData( elem.getElementsByTagName("*") );
			}

			// Remove any remaining nodes
			while ( elem.firstChild ) {
				elem.removeChild( elem.firstChild );
			}
		}
		
		return this;
	},

	clone: function( events ) {
		// Do the clone
		var ret = this.map(function() {
			if ( !jQuery.support.noCloneEvent && !jQuery.isXMLDoc(this) ) {
				// IE copies events bound via attachEvent when
				// using cloneNode. Calling detachEvent on the
				// clone will also remove the events from the orignal
				// In order to get around this, we use innerHTML.
				// Unfortunately, this means some modifications to
				// attributes in IE that are actually only stored
				// as properties will not be copied (such as the
				// the name attribute on an input).
				var html = this.outerHTML, ownerDocument = this.ownerDocument;
				if ( !html ) {
					var div = ownerDocument.createElement("div");
					div.appendChild( this.cloneNode(true) );
					html = div.innerHTML;
				}

				return jQuery.clean([html.replace(rinlinejQuery, "")
					// Handle the case in IE 8 where action=/test/> self-closes a tag
					.replace(/=([^="'>\s]+\/)>/g, '="$1">')
					.replace(rleadingWhitespace, "")], ownerDocument)[0];
			} else {
				return this.cloneNode(true);
			}
		});

		// Copy the events from the original to the clone
		if ( events === true ) {
			cloneCopyEvent( this, ret );
			cloneCopyEvent( this.find("*"), ret.find("*") );
		}

		// Return the cloned set
		return ret;
	},

	html: function( value ) {
		if ( value === undefined ) {
			return this[0] && this[0].nodeType === 1 ?
				this[0].innerHTML.replace(rinlinejQuery, "") :
				null;

		// See if we can take a shortcut and just use innerHTML
		} else if ( typeof value === "string" && !rnocache.test( value ) &&
			(jQuery.support.leadingWhitespace || !rleadingWhitespace.test( value )) &&
			!wrapMap[ (rtagName.exec( value ) || ["", ""])[1].toLowerCase() ] ) {

			value = value.replace(rxhtmlTag, fcloseTag);

			try {
				for ( var i = 0, l = this.length; i < l; i++ ) {
					// Remove element nodes and prevent memory leaks
					if ( this[i].nodeType === 1 ) {
						jQuery.cleanData( this[i].getElementsByTagName("*") );
						this[i].innerHTML = value;
					}
				}

			// If using innerHTML throws an exception, use the fallback method
			} catch(e) {
				this.empty().append( value );
			}

		} else if ( jQuery.isFunction( value ) ) {
			this.each(function(i){
				var self = jQuery(this), old = self.html();
				self.empty().append(function(){
					return value.call( this, i, old );
				});
			});

		} else {
			this.empty().append( value );
		}

		return this;
	},

	replaceWith: function( value ) {
		if ( this[0] && this[0].parentNode ) {
			// Make sure that the elements are removed from the DOM before they are inserted
			// this can help fix replacing a parent with child elements
			if ( jQuery.isFunction( value ) ) {
				return this.each(function(i) {
					var self = jQuery(this), old = self.html();
					self.replaceWith( value.call( this, i, old ) );
				});
			}

			if ( typeof value !== "string" ) {
				value = jQuery(value).detach();
			}

			return this.each(function() {
				var next = this.nextSibling, parent = this.parentNode;

				jQuery(this).remove();

				if ( next ) {
					jQuery(next).before( value );
				} else {
					jQuery(parent).append( value );
				}
			});
		} else {
			return this.pushStack( jQuery(jQuery.isFunction(value) ? value() : value), "replaceWith", value );
		}
	},

	detach: function( selector ) {
		return this.remove( selector, true );
	},

	domManip: function( args, table, callback ) {
		var results, first, value = args[0], scripts = [], fragment, parent;

		// We can't cloneNode fragments that contain checked, in WebKit
		if ( !jQuery.support.checkClone && arguments.length === 3 && typeof value === "string" && rchecked.test( value ) ) {
			return this.each(function() {
				jQuery(this).domManip( args, table, callback, true );
			});
		}

		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				args[0] = value.call(this, i, table ? self.html() : undefined);
				self.domManip( args, table, callback );
			});
		}

		if ( this[0] ) {
			parent = value && value.parentNode;

			// If we're in a fragment, just use that instead of building a new one
			if ( jQuery.support.parentNode && parent && parent.nodeType === 11 && parent.childNodes.length === this.length ) {
				results = { fragment: parent };

			} else {
				results = buildFragment( args, this, scripts );
			}
			
			fragment = results.fragment;
			
			if ( fragment.childNodes.length === 1 ) {
				first = fragment = fragment.firstChild;
			} else {
				first = fragment.firstChild;
			}

			if ( first ) {
				table = table && jQuery.nodeName( first, "tr" );

				for ( var i = 0, l = this.length; i < l; i++ ) {
					callback.call(
						table ?
							root(this[i], first) :
							this[i],
						i > 0 || results.cacheable || this.length > 1  ?
							fragment.cloneNode(true) :
							fragment
					);
				}
			}

			if ( scripts.length ) {
				jQuery.each( scripts, evalScript );
			}
		}

		return this;

		function root( elem, cur ) {
			return jQuery.nodeName(elem, "table") ?
				(elem.getElementsByTagName("tbody")[0] ||
				elem.appendChild(elem.ownerDocument.createElement("tbody"))) :
				elem;
		}
	}
});

function cloneCopyEvent(orig, ret) {
	var i = 0;

	ret.each(function() {
		if ( this.nodeName !== (orig[i] && orig[i].nodeName) ) {
			return;
		}

		var oldData = jQuery.data( orig[i++] ), curData = jQuery.data( this, oldData ), events = oldData && oldData.events;

		if ( events ) {
			delete curData.handle;
			curData.events = {};

			for ( var type in events ) {
				for ( var handler in events[ type ] ) {
					jQuery.event.add( this, type, events[ type ][ handler ], events[ type ][ handler ].data );
				}
			}
		}
	});
}

function buildFragment( args, nodes, scripts ) {
	var fragment, cacheable, cacheresults,
		doc = (nodes && nodes[0] ? nodes[0].ownerDocument || nodes[0] : document);

	// Only cache "small" (1/2 KB) strings that are associated with the main document
	// Cloning options loses the selected state, so don't cache them
	// IE 6 doesn't like it when you put <object> or <embed> elements in a fragment
	// Also, WebKit does not clone 'checked' attributes on cloneNode, so don't cache
	if ( args.length === 1 && typeof args[0] === "string" && args[0].length < 512 && doc === document &&
		!rnocache.test( args[0] ) && (jQuery.support.checkClone || !rchecked.test( args[0] )) ) {

		cacheable = true;
		cacheresults = jQuery.fragments[ args[0] ];
		if ( cacheresults ) {
			if ( cacheresults !== 1 ) {
				fragment = cacheresults;
			}
		}
	}

	if ( !fragment ) {
		fragment = doc.createDocumentFragment();
		jQuery.clean( args, doc, fragment, scripts );
	}

	if ( cacheable ) {
		jQuery.fragments[ args[0] ] = cacheresults ? fragment : 1;
	}

	return { fragment: fragment, cacheable: cacheable };
}

jQuery.fragments = {};

jQuery.each({
	appendTo: "append",
	prependTo: "prepend",
	insertBefore: "before",
	insertAfter: "after",
	replaceAll: "replaceWith"
}, function( name, original ) {
	jQuery.fn[ name ] = function( selector ) {
		var ret = [], insert = jQuery( selector ),
			parent = this.length === 1 && this[0].parentNode;
		
		if ( parent && parent.nodeType === 11 && parent.childNodes.length === 1 && insert.length === 1 ) {
			insert[ original ]( this[0] );
			return this;
			
		} else {
			for ( var i = 0, l = insert.length; i < l; i++ ) {
				var elems = (i > 0 ? this.clone(true) : this).get();
				jQuery.fn[ original ].apply( jQuery(insert[i]), elems );
				ret = ret.concat( elems );
			}
		
			return this.pushStack( ret, name, insert.selector );
		}
	};
});

jQuery.extend({
	clean: function( elems, context, fragment, scripts ) {
		context = context || document;

		// !context.createElement fails in IE with an error but returns typeof 'object'
		if ( typeof context.createElement === "undefined" ) {
			context = context.ownerDocument || context[0] && context[0].ownerDocument || document;
		}

		var ret = [];

		for ( var i = 0, elem; (elem = elems[i]) != null; i++ ) {
			if ( typeof elem === "number" ) {
				elem += "";
			}

			if ( !elem ) {
				continue;
			}

			// Convert html string into DOM nodes
			if ( typeof elem === "string" && !rhtml.test( elem ) ) {
				elem = context.createTextNode( elem );

			} else if ( typeof elem === "string" ) {
				// Fix "XHTML"-style tags in all browsers
				elem = elem.replace(rxhtmlTag, fcloseTag);

				// Trim whitespace, otherwise indexOf won't work as expected
				var tag = (rtagName.exec( elem ) || ["", ""])[1].toLowerCase(),
					wrap = wrapMap[ tag ] || wrapMap._default,
					depth = wrap[0],
					div = context.createElement("div");

				// Go to html and back, then peel off extra wrappers
				div.innerHTML = wrap[1] + elem + wrap[2];

				// Move to the right depth
				while ( depth-- ) {
					div = div.lastChild;
				}

				// Remove IE's autoinserted <tbody> from table fragments
				if ( !jQuery.support.tbody ) {

					// String was a <table>, *may* have spurious <tbody>
					var hasBody = rtbody.test(elem),
						tbody = tag === "table" && !hasBody ?
							div.firstChild && div.firstChild.childNodes :

							// String was a bare <thead> or <tfoot>
							wrap[1] === "<table>" && !hasBody ?
								div.childNodes :
								[];

					for ( var j = tbody.length - 1; j >= 0 ; --j ) {
						if ( jQuery.nodeName( tbody[ j ], "tbody" ) && !tbody[ j ].childNodes.length ) {
							tbody[ j ].parentNode.removeChild( tbody[ j ] );
						}
					}

				}

				// IE completely kills leading whitespace when innerHTML is used
				if ( !jQuery.support.leadingWhitespace && rleadingWhitespace.test( elem ) ) {
					div.insertBefore( context.createTextNode( rleadingWhitespace.exec(elem)[0] ), div.firstChild );
				}

				elem = div.childNodes;
			}

			if ( elem.nodeType ) {
				ret.push( elem );
			} else {
				ret = jQuery.merge( ret, elem );
			}
		}

		if ( fragment ) {
			for ( var i = 0; ret[i]; i++ ) {
				if ( scripts && jQuery.nodeName( ret[i], "script" ) && (!ret[i].type || ret[i].type.toLowerCase() === "text/javascript") ) {
					scripts.push( ret[i].parentNode ? ret[i].parentNode.removeChild( ret[i] ) : ret[i] );
				
				} else {
					if ( ret[i].nodeType === 1 ) {
						ret.splice.apply( ret, [i + 1, 0].concat(jQuery.makeArray(ret[i].getElementsByTagName("script"))) );
					}
					fragment.appendChild( ret[i] );
				}
			}
		}

		return ret;
	},
	
	cleanData: function( elems ) {
		var data, id, cache = jQuery.cache,
			special = jQuery.event.special,
			deleteExpando = jQuery.support.deleteExpando;
		
		for ( var i = 0, elem; (elem = elems[i]) != null; i++ ) {
			id = elem[ jQuery.expando ];
			
			if ( id ) {
				data = cache[ id ];
				
				if ( data.events ) {
					for ( var type in data.events ) {
						if ( special[ type ] ) {
							jQuery.event.remove( elem, type );

						} else {
							removeEvent( elem, type, data.handle );
						}
					}
				}
				
				if ( deleteExpando ) {
					delete elem[ jQuery.expando ];

				} else if ( elem.removeAttribute ) {
					elem.removeAttribute( jQuery.expando );
				}
				
				delete cache[ id ];
			}
		}
	}
});
// exclude the following css properties to add px
var rexclude = /z-?index|font-?weight|opacity|zoom|line-?height/i,
	ralpha = /alpha\([^)]*\)/,
	ropacity = /opacity=([^)]*)/,
	rfloat = /float/i,
	rdashAlpha = /-([a-z])/ig,
	rupper = /([A-Z])/g,
	rnumpx = /^-?\d+(?:px)?$/i,
	rnum = /^-?\d/,

	cssShow = { position: "absolute", visibility: "hidden", display:"block" },
	cssWidth = [ "Left", "Right" ],
	cssHeight = [ "Top", "Bottom" ],

	// cache check for defaultView.getComputedStyle
	getComputedStyle = document.defaultView && document.defaultView.getComputedStyle,
	// normalize float css property
	styleFloat = jQuery.support.cssFloat ? "cssFloat" : "styleFloat",
	fcamelCase = function( all, letter ) {
		return letter.toUpperCase();
	};

jQuery.fn.css = function( name, value ) {
	return access( this, name, value, true, function( elem, name, value ) {
		if ( value === undefined ) {
			return jQuery.curCSS( elem, name );
		}
		
		if ( typeof value === "number" && !rexclude.test(name) ) {
			value += "px";
		}

		jQuery.style( elem, name, value );
	});
};

jQuery.extend({
	style: function( elem, name, value ) {
		// don't set styles on text and comment nodes
		if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
			return undefined;
		}

		// ignore negative width and height values #1599
		if ( (name === "width" || name === "height") && parseFloat(value) < 0 ) {
			value = undefined;
		}

		var style = elem.style || elem, set = value !== undefined;

		// IE uses filters for opacity
		if ( !jQuery.support.opacity && name === "opacity" ) {
			if ( set ) {
				// IE has trouble with opacity if it does not have layout
				// Force it by setting the zoom level
				style.zoom = 1;

				// Set the alpha filter to set the opacity
				var opacity = parseInt( value, 10 ) + "" === "NaN" ? "" : "alpha(opacity=" + value * 100 + ")";
				var filter = style.filter || jQuery.curCSS( elem, "filter" ) || "";
				style.filter = ralpha.test(filter) ? filter.replace(ralpha, opacity) : opacity;
			}

			return style.filter && style.filter.indexOf("opacity=") >= 0 ?
				(parseFloat( ropacity.exec(style.filter)[1] ) / 100) + "":
				"";
		}

		// Make sure we're using the right name for getting the float value
		if ( rfloat.test( name ) ) {
			name = styleFloat;
		}

		name = name.replace(rdashAlpha, fcamelCase);

		if ( set ) {
			style[ name ] = value;
		}

		return style[ name ];
	},

	css: function( elem, name, force, extra ) {
		if ( name === "width" || name === "height" ) {
			var val, props = cssShow, which = name === "width" ? cssWidth : cssHeight;

			function getWH() {
				val = name === "width" ? elem.offsetWidth : elem.offsetHeight;

				if ( extra === "border" ) {
					return;
				}

				jQuery.each( which, function() {
					if ( !extra ) {
						val -= parseFloat(jQuery.curCSS( elem, "padding" + this, true)) || 0;
					}

					if ( extra === "margin" ) {
						val += parseFloat(jQuery.curCSS( elem, "margin" + this, true)) || 0;
					} else {
						val -= parseFloat(jQuery.curCSS( elem, "border" + this + "Width", true)) || 0;
					}
				});
			}

			if ( elem.offsetWidth !== 0 ) {
				getWH();
			} else {
				jQuery.swap( elem, props, getWH );
			}

			return Math.max(0, Math.round(val));
		}

		return jQuery.curCSS( elem, name, force );
	},

	curCSS: function( elem, name, force ) {
		var ret, style = elem.style, filter;

		// IE uses filters for opacity
		if ( !jQuery.support.opacity && name === "opacity" && elem.currentStyle ) {
			ret = ropacity.test(elem.currentStyle.filter || "") ?
				(parseFloat(RegExp.$1) / 100) + "" :
				"";

			return ret === "" ?
				"1" :
				ret;
		}

		// Make sure we're using the right name for getting the float value
		if ( rfloat.test( name ) ) {
			name = styleFloat;
		}

		if ( !force && style && style[ name ] ) {
			ret = style[ name ];

		} else if ( getComputedStyle ) {

			// Only "float" is needed here
			if ( rfloat.test( name ) ) {
				name = "float";
			}

			name = name.replace( rupper, "-$1" ).toLowerCase();

			var defaultView = elem.ownerDocument.defaultView;

			if ( !defaultView ) {
				return null;
			}

			var computedStyle = defaultView.getComputedStyle( elem, null );

			if ( computedStyle ) {
				ret = computedStyle.getPropertyValue( name );
			}

			// We should always get a number back from opacity
			if ( name === "opacity" && ret === "" ) {
				ret = "1";
			}

		} else if ( elem.currentStyle ) {
			var camelCase = name.replace(rdashAlpha, fcamelCase);

			ret = elem.currentStyle[ name ] || elem.currentStyle[ camelCase ];

			// From the awesome hack by Dean Edwards
			// http://erik.eae.net/archives/2007/07/27/18.54.15/#comment-102291

			// If we're not dealing with a regular pixel number
			// but a number that has a weird ending, we need to convert it to pixels
			if ( !rnumpx.test( ret ) && rnum.test( ret ) ) {
				// Remember the original values
				var left = style.left, rsLeft = elem.runtimeStyle.left;

				// Put in the new values to get a computed value out
				elem.runtimeStyle.left = elem.currentStyle.left;
				style.left = camelCase === "fontSize" ? "1em" : (ret || 0);
				ret = style.pixelLeft + "px";

				// Revert the changed values
				style.left = left;
				elem.runtimeStyle.left = rsLeft;
			}
		}

		return ret;
	},

	// A method for quickly swapping in/out CSS properties to get correct calculations
	swap: function( elem, options, callback ) {
		var old = {};

		// Remember the old values, and insert the new ones
		for ( var name in options ) {
			old[ name ] = elem.style[ name ];
			elem.style[ name ] = options[ name ];
		}

		callback.call( elem );

		// Revert the old values
		for ( var name in options ) {
			elem.style[ name ] = old[ name ];
		}
	}
});

if ( jQuery.expr && jQuery.expr.filters ) {
	jQuery.expr.filters.hidden = function( elem ) {
		var width = elem.offsetWidth, height = elem.offsetHeight,
			skip = elem.nodeName.toLowerCase() === "tr";

		return width === 0 && height === 0 && !skip ?
			true :
			width > 0 && height > 0 && !skip ?
				false :
				jQuery.curCSS(elem, "display") === "none";
	};

	jQuery.expr.filters.visible = function( elem ) {
		return !jQuery.expr.filters.hidden( elem );
	};
}
var jsc = now(),
	rscript = /<script(.|\s)*?\/script>/gi,
	rselectTextarea = /select|textarea/i,
	rinput = /color|date|datetime|email|hidden|month|number|password|range|search|tel|text|time|url|week/i,
	jsre = /=\?(&|$)/,
	rquery = /\?/,
	rts = /(\?|&)_=.*?(&|$)/,
	rurl = /^(\w+:)?\/\/([^\/?#]+)/,
	r20 = /%20/g,

	// Keep a copy of the old load method
	_load = jQuery.fn.load;

jQuery.fn.extend({
	load: function( url, params, callback ) {
		if ( typeof url !== "string" ) {
			return _load.call( this, url );

		// Don't do a request if no elements are being requested
		} else if ( !this.length ) {
			return this;
		}

		var off = url.indexOf(" ");
		if ( off >= 0 ) {
			var selector = url.slice(off, url.length);
			url = url.slice(0, off);
		}

		// Default to a GET request
		var type = "GET";

		// If the second parameter was provided
		if ( params ) {
			// If it's a function
			if ( jQuery.isFunction( params ) ) {
				// We assume that it's the callback
				callback = params;
				params = null;

			// Otherwise, build a param string
			} else if ( typeof params === "object" ) {
				params = jQuery.param( params, jQuery.ajaxSettings.traditional );
				type = "POST";
			}
		}

		var self = this;

		// Request the remote document
		jQuery.ajax({
			url: url,
			type: type,
			dataType: "html",
			data: params,
			complete: function( res, status ) {
				// If successful, inject the HTML into all the matched elements
				if ( status === "success" || status === "notmodified" ) {
					// See if a selector was specified
					self.html( selector ?
						// Create a dummy div to hold the results
						jQuery("<div />")
							// inject the contents of the document in, removing the scripts
							// to avoid any 'Permission Denied' errors in IE
							.append(res.responseText.replace(rscript, ""))

							// Locate the specified elements
							.find(selector) :

						// If not, just inject the full result
						res.responseText );
				}

				if ( callback ) {
					self.each( callback, [res.responseText, status, res] );
				}
			}
		});

		return this;
	},

	serialize: function() {
		return jQuery.param(this.serializeArray());
	},
	serializeArray: function() {
		return this.map(function() {
			return this.elements ? jQuery.makeArray(this.elements) : this;
		})
		.filter(function() {
			return this.name && !this.disabled &&
				(this.checked || rselectTextarea.test(this.nodeName) ||
					rinput.test(this.type));
		})
		.map(function( i, elem ) {
			var val = jQuery(this).val();

			return val == null ?
				null :
				jQuery.isArray(val) ?
					jQuery.map( val, function( val, i ) {
						return { name: elem.name, value: val };
					}) :
					{ name: elem.name, value: val };
		}).get();
	}
});

// Attach a bunch of functions for handling common AJAX events
jQuery.each( "ajaxStart ajaxStop ajaxComplete ajaxError ajaxSuccess ajaxSend".split(" "), function( i, o ) {
	jQuery.fn[o] = function( f ) {
		return this.bind(o, f);
	};
});

jQuery.extend({

	get: function( url, data, callback, type ) {
		// shift arguments if data argument was omited
		if ( jQuery.isFunction( data ) ) {
			type = type || callback;
			callback = data;
			data = null;
		}

		return jQuery.ajax({
			type: "GET",
			url: url,
			data: data,
			success: callback,
			dataType: type
		});
	},

	getScript: function( url, callback ) {
		return jQuery.get(url, null, callback, "script");
	},

	getJSON: function( url, data, callback ) {
		return jQuery.get(url, data, callback, "json");
	},

	post: function( url, data, callback, type ) {
		// shift arguments if data argument was omited
		if ( jQuery.isFunction( data ) ) {
			type = type || callback;
			callback = data;
			data = {};
		}

		return jQuery.ajax({
			type: "POST",
			url: url,
			data: data,
			success: callback,
			dataType: type
		});
	},

	ajaxSetup: function( settings ) {
		jQuery.extend( jQuery.ajaxSettings, settings );
	},

	ajaxSettings: {
		url: location.href,
		global: true,
		type: "GET",
		contentType: "application/x-www-form-urlencoded",
		processData: true,
		async: true,
		/*
		timeout: 0,
		data: null,
		username: null,
		password: null,
		traditional: false,
		*/
		// Create the request object; Microsoft failed to properly
		// implement the XMLHttpRequest in IE7 (can't request local files),
		// so we use the ActiveXObject when it is available
		// This function can be overriden by calling jQuery.ajaxSetup
		xhr: window.XMLHttpRequest && (window.location.protocol !== "file:" || !window.ActiveXObject) ?
			function() {
				return new window.XMLHttpRequest();
			} :
			function() {
				try {
					return new window.ActiveXObject("Microsoft.XMLHTTP");
				} catch(e) {}
			},
		accepts: {
			xml: "application/xml, text/xml",
			html: "text/html",
			script: "text/javascript, application/javascript",
			json: "application/json, text/javascript",
			text: "text/plain",
			_default: "*/*"
		}
	},

	// Last-Modified header cache for next request
	lastModified: {},
	etag: {},

	ajax: function( origSettings ) {
		var s = jQuery.extend(true, {}, jQuery.ajaxSettings, origSettings);
		
		var jsonp, status, data,
			callbackContext = origSettings && origSettings.context || s,
			type = s.type.toUpperCase();

		// convert data if not already a string
		if ( s.data && s.processData && typeof s.data !== "string" ) {
			s.data = jQuery.param( s.data, s.traditional );
		}

		// Handle JSONP Parameter Callbacks
		if ( s.dataType === "jsonp" ) {
			if ( type === "GET" ) {
				if ( !jsre.test( s.url ) ) {
					s.url += (rquery.test( s.url ) ? "&" : "?") + (s.jsonp || "callback") + "=?";
				}
			} else if ( !s.data || !jsre.test(s.data) ) {
				s.data = (s.data ? s.data + "&" : "") + (s.jsonp || "callback") + "=?";
			}
			s.dataType = "json";
		}

		// Build temporary JSONP function
		if ( s.dataType === "json" && (s.data && jsre.test(s.data) || jsre.test(s.url)) ) {
			jsonp = s.jsonpCallback || ("jsonp" + jsc++);

			// Replace the =? sequence both in the query string and the data
			if ( s.data ) {
				s.data = (s.data + "").replace(jsre, "=" + jsonp + "$1");
			}

			s.url = s.url.replace(jsre, "=" + jsonp + "$1");

			// We need to make sure
			// that a JSONP style response is executed properly
			s.dataType = "script";

			// Handle JSONP-style loading
			window[ jsonp ] = window[ jsonp ] || function( tmp ) {
				data = tmp;
				success();
				complete();
				// Garbage collect
				window[ jsonp ] = undefined;

				try {
					delete window[ jsonp ];
				} catch(e) {}

				if ( head ) {
					head.removeChild( script );
				}
			};
		}

		if ( s.dataType === "script" && s.cache === null ) {
			s.cache = false;
		}

		if ( s.cache === false && type === "GET" ) {
			var ts = now();

			// try replacing _= if it is there
			var ret = s.url.replace(rts, "$1_=" + ts + "$2");

			// if nothing was replaced, add timestamp to the end
			s.url = ret + ((ret === s.url) ? (rquery.test(s.url) ? "&" : "?") + "_=" + ts : "");
		}

		// If data is available, append data to url for get requests
		if ( s.data && type === "GET" ) {
			s.url += (rquery.test(s.url) ? "&" : "?") + s.data;
		}

		// Watch for a new set of requests
		if ( s.global && ! jQuery.active++ ) {
			jQuery.event.trigger( "ajaxStart" );
		}

		// Matches an absolute URL, and saves the domain
		var parts = rurl.exec( s.url ),
			remote = parts && (parts[1] && parts[1] !== location.protocol || parts[2] !== location.host);

		// If we're requesting a remote document
		// and trying to load JSON or Script with a GET
		if ( s.dataType === "script" && type === "GET" && remote ) {
			var head = document.getElementsByTagName("head")[0] || document.documentElement;
			var script = document.createElement("script");
			script.src = s.url;
			if ( s.scriptCharset ) {
				script.charset = s.scriptCharset;
			}

			// Handle Script loading
			if ( !jsonp ) {
				var done = false;

				// Attach handlers for all browsers
				script.onload = script.onreadystatechange = function() {
					if ( !done && (!this.readyState ||
							this.readyState === "loaded" || this.readyState === "complete") ) {
						done = true;
						success();
						complete();

						// Handle memory leak in IE
						script.onload = script.onreadystatechange = null;
						if ( head && script.parentNode ) {
							head.removeChild( script );
						}
					}
				};
			}

			// Use insertBefore instead of appendChild  to circumvent an IE6 bug.
			// This arises when a base node is used (#2709 and #4378).
			head.insertBefore( script, head.firstChild );

			// We handle everything using the script element injection
			return undefined;
		}

		var requestDone = false;

		// Create the request object
		var xhr = s.xhr();

		if ( !xhr ) {
			return;
		}

		// Open the socket
		// Passing null username, generates a login popup on Opera (#2865)
		if ( s.username ) {
			xhr.open(type, s.url, s.async, s.username, s.password);
		} else {
			xhr.open(type, s.url, s.async);
		}

		// Need an extra try/catch for cross domain requests in Firefox 3
		try {
			// Set the correct header, if data is being sent
			if ( s.data || origSettings && origSettings.contentType ) {
				xhr.setRequestHeader("Content-Type", s.contentType);
			}

			// Set the If-Modified-Since and/or If-None-Match header, if in ifModified mode.
			if ( s.ifModified ) {
				if ( jQuery.lastModified[s.url] ) {
					xhr.setRequestHeader("If-Modified-Since", jQuery.lastModified[s.url]);
				}

				if ( jQuery.etag[s.url] ) {
					xhr.setRequestHeader("If-None-Match", jQuery.etag[s.url]);
				}
			}

			// Set header so the called script knows that it's an XMLHttpRequest
			// Only send the header if it's not a remote XHR
			if ( !remote ) {
				xhr.setRequestHeader("X-Requested-With", "XMLHttpRequest");
			}

			// Set the Accepts header for the server, depending on the dataType
			xhr.setRequestHeader("Accept", s.dataType && s.accepts[ s.dataType ] ?
				s.accepts[ s.dataType ] + ", */*" :
				s.accepts._default );
		} catch(e) {}

		// Allow custom headers/mimetypes and early abort
		if ( s.beforeSend && s.beforeSend.call(callbackContext, xhr, s) === false ) {
			// Handle the global AJAX counter
			if ( s.global && ! --jQuery.active ) {
				jQuery.event.trigger( "ajaxStop" );
			}

			// close opended socket
			xhr.abort();
			return false;
		}

		if ( s.global ) {
			trigger("ajaxSend", [xhr, s]);
		}

		// Wait for a response to come back
		var onreadystatechange = xhr.onreadystatechange = function( isTimeout ) {
			// The request was aborted
			if ( !xhr || xhr.readyState === 0 || isTimeout === "abort" ) {
				// Opera doesn't call onreadystatechange before this point
				// so we simulate the call
				if ( !requestDone ) {
					complete();
				}

				requestDone = true;
				if ( xhr ) {
					xhr.onreadystatechange = jQuery.noop;
				}

			// The transfer is complete and the data is available, or the request timed out
			} else if ( !requestDone && xhr && (xhr.readyState === 4 || isTimeout === "timeout") ) {
				requestDone = true;
				xhr.onreadystatechange = jQuery.noop;

				status = isTimeout === "timeout" ?
					"timeout" :
					!jQuery.httpSuccess( xhr ) ?
						"error" :
						s.ifModified && jQuery.httpNotModified( xhr, s.url ) ?
							"notmodified" :
							"success";

				var errMsg;

				if ( status === "success" ) {
					// Watch for, and catch, XML document parse errors
					try {
						// process the data (runs the xml through httpData regardless of callback)
						data = jQuery.httpData( xhr, s.dataType, s );
					} catch(err) {
						status = "parsererror";
						errMsg = err;
					}
				}

				// Make sure that the request was successful or notmodified
				if ( status === "success" || status === "notmodified" ) {
					// JSONP handles its own success callback
					if ( !jsonp ) {
						success();
					}
				} else {
					jQuery.handleError(s, xhr, status, errMsg);
				}

				// Fire the complete handlers
				complete();

				if ( isTimeout === "timeout" ) {
					xhr.abort();
				}

				// Stop memory leaks
				if ( s.async ) {
					xhr = null;
				}
			}
		};

		// Override the abort handler, if we can (IE doesn't allow it, but that's OK)
		// Opera doesn't fire onreadystatechange at all on abort
		try {
			var oldAbort = xhr.abort;
			xhr.abort = function() {
				if ( xhr ) {
					oldAbort.call( xhr );
				}

				onreadystatechange( "abort" );
			};
		} catch(e) { }

		// Timeout checker
		if ( s.async && s.timeout > 0 ) {
			setTimeout(function() {
				// Check to see if the request is still happening
				if ( xhr && !requestDone ) {
					onreadystatechange( "timeout" );
				}
			}, s.timeout);
		}

		// Send the data
		try {
			xhr.send( type === "POST" || type === "PUT" || type === "DELETE" ? s.data : null );
		} catch(e) {
			jQuery.handleError(s, xhr, null, e);
			// Fire the complete handlers
			complete();
		}

		// firefox 1.5 doesn't fire statechange for sync requests
		if ( !s.async ) {
			onreadystatechange();
		}

		function success() {
			// If a local callback was specified, fire it and pass it the data
			if ( s.success ) {
				s.success.call( callbackContext, data, status, xhr );
			}

			// Fire the global callback
			if ( s.global ) {
				trigger( "ajaxSuccess", [xhr, s] );
			}
		}

		function complete() {
			// Process result
			if ( s.complete ) {
				s.complete.call( callbackContext, xhr, status);
			}

			// The request was completed
			if ( s.global ) {
				trigger( "ajaxComplete", [xhr, s] );
			}

			// Handle the global AJAX counter
			if ( s.global && ! --jQuery.active ) {
				jQuery.event.trigger( "ajaxStop" );
			}
		}
		
		function trigger(type, args) {
			(s.context ? jQuery(s.context) : jQuery.event).trigger(type, args);
		}

		// return XMLHttpRequest to allow aborting the request etc.
		return xhr;
	},

	handleError: function( s, xhr, status, e ) {
		// If a local callback was specified, fire it
		if ( s.error ) {
			s.error.call( s.context || s, xhr, status, e );
		}

		// Fire the global callback
		if ( s.global ) {
			(s.context ? jQuery(s.context) : jQuery.event).trigger( "ajaxError", [xhr, s, e] );
		}
	},

	// Counter for holding the number of active queries
	active: 0,

	// Determines if an XMLHttpRequest was successful or not
	httpSuccess: function( xhr ) {
		try {
			// IE error sometimes returns 1223 when it should be 204 so treat it as success, see #1450
			return !xhr.status && location.protocol === "file:" ||
				// Opera returns 0 when status is 304
				( xhr.status >= 200 && xhr.status < 300 ) ||
				xhr.status === 304 || xhr.status === 1223 || xhr.status === 0;
		} catch(e) {}

		return false;
	},

	// Determines if an XMLHttpRequest returns NotModified
	httpNotModified: function( xhr, url ) {
		var lastModified = xhr.getResponseHeader("Last-Modified"),
			etag = xhr.getResponseHeader("Etag");

		if ( lastModified ) {
			jQuery.lastModified[url] = lastModified;
		}

		if ( etag ) {
			jQuery.etag[url] = etag;
		}

		// Opera returns 0 when status is 304
		return xhr.status === 304 || xhr.status === 0;
	},

	httpData: function( xhr, type, s ) {
		var ct = xhr.getResponseHeader("content-type") || "",
			xml = type === "xml" || !type && ct.indexOf("xml") >= 0,
			data = xml ? xhr.responseXML : xhr.responseText;

		if ( xml && data.documentElement.nodeName === "parsererror" ) {
			jQuery.error( "parsererror" );
		}

		// Allow a pre-filtering function to sanitize the response
		// s is checked to keep backwards compatibility
		if ( s && s.dataFilter ) {
			data = s.dataFilter( data, type );
		}

		// The filter can actually parse the response
		if ( typeof data === "string" ) {
			// Get the JavaScript object, if JSON is used.
			if ( type === "json" || !type && ct.indexOf("json") >= 0 ) {
				data = jQuery.parseJSON( data );

			// If the type is "script", eval it in global context
			} else if ( type === "script" || !type && ct.indexOf("javascript") >= 0 ) {
				jQuery.globalEval( data );
			}
		}

		return data;
	},

	// Serialize an array of form elements or a set of
	// key/values into a query string
	param: function( a, traditional ) {
		var s = [];
		
		// Set traditional to true for jQuery <= 1.3.2 behavior.
		if ( traditional === undefined ) {
			traditional = jQuery.ajaxSettings.traditional;
		}
		
		// If an array was passed in, assume that it is an array of form elements.
		if ( jQuery.isArray(a) || a.jquery ) {
			// Serialize the form elements
			jQuery.each( a, function() {
				add( this.name, this.value );
			});
			
		} else {
			// If traditional, encode the "old" way (the way 1.3.2 or older
			// did it), otherwise encode params recursively.
			for ( var prefix in a ) {
				buildParams( prefix, a[prefix] );
			}
		}

		// Return the resulting serialization
		return s.join("&").replace(r20, "+");

		function buildParams( prefix, obj ) {
			if ( jQuery.isArray(obj) ) {
				// Serialize array item.
				jQuery.each( obj, function( i, v ) {
					if ( traditional || /\[\]$/.test( prefix ) ) {
						// Treat each array item as a scalar.
						add( prefix, v );
					} else {
						// If array item is non-scalar (array or object), encode its
						// numeric index to resolve deserialization ambiguity issues.
						// Note that rack (as of 1.0.0) can't currently deserialize
						// nested arrays properly, and attempting to do so may cause
						// a server error. Possible fixes are to modify rack's
						// deserialization algorithm or to provide an option or flag
						// to force array serialization to be shallow.
						buildParams( prefix + "[" + ( typeof v === "object" || jQuery.isArray(v) ? i : "" ) + "]", v );
					}
				});
					
			} else if ( !traditional && obj != null && typeof obj === "object" ) {
				// Serialize object item.
				jQuery.each( obj, function( k, v ) {
					buildParams( prefix + "[" + k + "]", v );
				});
					
			} else {
				// Serialize scalar item.
				add( prefix, obj );
			}
		}

		function add( key, value ) {
			// If value is a function, invoke it and return its value
			value = jQuery.isFunction(value) ? value() : value;
			s[ s.length ] = encodeURIComponent(key) + "=" + encodeURIComponent(value);
		}
	}
});
var elemdisplay = {},
	rfxtypes = /toggle|show|hide/,
	rfxnum = /^([+-]=)?([\d+-.]+)(.*)$/,
	timerId,
	fxAttrs = [
		// height animations
		[ "height", "marginTop", "marginBottom", "paddingTop", "paddingBottom" ],
		// width animations
		[ "width", "marginLeft", "marginRight", "paddingLeft", "paddingRight" ],
		// opacity animations
		[ "opacity" ]
	];

jQuery.fn.extend({
	show: function( speed, callback ) {
		if ( speed || speed === 0) {
			return this.animate( genFx("show", 3), speed, callback);

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				var old = jQuery.data(this[i], "olddisplay");

				this[i].style.display = old || "";

				if ( jQuery.css(this[i], "display") === "none" ) {
					var nodeName = this[i].nodeName, display;

					if ( elemdisplay[ nodeName ] ) {
						display = elemdisplay[ nodeName ];

					} else {
						var elem = jQuery("<" + nodeName + " />").appendTo("body");

						display = elem.css("display");

						if ( display === "none" ) {
							display = "block";
						}

						elem.remove();

						elemdisplay[ nodeName ] = display;
					}

					jQuery.data(this[i], "olddisplay", display);
				}
			}

			// Set the display of the elements in a second loop
			// to avoid the constant reflow
			for ( var j = 0, k = this.length; j < k; j++ ) {
				this[j].style.display = jQuery.data(this[j], "olddisplay") || "";
			}

			return this;
		}
	},

	hide: function( speed, callback ) {
		if ( speed || speed === 0 ) {
			return this.animate( genFx("hide", 3), speed, callback);

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				var old = jQuery.data(this[i], "olddisplay");
				if ( !old && old !== "none" ) {
					jQuery.data(this[i], "olddisplay", jQuery.css(this[i], "display"));
				}
			}

			// Set the display of the elements in a second loop
			// to avoid the constant reflow
			for ( var j = 0, k = this.length; j < k; j++ ) {
				this[j].style.display = "none";
			}

			return this;
		}
	},

	// Save the old toggle function
	_toggle: jQuery.fn.toggle,

	toggle: function( fn, fn2 ) {
		var bool = typeof fn === "boolean";

		if ( jQuery.isFunction(fn) && jQuery.isFunction(fn2) ) {
			this._toggle.apply( this, arguments );

		} else if ( fn == null || bool ) {
			this.each(function() {
				var state = bool ? fn : jQuery(this).is(":hidden");
				jQuery(this)[ state ? "show" : "hide" ]();
			});

		} else {
			this.animate(genFx("toggle", 3), fn, fn2);
		}

		return this;
	},

	fadeTo: function( speed, to, callback ) {
		return this.filter(":hidden").css("opacity", 0).show().end()
					.animate({opacity: to}, speed, callback);
	},

	animate: function( prop, speed, easing, callback ) {
		var optall = jQuery.speed(speed, easing, callback);

		if ( jQuery.isEmptyObject( prop ) ) {
			return this.each( optall.complete );
		}

		return this[ optall.queue === false ? "each" : "queue" ](function() {
			var opt = jQuery.extend({}, optall), p,
				hidden = this.nodeType === 1 && jQuery(this).is(":hidden"),
				self = this;

			for ( p in prop ) {
				var name = p.replace(rdashAlpha, fcamelCase);

				if ( p !== name ) {
					prop[ name ] = prop[ p ];
					delete prop[ p ];
					p = name;
				}

				if ( prop[p] === "hide" && hidden || prop[p] === "show" && !hidden ) {
					return opt.complete.call(this);
				}

				if ( ( p === "height" || p === "width" ) && this.style ) {
					// Store display property
					opt.display = jQuery.css(this, "display");

					// Make sure that nothing sneaks out
					opt.overflow = this.style.overflow;
				}

				if ( jQuery.isArray( prop[p] ) ) {
					// Create (if needed) and add to specialEasing
					(opt.specialEasing = opt.specialEasing || {})[p] = prop[p][1];
					prop[p] = prop[p][0];
				}
			}

			if ( opt.overflow != null ) {
				this.style.overflow = "hidden";
			}

			opt.curAnim = jQuery.extend({}, prop);

			jQuery.each( prop, function( name, val ) {
				var e = new jQuery.fx( self, opt, name );

				if ( rfxtypes.test(val) ) {
					e[ val === "toggle" ? hidden ? "show" : "hide" : val ]( prop );

				} else {
					var parts = rfxnum.exec(val),
						start = e.cur(true) || 0;

					if ( parts ) {
						var end = parseFloat( parts[2] ),
							unit = parts[3] || "px";

						// We need to compute starting value
						if ( unit !== "px" ) {
							self.style[ name ] = (end || 1) + unit;
							start = ((end || 1) / e.cur(true)) * start;
							self.style[ name ] = start + unit;
						}

						// If a +=/-= token was provided, we're doing a relative animation
						if ( parts[1] ) {
							end = ((parts[1] === "-=" ? -1 : 1) * end) + start;
						}

						e.custom( start, end, unit );

					} else {
						e.custom( start, val, "" );
					}
				}
			});

			// For JS strict compliance
			return true;
		});
	},

	stop: function( clearQueue, gotoEnd ) {
		var timers = jQuery.timers;

		if ( clearQueue ) {
			this.queue([]);
		}

		this.each(function() {
			// go in reverse order so anything added to the queue during the loop is ignored
			for ( var i = timers.length - 1; i >= 0; i-- ) {
				if ( timers[i].elem === this ) {
					if (gotoEnd) {
						// force the next step to be the last
						timers[i](true);
					}

					timers.splice(i, 1);
				}
			}
		});

		// start the next in the queue if the last step wasn't forced
		if ( !gotoEnd ) {
			this.dequeue();
		}

		return this;
	}

});

// Generate shortcuts for custom animations
jQuery.each({
	slideDown: genFx("show", 1),
	slideUp: genFx("hide", 1),
	slideToggle: genFx("toggle", 1),
	fadeIn: { opacity: "show" },
	fadeOut: { opacity: "hide" }
}, function( name, props ) {
	jQuery.fn[ name ] = function( speed, callback ) {
		return this.animate( props, speed, callback );
	};
});

jQuery.extend({
	speed: function( speed, easing, fn ) {
		var opt = speed && typeof speed === "object" ? speed : {
			complete: fn || !fn && easing ||
				jQuery.isFunction( speed ) && speed,
			duration: speed,
			easing: fn && easing || easing && !jQuery.isFunction(easing) && easing
		};

		opt.duration = jQuery.fx.off ? 0 : typeof opt.duration === "number" ? opt.duration :
			jQuery.fx.speeds[opt.duration] || jQuery.fx.speeds._default;

		// Queueing
		opt.old = opt.complete;
		opt.complete = function() {
			if ( opt.queue !== false ) {
				jQuery(this).dequeue();
			}
			if ( jQuery.isFunction( opt.old ) ) {
				opt.old.call( this );
			}
		};

		return opt;
	},

	easing: {
		linear: function( p, n, firstNum, diff ) {
			return firstNum + diff * p;
		},
		swing: function( p, n, firstNum, diff ) {
			return ((-Math.cos(p*Math.PI)/2) + 0.5) * diff + firstNum;
		}
	},

	timers: [],

	fx: function( elem, options, prop ) {
		this.options = options;
		this.elem = elem;
		this.prop = prop;

		if ( !options.orig ) {
			options.orig = {};
		}
	}

});

jQuery.fx.prototype = {
	// Simple function for setting a style value
	update: function() {
		if ( this.options.step ) {
			this.options.step.call( this.elem, this.now, this );
		}

		(jQuery.fx.step[this.prop] || jQuery.fx.step._default)( this );

		// Set display property to block for height/width animations
		if ( ( this.prop === "height" || this.prop === "width" ) && this.elem.style ) {
			this.elem.style.display = "block";
		}
	},

	// Get the current size
	cur: function( force ) {
		if ( this.elem[this.prop] != null && (!this.elem.style || this.elem.style[this.prop] == null) ) {
			return this.elem[ this.prop ];
		}

		var r = parseFloat(jQuery.css(this.elem, this.prop, force));
		return r && r > -10000 ? r : parseFloat(jQuery.curCSS(this.elem, this.prop)) || 0;
	},

	// Start an animation from one number to another
	custom: function( from, to, unit ) {
		this.startTime = now();
		this.start = from;
		this.end = to;
		this.unit = unit || this.unit || "px";
		this.now = this.start;
		this.pos = this.state = 0;

		var self = this;
		function t( gotoEnd ) {
			return self.step(gotoEnd);
		}

		t.elem = this.elem;

		if ( t() && jQuery.timers.push(t) && !timerId ) {
			timerId = setInterval(jQuery.fx.tick, 13);
		}
	},

	// Simple 'show' function
	show: function() {
		// Remember where we started, so that we can go back to it later
		this.options.orig[this.prop] = jQuery.style( this.elem, this.prop );
		this.options.show = true;

		// Begin the animation
		// Make sure that we start at a small width/height to avoid any
		// flash of content
		this.custom(this.prop === "width" || this.prop === "height" ? 1 : 0, this.cur());

		// Start by showing the element
		jQuery( this.elem ).show();
	},

	// Simple 'hide' function
	hide: function() {
		// Remember where we started, so that we can go back to it later
		this.options.orig[this.prop] = jQuery.style( this.elem, this.prop );
		this.options.hide = true;

		// Begin the animation
		this.custom(this.cur(), 0);
	},

	// Each step of an animation
	step: function( gotoEnd ) {
		var t = now(), done = true;

		if ( gotoEnd || t >= this.options.duration + this.startTime ) {
			this.now = this.end;
			this.pos = this.state = 1;
			this.update();

			this.options.curAnim[ this.prop ] = true;

			for ( var i in this.options.curAnim ) {
				if ( this.options.curAnim[i] !== true ) {
					done = false;
				}
			}

			if ( done ) {
				if ( this.options.display != null ) {
					// Reset the overflow
					this.elem.style.overflow = this.options.overflow;

					// Reset the display
					var old = jQuery.data(this.elem, "olddisplay");
					this.elem.style.display = old ? old : this.options.display;

					if ( jQuery.css(this.elem, "display") === "none" ) {
						this.elem.style.display = "block";
					}
				}

				// Hide the element if the "hide" operation was done
				if ( this.options.hide ) {
					jQuery(this.elem).hide();
				}

				// Reset the properties, if the item has been hidden or shown
				if ( this.options.hide || this.options.show ) {
					for ( var p in this.options.curAnim ) {
						jQuery.style(this.elem, p, this.options.orig[p]);
					}
				}

				// Execute the complete function
				this.options.complete.call( this.elem );
			}

			return false;

		} else {
			var n = t - this.startTime;
			this.state = n / this.options.duration;

			// Perform the easing function, defaults to swing
			var specialEasing = this.options.specialEasing && this.options.specialEasing[this.prop];
			var defaultEasing = this.options.easing || (jQuery.easing.swing ? "swing" : "linear");
			this.pos = jQuery.easing[specialEasing || defaultEasing](this.state, n, 0, 1, this.options.duration);
			this.now = this.start + ((this.end - this.start) * this.pos);

			// Perform the next step of the animation
			this.update();
		}

		return true;
	}
};

jQuery.extend( jQuery.fx, {
	tick: function() {
		var timers = jQuery.timers;

		for ( var i = 0; i < timers.length; i++ ) {
			if ( !timers[i]() ) {
				timers.splice(i--, 1);
			}
		}

		if ( !timers.length ) {
			jQuery.fx.stop();
		}
	},
		
	stop: function() {
		clearInterval( timerId );
		timerId = null;
	},
	
	speeds: {
		slow: 600,
 		fast: 200,
 		// Default speed
 		_default: 400
	},

	step: {
		opacity: function( fx ) {
			jQuery.style(fx.elem, "opacity", fx.now);
		},

		_default: function( fx ) {
			if ( fx.elem.style && fx.elem.style[ fx.prop ] != null ) {
				fx.elem.style[ fx.prop ] = (fx.prop === "width" || fx.prop === "height" ? Math.max(0, fx.now) : fx.now) + fx.unit;
			} else {
				fx.elem[ fx.prop ] = fx.now;
			}
		}
	}
});

if ( jQuery.expr && jQuery.expr.filters ) {
	jQuery.expr.filters.animated = function( elem ) {
		return jQuery.grep(jQuery.timers, function( fn ) {
			return elem === fn.elem;
		}).length;
	};
}

function genFx( type, num ) {
	var obj = {};

	jQuery.each( fxAttrs.concat.apply([], fxAttrs.slice(0,num)), function() {
		obj[ this ] = type;
	});

	return obj;
}
if ( "getBoundingClientRect" in document.documentElement ) {
	jQuery.fn.offset = function( options ) {
		var elem = this[0];

		if ( options ) { 
			return this.each(function( i ) {
				jQuery.offset.setOffset( this, options, i );
			});
		}

		if ( !elem || !elem.ownerDocument ) {
			return null;
		}

		if ( elem === elem.ownerDocument.body ) {
			return jQuery.offset.bodyOffset( elem );
		}

		var box = elem.getBoundingClientRect(), doc = elem.ownerDocument, body = doc.body, docElem = doc.documentElement,
			clientTop = docElem.clientTop || body.clientTop || 0, clientLeft = docElem.clientLeft || body.clientLeft || 0,
			top  = box.top  + (self.pageYOffset || jQuery.support.boxModel && docElem.scrollTop  || body.scrollTop ) - clientTop,
			left = box.left + (self.pageXOffset || jQuery.support.boxModel && docElem.scrollLeft || body.scrollLeft) - clientLeft;

		return { top: top, left: left };
	};

} else {
	jQuery.fn.offset = function( options ) {
		var elem = this[0];

		if ( options ) { 
			return this.each(function( i ) {
				jQuery.offset.setOffset( this, options, i );
			});
		}

		if ( !elem || !elem.ownerDocument ) {
			return null;
		}

		if ( elem === elem.ownerDocument.body ) {
			return jQuery.offset.bodyOffset( elem );
		}

		jQuery.offset.initialize();

		var offsetParent = elem.offsetParent, prevOffsetParent = elem,
			doc = elem.ownerDocument, computedStyle, docElem = doc.documentElement,
			body = doc.body, defaultView = doc.defaultView,
			prevComputedStyle = defaultView ? defaultView.getComputedStyle( elem, null ) : elem.currentStyle,
			top = elem.offsetTop, left = elem.offsetLeft;

		while ( (elem = elem.parentNode) && elem !== body && elem !== docElem ) {
			if ( jQuery.offset.supportsFixedPosition && prevComputedStyle.position === "fixed" ) {
				break;
			}

			computedStyle = defaultView ? defaultView.getComputedStyle(elem, null) : elem.currentStyle;
			top  -= elem.scrollTop;
			left -= elem.scrollLeft;

			if ( elem === offsetParent ) {
				top  += elem.offsetTop;
				left += elem.offsetLeft;

				if ( jQuery.offset.doesNotAddBorder && !(jQuery.offset.doesAddBorderForTableAndCells && /^t(able|d|h)$/i.test(elem.nodeName)) ) {
					top  += parseFloat( computedStyle.borderTopWidth  ) || 0;
					left += parseFloat( computedStyle.borderLeftWidth ) || 0;
				}

				prevOffsetParent = offsetParent, offsetParent = elem.offsetParent;
			}

			if ( jQuery.offset.subtractsBorderForOverflowNotVisible && computedStyle.overflow !== "visible" ) {
				top  += parseFloat( computedStyle.borderTopWidth  ) || 0;
				left += parseFloat( computedStyle.borderLeftWidth ) || 0;
			}

			prevComputedStyle = computedStyle;
		}

		if ( prevComputedStyle.position === "relative" || prevComputedStyle.position === "static" ) {
			top  += body.offsetTop;
			left += body.offsetLeft;
		}

		if ( jQuery.offset.supportsFixedPosition && prevComputedStyle.position === "fixed" ) {
			top  += Math.max( docElem.scrollTop, body.scrollTop );
			left += Math.max( docElem.scrollLeft, body.scrollLeft );
		}

		return { top: top, left: left };
	};
}

jQuery.offset = {
	initialize: function() {
		var body = document.body, container = document.createElement("div"), innerDiv, checkDiv, table, td, bodyMarginTop = parseFloat( jQuery.curCSS(body, "marginTop", true) ) || 0,
			html = "<div style='position:absolute;top:0;left:0;margin:0;border:5px solid #000;padding:0;width:1px;height:1px;'><div></div></div><table style='position:absolute;top:0;left:0;margin:0;border:5px solid #000;padding:0;width:1px;height:1px;' cellpadding='0' cellspacing='0'><tr><td></td></tr></table>";

		jQuery.extend( container.style, { position: "absolute", top: 0, left: 0, margin: 0, border: 0, width: "1px", height: "1px", visibility: "hidden" } );

		container.innerHTML = html;
		body.insertBefore( container, body.firstChild );
		innerDiv = container.firstChild;
		checkDiv = innerDiv.firstChild;
		td = innerDiv.nextSibling.firstChild.firstChild;

		this.doesNotAddBorder = (checkDiv.offsetTop !== 5);
		this.doesAddBorderForTableAndCells = (td.offsetTop === 5);

		checkDiv.style.position = "fixed", checkDiv.style.top = "20px";
		// safari subtracts parent border width here which is 5px
		this.supportsFixedPosition = (checkDiv.offsetTop === 20 || checkDiv.offsetTop === 15);
		checkDiv.style.position = checkDiv.style.top = "";

		innerDiv.style.overflow = "hidden", innerDiv.style.position = "relative";
		this.subtractsBorderForOverflowNotVisible = (checkDiv.offsetTop === -5);

		this.doesNotIncludeMarginInBodyOffset = (body.offsetTop !== bodyMarginTop);

		body.removeChild( container );
		body = container = innerDiv = checkDiv = table = td = null;
		jQuery.offset.initialize = jQuery.noop;
	},

	bodyOffset: function( body ) {
		var top = body.offsetTop, left = body.offsetLeft;

		jQuery.offset.initialize();

		if ( jQuery.offset.doesNotIncludeMarginInBodyOffset ) {
			top  += parseFloat( jQuery.curCSS(body, "marginTop",  true) ) || 0;
			left += parseFloat( jQuery.curCSS(body, "marginLeft", true) ) || 0;
		}

		return { top: top, left: left };
	},
	
	setOffset: function( elem, options, i ) {
		// set position first, in-case top/left are set even on static elem
		if ( /static/.test( jQuery.curCSS( elem, "position" ) ) ) {
			elem.style.position = "relative";
		}
		var curElem   = jQuery( elem ),
			curOffset = curElem.offset(),
			curTop    = parseInt( jQuery.curCSS( elem, "top",  true ), 10 ) || 0,
			curLeft   = parseInt( jQuery.curCSS( elem, "left", true ), 10 ) || 0;

		if ( jQuery.isFunction( options ) ) {
			options = options.call( elem, i, curOffset );
		}

		var props = {
			top:  (options.top  - curOffset.top)  + curTop,
			left: (options.left - curOffset.left) + curLeft
		};
		
		if ( "using" in options ) {
			options.using.call( elem, props );
		} else {
			curElem.css( props );
		}
	}
};


jQuery.fn.extend({
	position: function() {
		if ( !this[0] ) {
			return null;
		}

		var elem = this[0],

		// Get *real* offsetParent
		offsetParent = this.offsetParent(),

		// Get correct offsets
		offset       = this.offset(),
		parentOffset = /^body|html$/i.test(offsetParent[0].nodeName) ? { top: 0, left: 0 } : offsetParent.offset();

		// Subtract element margins
		// note: when an element has margin: auto the offsetLeft and marginLeft
		// are the same in Safari causing offset.left to incorrectly be 0
		offset.top  -= parseFloat( jQuery.curCSS(elem, "marginTop",  true) ) || 0;
		offset.left -= parseFloat( jQuery.curCSS(elem, "marginLeft", true) ) || 0;

		// Add offsetParent borders
		parentOffset.top  += parseFloat( jQuery.curCSS(offsetParent[0], "borderTopWidth",  true) ) || 0;
		parentOffset.left += parseFloat( jQuery.curCSS(offsetParent[0], "borderLeftWidth", true) ) || 0;

		// Subtract the two offsets
		return {
			top:  offset.top  - parentOffset.top,
			left: offset.left - parentOffset.left
		};
	},

	offsetParent: function() {
		return this.map(function() {
			var offsetParent = this.offsetParent || document.body;
			while ( offsetParent && (!/^body|html$/i.test(offsetParent.nodeName) && jQuery.css(offsetParent, "position") === "static") ) {
				offsetParent = offsetParent.offsetParent;
			}
			return offsetParent;
		});
	}
});


// Create scrollLeft and scrollTop methods
jQuery.each( ["Left", "Top"], function( i, name ) {
	var method = "scroll" + name;

	jQuery.fn[ method ] = function(val) {
		var elem = this[0], win;
		
		if ( !elem ) {
			return null;
		}

		if ( val !== undefined ) {
			// Set the scroll offset
			return this.each(function() {
				win = getWindow( this );

				if ( win ) {
					win.scrollTo(
						!i ? val : jQuery(win).scrollLeft(),
						 i ? val : jQuery(win).scrollTop()
					);

				} else {
					this[ method ] = val;
				}
			});
		} else {
			win = getWindow( elem );

			// Return the scroll offset
			return win ? ("pageXOffset" in win) ? win[ i ? "pageYOffset" : "pageXOffset" ] :
				jQuery.support.boxModel && win.document.documentElement[ method ] ||
					win.document.body[ method ] :
				elem[ method ];
		}
	};
});

function getWindow( elem ) {
	return ("scrollTo" in elem && elem.document) ?
		elem :
		elem.nodeType === 9 ?
			elem.defaultView || elem.parentWindow :
			false;
}
// Create innerHeight, innerWidth, outerHeight and outerWidth methods
jQuery.each([ "Height", "Width" ], function( i, name ) {

	var type = name.toLowerCase();

	// innerHeight and innerWidth
	jQuery.fn["inner" + name] = function() {
		return this[0] ?
			jQuery.css( this[0], type, false, "padding" ) :
			null;
	};

	// outerHeight and outerWidth
	jQuery.fn["outer" + name] = function( margin ) {
		return this[0] ?
			jQuery.css( this[0], type, false, margin ? "margin" : "border" ) :
			null;
	};

	jQuery.fn[ type ] = function( size ) {
		// Get window width or height
		var elem = this[0];
		if ( !elem ) {
			return size == null ? null : this;
		}
		
		if ( jQuery.isFunction( size ) ) {
			return this.each(function( i ) {
				var self = jQuery( this );
				self[ type ]( size.call( this, i, self[ type ]() ) );
			});
		}

		return ("scrollTo" in elem && elem.document) ? // does it walk and quack like a window?
			// Everyone else use document.documentElement or document.body depending on Quirks vs Standards mode
			elem.document.compatMode === "CSS1Compat" && elem.document.documentElement[ "client" + name ] ||
			elem.document.body[ "client" + name ] :

			// Get document width or height
			(elem.nodeType === 9) ? // is it a document
				// Either scroll[Width/Height] or offset[Width/Height], whichever is greater
				Math.max(
					elem.documentElement["client" + name],
					elem.body["scroll" + name], elem.documentElement["scroll" + name],
					elem.body["offset" + name], elem.documentElement["offset" + name]
				) :

				// Get or set width or height on the element
				size === undefined ?
					// Get width or height on the element
					jQuery.css( elem, type ) :

					// Set the width or height on the element (default to pixels if value is unitless)
					this.css( type, typeof size === "string" ? size : size + "px" );
	};

});
// Expose jQuery to the global object
window.jQuery = window.$ = jQuery;

})(window);
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		Answer


		Guanine nucleotide exchange factors, GEFs (Section 1.6).
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		Answer


		By transfection of PC12 cells with constitutively active mutant forms of MEK and analysing neurite outgrowth (Box 3).
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OEBPS/js/jquery.cookie.js
/**
 * Cookie plugin
 *
 * Copyright (c) 2006 Klaus Hartl (stilbuero.de)
 * Dual licensed under the MIT and GPL licenses:
 * http://www.opensource.org/licenses/mit-license.php
 * http://www.gnu.org/licenses/gpl.html
 *
 */

/**
 * Create a cookie with the given name and value and other optional parameters.
 *
 * @example $.cookie('the_cookie', 'the_value');
 * @desc Set the value of a cookie.
 * @example $.cookie('the_cookie', 'the_value', { expires: 7, path: '/', domain: 'jquery.com', secure: true });
 * @desc Create a cookie with all available options.
 * @example $.cookie('the_cookie', 'the_value');
 * @desc Create a session cookie.
 * @example $.cookie('the_cookie', null);
 * @desc Delete a cookie by passing null as value. Keep in mind that you have to use the same path and domain
 *       used when the cookie was set.
 *
 * @param String name The name of the cookie.
 * @param String value The value of the cookie.
 * @param Object options An object literal containing key/value pairs to provide optional cookie attributes.
 * @option Number|Date expires Either an integer specifying the expiration date from now on in days or a Date object.
 *                             If a negative value is specified (e.g. a date in the past), the cookie will be deleted.
 *                             If set to null or omitted, the cookie will be a session cookie and will not be retained
 *                             when the the browser exits.
 * @option String path The value of the path atribute of the cookie (default: path of page that created the cookie).
 * @option String domain The value of the domain attribute of the cookie (default: domain of page that created the cookie).
 * @option Boolean secure If true, the secure attribute of the cookie will be set and the cookie transmission will
 *                        require a secure protocol (like HTTPS).
 * @type undefined
 *
 * @name $.cookie
 * @cat Plugins/Cookie
 * @author Klaus Hartl/klaus.hartl@stilbuero.de
 */

/**
 * Get the value of a cookie with the given name.
 *
 * @example $.cookie('the_cookie');
 * @desc Get the value of a cookie.
 *
 * @param String name The name of the cookie.
 * @return The value of the cookie.
 * @type String
 *
 * @name $.cookie
 * @cat Plugins/Cookie
 * @author Klaus Hartl/klaus.hartl@stilbuero.de
 */
jQuery.cookie = function(name, value, options) {
    if (typeof value != 'undefined') { // name and value given, set cookie
        options = options || {};
        if (value === null) {
            value = '';
            options.expires = -1;
        }
        var expires = '';
        if (options.expires && (typeof options.expires == 'number' || options.expires.toUTCString)) {
            var date;
            if (typeof options.expires == 'number') {
                date = new Date();
                date.setTime(date.getTime() + (options.expires * 24 * 60 * 60 * 1000));
            } else {
                date = options.expires;
            }
            expires = '; expires=' + date.toUTCString(); // use expires attribute, max-age is not supported by IE
        }
        // CAUTION: Needed to parenthesize options.path and options.domain
        // in the following expressions, otherwise they evaluate to undefined
        // in the packed version for some reason...
        var path = options.path ? '; path=' + (options.path) : '';
        var domain = options.domain ? '; domain=' + (options.domain) : '';
        var secure = options.secure ? '; secure' : '';
        document.cookie = [name, '=', encodeURIComponent(value), expires, path, domain, secure].join('');
    } else { // only name given, get cookie
        var cookieValue = null;
        if (document.cookie && document.cookie != '') {
            var cookies = document.cookie.split(';');
            for (var i = 0; i < cookies.length; i++) {
                var cookie = jQuery.trim(cookies[i]);
                // Does this cookie string begin with the name we want?
                if (cookie.substring(0, name.length + 1) == (name + '=')) {
                    cookieValue = decodeURIComponent(cookie.substring(name.length + 1));
                    break;
                }
            }
        }
        return cookieValue;
    }
};
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		Answer


		PI 3-kinase products PI(3,4)P2 and PI(3,4,5)P3 and the PLC product DAG are hydrophobic. They contain fatty acyl chains that anchor them to the plasma membrane.
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		Answer


		These molecules differ in their phosphorylation state. PI(3,4) P2 is phosphorylated on carbons 3 and 4, PI(3,4,5)P3 on carbons 3, 4 and 5, and PI(4,5)P2 on carbons 4 and 5. Only PI(4,5)P2 is a substrate for PI 3-kinase, whereas the two others are products.
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		Answer


		They will enable PI 3-kinase to bind to proteins containing a phosphorylated tyrosine residue within a specific motif. In this way, PI 3-kinase is targeted to the membrane when required, by binding to phosphotyrosine residues on activated RTKs.
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		Answer


		Receptors with intrinsic enzymatic activity with an intracellular guanylyl cyclase catalytic domain (Figure 23a).


	

