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		Introduction

		When you meet with a situation you experience as complex you need to think about yourself in relation to the process of formulating a system of interest. Only with this awareness, can you increase your range of purposeful actions in the situation which are ethically defensible. To do so is the hallmark of systemic thinking and practice compared to systematic thinking and practice. The metaphor of the systems practitioner as a juggler of four balls is introduced as a device to explore skill development for effective systems practice – the balls are ‘being’, ‘engaging’, ‘contextualising’ and ‘managing’.

		To start, you will be invited to think carefully about yourself in relation to the unit itself – as an introduction to thinking about yourself in relation to any system you devise. This unit introduces the metaphor of the systems practitioner as a juggler of four balls: ‘being’, ‘engaging’, ‘contextualising’ and ‘managing’. This provides a device to explore skill development for effective systems practice.

		
			Learning outcomes

		

		At the end of this unit you should be able to:

		
				reflect on your purposes and expectations in doing this unit;

				record in your Learning Journal your initial and developing understandings of what the unit is about;

				use your Learning Journal as an on-going record of your developing understandings, expectations and experiences; 

				use your Learning Journal to record your reflections; 

				begin taking responsibility for your own reflections. 

		

	
		1 Managing complex systems

		1.1 Thinking about expectations

		Anticipations and preconceptions are an important determinant of how people learn, so before you read on, I would like you to record some of what you are experiencing now as you begin the unit.

		It's important to get these impressions noted down now, because new ideas and new impressions will quickly overlay the experience. What you are experiencing now will be re-interpreted as new understandings emerge. You are also likely to form some judgements about your expectations. So before any of that can happen, make some notes on your responses to the questions in the activity below. I suggect you make your notes in a form that allows them to be incorporated, either directly or indirectly, into your Learning Journal. You will need to keep referring back to them as the unit progresses. It will also be helpful later if, as you make notes, you date them and leave space for later thoughts and jottings. Your notes should capture as many elements of your responses as possible.

		The notes that you make for this, and some of the other activities, will be important later. You should do them as consientiously as possible. Their role in developing your skills will become more evident as you continue your studies in the area. Your notes should capture as many elements of your responses as possible. 

		I anticipate you might spend around 90 minutes on this activity. It may take longer. This may seem like an enormous amount of time, but thinking about the issues carefully is likely to take that long.

		
			Your Learning Journal will be an important resource for your study of this unit.
		

		
			
				Activity 1

			

			
				1
              hour 30 minutes

			What is your purpose in doing this unit?

			What do you hope to get from the unit? I imagine you might have some expectation that you will enjoy, or benefit from, doing the unit. What benefits do you expect? What was it in what you heard about the unit that suggested you might benefit from it? What was it about the unit or its descriptions that appealed to you? What is it about you that the unit appealed to? Not everyone chooses to take this unit so there must have been something about you that connected with what you heard, or read, about the unit. Make a note of any specific items that appeal to you. Make a note too of any items that worry or concern you.

			What is your emotional state as you approach the unit?

			Are you excited, bored, eager, puzzled, expectant, tired? What is your present body posture? Does it tell you anything about how you feel? Is it right? Can you improve your physical comfort?

			Are you comfortable with your workspace? Are there things you can do to improve it?

			What sort of skills and capacities do you think you might need for the unit? How many of these do you have already? What skills will you need to pick up? What will you need to look for in the unit to acquire these skills and capacities?

			How does your answer compare with your notes on what you hope to get from the course? Are they congruent or does the answer to this question throw new light on what you hope to get from the course?

			When you make a judgement about how you rate your capacities, what are you basing it on? Are you taking account of external factors such as the time you have or the circumstances in which you study? Are you basing your judgement on your own evaluation of your intellectual capacities? Do energy, enthusiasm and commitment come into the evaluation?

		

		The activity you have just engaged in is the first of several such activities. It is an example of a pattern of activities that constitute reflective practice or reflective learning. This style of learning is based on the notion that the understandings most useful to us, and that most readily become part of us, are learnt by experience. The activities are designed to enable you to discover your own learning by experience.

		There will be a lot about reflective practice in this unit but for now I want to introduce you to some basic ideas about it.

		1.1.1 Learning by experience

		It's a familiar idea but it implies two activities: learning and experiencing. Both activities need to happen if I am to say that learning from experience has happened. Experiencing seems to have two components. The first is the quality of attention that allows me to notice the experience and its components. The second is memory. Calling experience to mind allows me to examine the experience and to think about it in ways that were not possible at the time. Learning is what I take away from that process that influences my behaviour or thinking in the future.

		But huge amounts of experience escape without being consciously experienced; I am insufficiently aware at the time to notice what's going on. Later I am too busy to recall the experience and so little conscious learning takes place. Of course, it's useful to carry out familiar activities ‘on auto pilot’ – without conscious attention. It's easy to miss out on important learning from unfamiliar activities too. I may become wrapped up in the activity itself or simply not notice the range and quality of the experience. Either way, a conscious attempt to recall the experience and to think about it, gives the opportunity to learn from the experience.

		So, what was my purpose in asking you to do the activity above? I wanted you to experience the starting of this unit as richly as possible. I was asking questions that I hoped would prompt you into awareness of what you were experiencing. It may be you discovered something new about yourself; your expectations of the unit; what you hope to gain from studying it; or about your capacity to succeed in it as a result. If not, don't worry. The point of the activity was raising awareness rather than discovery; and recording material that will be useful in future learning and reflection.

		Spend a total of about 15 minutes on the next two activities.

		
			
				Activity 2

			

			What do you understand the course title from which this unit is taken to mean?

			The title of this course is Managing complexity: a systems approach. Before you go any further, make notes about what you understand by the term ‘managing complexity’.

			What do you understand by a systems approach? Don't worry if you feel you only have vague ideas at this stage; record all your ideas as fully as you can by listing all the things you think it might mean. You may also wish to distinguish ideas you feel confident about from those you are not sure of.

		

		
			
				Activity 3

			

			Add any further thoughts about your expectations.

			You may feel some of the expectations you had have already been changed. Add any postscripts about this to the notes you made earlier. Make it clear in your notes these are postscripts and what has happened to change your views.

		

		This unit is taken from a level 3 Systems course. This carries certain implications about its level and its likely content. You are likely to have drawn some conclusions about what these implications are. Recognizing explicitly the presuppositions and assumptions you carry into a situation allows you to examine them. Presuppositions can get in the way of understandings. For example, if I assume a book is just about koalas, and don't notice it's about koalas in their eucalyptus habitats, I am quite likely to experience the text about eucalyptus forests as a distraction. This might lead me to misunderstand what the text is saying about eucalyptus habitats and, almost certainly, I would misunderstand its importance to the koalas. At the very least this will make me an inefficient reader and may make me an inefficient learner.

		The next activity will help you to think through your expectations, assumptions and presuppositions about this course.

		Allow yourself about 30 minutes to do Activity 4, making notes as before.

		
			
				Activity 4

			

			
				30 minutes

			What activities do you expect to undertake in studying a level 3 course?

			You may already have some experience of Open University courses. You may have other experiences of studying. What sort of activities do you expect to engage in when you study a course? What sorts of activities have in the past been most effective in enabling you to learn? These questions are easier to answer if you think back to a specific course or other learning experience. What did you actually do? What were the components of that course? What was their relationship to each other? If you have studied only level 2 courses before, what differences do you expect in a level 3 course? If you have studied at level 3 before, can you identify any differences between those courses and other, lower level courses?

			Which components of your previous learning experience have you enjoyed most? Why?

			Some people enjoy the initial meeting with new material most. Others enjoy testing their newly acquired understandings in exercises. Still others enjoy their new perspectives on things quite external to the course that their new understandings give them. Do any of these match your previous experience? If not, what was it for you? You may also like to explore the question of what you didn't like. Have you changed in ways that might make your experience of this course different?

			What were you, as the student, expected to do as you worked through previous courses?

			Many courses follow a fairly steady pattern of a bit of theory, followed by an example of what the theory means in practice, followed by an exercise where the learner applies what they have just learned to another situation. Do you recognize this pattern? Have you experienced it? Have you experienced variations on this theme? What were they? Have you experienced alternative approaches? How successful have these patterns been for you? Success, in this sense, might mean examination success or it might be a success criterion you have set yourself, or one you want to apply now. It may parallel the criteria for success you identified for this course.

		

	
		2 Preparing to tackle this unit

		2.1 The nature of systems thinking and systems practice

		There are no simple definitions for either systems thinking or systems practice. It's difficult to find definitions that capture all the perspectives that the ideas carry for people who think of themselves as systems thinkers and systems practitioners. Most systems practitioners seem to experience the same kind of difficulty in explaining what they do or what it means to be systemic in their thinking. Through experience I've developed some criteria by which I characterize systems thinking, but they seem to be quite loose in the sense that those characteristics are not always observable in what I recognize as systems thinking. In any case, they seem to be my list of characteristics, similar to, but not the same as, other people's lists. This issue will be developed but, for the moment, I would like you to hold the idea that systems thinking and systems practice arise from particular ways of seeing the world.

		My hope is, through interacting with the unit and asking yourself questions about your experiences, you will discover at least some of these characteristic ways of seeing the world. If you have previously studied Systems courses, you will already have experienced forms of systems thinking and perhaps ‘caught’ it in some way. You may even have developed your own understanding of systems thinking and what it means. If you have not experienced a Systems course before, you need to be aware that this unit cannot make you into a systems thinker or a systems practitioner. It can only provide you with a framework through which you can develop your own characteristic ways of being a systems thinker and a systems practitioner. You will already have encountered, in previous Systems courses or through your preparatory reading, some of the central ideas of systems thinking.

		Gather up your ideas of what these central ideas are by spending around 15 minutes on the following activity.

		
			
				Activity 5

			

			
				15 minutes

			Make notes (on paper or in your learning journal) on what you think are the main features of systems thinking.

			This is not a test question. There are no right or wrong answers. I am simply inviting you to explore what you already understand about systems thinking. Try to make your answer as comprehensive as you can. You could use diagrams if they're a more convenient way for you to represent your ideas.

			If you have already studied Systems, you may find this task quite demanding because you will have to abstract these general ideas from what may be quite detailed understandings. Don't be afraid to spend slightly longer on this if you need to.

			Try to ensure that, in doing this activity, you are building your understanding and not just abstracting a list from someone else's ideas.

			As before, date your notes and leave room for later additions.

		

		Your notes from this activity will form a powerful basis from which to build your understanding of, and capacity for, systems thinking. You will develop your own ways of working with the notes you take as you work through the course. My own way is to add new material in a different coloured ink, indicating the date of the new colour. I've also sometimes photocopied the notes and added new notes to the photocopy, which I photocopy again for yet more amendments and crossings out, dating each one as I go. This saves completely re-writing and I only need to rewrite when I have a different appreciation of something, or when it has developed so far the old version is no longer helpful as a foundation. Other people use computer files in a similar way. I prefer not to throw away any old version, even if it gets superseded. It provides me with a record of my developing understanding, especially if I note down what I now understand and why I now think the old understanding is unhelpful. Even notes I think are redundant can prove to be the anchors for new insights.

		You don't have to do it my way but I would urge you to find a way that suits you. You will need to be able to record your own learning: perhaps even more importantly, you will find these notes invaluable as you take responsibility for your own learning.

		
			My own answer to Activity 5 follows

			You should not treat this as the right answer. You should certainly not make judgements about your own performance in the light of my response. My notes arise from my experiences, yours arise from your own. I would like to think you and I were both engaged in an activity that gives rise to new experiences and thus builds our own understandings from our own experiences. So I would much rather you treated the following as if we were in a conversation and use my ideas to develop your own.

			The important features of systems thinking, as I see them, are these.

			
					
					Systems thinking respects complexity, it doesn't pretend it's not there. This means, among other things, I accept that sometimes my understanding is incomplete. It means when I experience a situation or an issue as complex, I don't always know what's included in the issue and what's not. It means I have to accept my view is partial and provisional and other people will have a different view. It means I resist the temptation to try and simplify the issue by breaking it down. It also means I have to accept there is more than one way of understanding the complexity.

					Complexity can be quite scary. But it need not be: complexity becomes frightening when I assume I ought to be able to ‘solve’ it. Systems thinking allows me to let go of this notion and allows me to use a multiplicity of interpretations and models to form views and ideas about the complexity, how to comprehend it, and how to act purposefully within it.

				

					
					Systems thinking attends to the connections between things, events and ideas. It gives them equal status with the things, events and ideas themselves. So, systems thinking is fundamentally about relationship and process. It is often the relationships between things, events and ideas that give them their meaning. Patterns become important. The nature of the relationships between a given set of elements may be manifold. They may be causal (A causes, leads to, or contributes to, B); influential (X influences Y and Z); temporal (P follows Q); or relate to embeddedness (M is part of N). These relationships spring to mind immediately but there are many others, of course.

					This attention to relationships between things, events and ideas means I can observe patterns of connection that give rise to larger wholes. This gives rise to emergence. Thinking systemically about these connections includes being open to recognizing that the patterns of connection are more often web-like than linear chains of connection.

				

					
					Systems thinking makes complexity manageable by taking a broader perspective. When I was studying engineering as an undergraduate, we were taught to break down problems into their component parts. This approach is so deeply entrenched in western culture it seems natural and obvious to anyone brought up or educated in this culture that this is the way to tackle complex problems.

					While this approach is powerful for some problems, it's hopeless for others. For example, it now seems clear that climate change induced by human activity is likely to have major impacts on the planet, its environments, and its living organisms, including people. But all of these effects are so interdependent it is impossible to discover what the effects are likely to be by breaking the problem down.

					Systems thinking characteristically moves one's focus in the opposite direction, working towards understanding the big picture – the context – as a way of making complexity understandable. Most people recognize they have been in situations where they ‘can't see the wood for the trees’. Systems thinking is precisely about changing the focus of attention to the wood, so that you can see the trees in their context.

				

			

			Understanding the woodland gives new and powerful insights about the trees. Such insights are completely inaccessible if one concentrates on the individual trees. Figure 1 illustrates this sort of shift of attention vividly.
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							Figure 1: This well-known puzzle picture only reveals its secret if you allow yourself to see the pattern of relationships between the black blobs. Studying individual blobs reveals nothing. If you really cannot see anything other than the blobs, don't worry. It doesn't imply anything about your capacity to be a systems thinker.
			

		

		Systems thinking seems to come more naturally to some people than to others. Others have to learn to think systemically. People trying systems thinking for the first time find it quite tricky in the early stages. The temptation to break down the situation of interest into smaller bits is strong. The systems approaches you will encounter take account of this and are designed to enable you to capture the complexity before you move on to exploring it.

		During the 1980s and 1990s, there were significant advances in Systems theory. There were two main drivers for this. One was the tremendous advance in computing capability. This allowed the behaviour of fluid, chemical, biological, and other phenomena to be modelled through time. This generated wonderful new insights into what came to be identified as chaotic phenomena. The second was the renewed synergy between biology and Systems. Both these stories are exciting, and there are a number of well-written books for the general reader that describe some of this work (see the box below).

		
			
				Would-be Worlds (Casti, 1997, John Wiley & Sons Inc., New York) arose out of the computer exploration of systems behaviour. James Gleick's classic Chaos (1987, Penguin, London) is also in this tradition. Fritjof Capra's The Web of Life (1996, Harper Collins, London) explores some of the developments in biology that arise from a systems perspective.

		

		Regarding the second driver, the synergy first emerged in the early 20th century among biologists concerned with the properties of whole organisms. This led to an exciting phase of synthesis of ideas from many disciplines that gave rise to General Systems Theory. Since that time, biologists who look at living systems as a whole have turned to systems theory for new insights and, in response to their findings, systems theorists drew new insights from biology.

		For me, the practicality of Systems is even more exciting than these developments. This course is as much about systems practice as it is about systems thinking. There is an exciting synergy between systems theory and attempts to find better ways of engaging with problems and opportunities.

		This is what the course is about. It is an invitation to engage with systems thinking in such a way that you are better able to address the problems, complexities and opportunities that you encounter as you engage with the nitty gritty of whatever you do. Systems thinking provides me with tools-for-thought and the opportunity for a powerful way of looking at the world, whatever the context. The contexts stretch all the way from international issues such as global warming to the day-to-day problems that arise in work, in domestic life and in the local community.

		Systems practice in the context of this course refers to the practice of Systems within whatever profession or calling you follow. You can be a systemic medical practitioner, a systemic wood turner, a systemic technician or a systemic manager by applying systems thinking, insights and approaches to the complexity that you encounter in any of these or other domains.

		2.2 Taking responsibility for your own learning

		Not much of this unit conforms to the traditional pattern I mentioned earlier – the theory-example-exercise pattern. In particular, you will find you are expected to discover much of it for yourself. Why is this? This is a legitimate question and deserves a full answer. One year, a student at a residential summer school complained I had not taught him properly. I was, he told me, an expert and so why did I not demonstrate how to tackle the problem he was working on and pass my expertise on to him. He felt the tutorial was ‘a wasted opportunity’. I could understand why he felt aggrieved. But I think he had missed an important feature of learning a skill such as systems thinking.

		More and more, I've come to realize that whatever expertise I may have in systems thinking and practice, it is my expertise and it only works for me. In this I find myself in agreement with C. W. Churchman ‛Churchman, C.W. (1971) The Design of Inquiring Systems, Basic Books, New York”, who was one of the first people to write about what systems thinking might mean in practice, when he said ‘there are no experts in a systems approach’. When I look at the people whom I believe to be experts in this area, I realize there are many ways of being good at systems thinking and many ways of being good at systems practice. Each systems thinker seems to be good in their own way. I believe this is because Systems is about ways of experiencing the world, ways of thinking, and about ways of dealing with the complex situations I encounter.

		Consequently, systems expertise is unique to each person. I cannot tell you how it's going to work for you or how you should understand it. You have to find your own ways. All I can do is to invite you into experiences that are likely to help you create your own meanings from the material. As well as being the only logically consistent way of learning systems thinking, there is plenty of research evidence ‛For example, see Using Experience for Learning (Boud, D. Cohen, R. and Walker, D. (eds) 1993, Open University Press, Buckingham)” to show that understandings and knowledge that one acquires through discovery is retained and developed much more readily than the understandings one acquires through being told, or even shown.

		Taking responsibility for your own learning in this way is challenging but it need not be difficult. It requires a preparedness to experiment with ideas and styles of learning that may not initially feel right or comfortable.

		All this means learning Systems, as the course team understands it, is an intensely personal business. Don't worry if you're not used to reflective learning, you will be able to develop your capacities for learning this way, as you go. This is why it was important to think through what you want to achieve from the course. It can operate at a level beyond acquisition of skills and knowledge. Because it is about different styles of thinking, the process of thinking systemically can itself give rise to new forms of learning. It has the capability of bringing understanding into being from sources inside oneself. This is the process known as reflective learning.

		For some people, systems thinking will be something they practice from time to time. It will be a set of tools-for-thought they use when the need arises. This is a powerful and important potential outcome from the course. The course can also lead you towards becoming systemic, as well as being about systems. You can use it to become a different sort of thinker.

		Either way, I strongly urge you to tackle the activities. They are designed to enable you to discover your own learning by experience. They are much more important than practice-makes-perfect activities. They will support you in making systems thinking and systems practice your own. Without them, systems thinking and systems practice remain ‘out there’ – something you may know about (description) but not know how to use (competence). This course has aspirations beyond that, which I hope you will come to share; to support you in becoming a systems thinker and a systems practitioner. This is why the activities so far appear to be focused on you. You might see them in terms of preparing the soil in which skills, competencies and confidence can grow.

		2.3 Appreciating epistemological issues

		Common sense tells me my experience and understanding of the world are limited. I am 173 cm in height. That limits my view of the world. It may not matter much that I cannot see what my house looks like from above but it does mean there will be things going on in the roof I may not notice until they impinge on areas that I can experience.

		More significantly, there is a real limitation on understanding the experiences of other people. You might tell me about your experience but your description is likely to be only a partial representation and, however good your description, I cannot share your experience. I can only construct my own mental representation of what your experience might be like. But the limitations on my understanding of the world are even more fundamental than this.

		My mental image of the world is a model. It is a partial representation of reality based on the partial knowledge I have of the external world. So, when I think I am thinking about the world I am thinking about my model of the world. This model of the world is built up in a way that is itself a model. So I am using a model, built by a model, to represent the world I think I see.

		This has important implications. The model that represents the world tells me what I see and tells me what to see. The model both limits what I see and reinforces itself. When I think about the world, I am thinking about my own thinking; I have no direct access to the world at all.

		Many people find this idea unsettling when they first meet it. It seems to defy common sense. It raises the question of how real the so-called real world really is.

		Many people think of the brain as very similar to a computer. Both have a similarly large proportion of ‘processors’ operating on internally generated signals. But there is an important and absolutely fundamental difference. The computer does not create its own meanings. The computer has no capacity for deciding, for example, which are its favourite paintings in the National Gallery. I do. I have a history of interacting with external stimuli that generate new ways of interacting with further stimuli and the internal structure of my brain changes as a result. The computer's ways of dealing with data are not the result of its own self-production. The way the computer works remains the same, whether it is processing pictures from the National Gallery or whether it is processing letters of the alphabet. The rules that relate input to output are constant over time.

		The question of what I can know about the outside world is an ancient one and has always been central in philosophy under the theme of epistemology. Epistemology is the branch of philosophy that deals with knowledge and knowing: how do I know about the outside world? how do I know my senses are not fooling me? what constitutes evidence about the world?

		Neither discussions about modelling, nor the insights of philosophy, can tell me how true my internal representations of the world are, but neurological studies seem to suggest the outside world is unknowable as it is. Epistemology is a central concern in the course from which this unit has been extracted. This contrasts sharply with many other courses where epistemology is never addressed. The world is assumed to be ‘out there’ and more-or-less as it appears.

		Recognizing the world is unknowable as it is presents me with a choice. How do I deal with the day-to-day observations and events that seem to emerge from it? Each person, once they become aware of this unknowability, is confronted with, and needs to make their own choice.

		Each choice is individual but seems to cluster around three main poles. The first of these is to adopt a stance that the world is more-or-less as I see it, and to ignore the incompleteness of my viewpoints and my representations. This is equivalent to saying ‘there is no epistemological problem about the world as I see it’. The second is to decide that the world is more-or-less as I see it but to recognize that my viewpoint is limited and the view-from-here may be misleading because it is only partial – there is no view of the roof, to use my previous metaphor. This is a stance that accepts that I must be careful to explore the world as fully as I can because I cannot see everything and may be misled. The third pole is to take on fully the implications of the world's unknowability. This stance demands that I always carry an awareness that I will never know the world and must therefore always be trying to account for my own role in my perceptions of the world. Consciously making the choice between these poles, and all the variants in between, is an act of epistemological awareness.

		The choice one makes has profound implications for one's ranges of thought and action. Of course, knowing most of what I'm aware of is actually generated within my own brain does not mean I can make up any version of reality I choose. But it does mean I have to recognize my knowledge of, and understanding of, the world is partial and provisional and depends to a significant extent on my internal processes of constructing representations. This theme will come up repeatedly but for now it seems to suggest a number of attitudes or mental stances will be helpful.

		Some of the mental attitudes I try to adopt are:

		
				
				Being open and sensitive to all kinds of information about a situation: not just so-called factual information but impressions, intuitions and hunches, including other people's when they express them;

			

				
				Being willing and able to see the situation from all kinds of points of view in addition to my own;

			

				
				Being as open as I can be to seeing the situation and not letting my theories, presuppositions and assumptions tell me how I ought to see it;

			

				
				Not taking terms of reference, boundaries or constraints too seriously; I try to assume they may not be as rigid as they seem to be;

			

				
				Trying to find out how other people see the constraints and boundaries;

			

				
				Being wary of any solution to a complex question (including my own solutions);

			

				
				Enjoying diversity and complexity in a situation; resisting the temptation to discard inconvenient bits of information; paying more, rather than less, attention to awkward facts, impressions or ideas;

			

				
				Not minding too much if there are areas of uncertainty in my understanding, or bits of information I don't have; being sceptical about the facts I do have.

			

		

		Adopting a set of stances isn't necessarily easy so here are some suggestions about things you can actually do when you are looking at a complex situation that mystifies you in some way. (There are likely to be times when the course itself looks like a complex situation that mystifies you.) Practising these will help you to develop the open, enquiring style that can make systems work so exciting.

		Make sure you include in your thinking about the situation:

		
				
				The preceding history and the wider context of the situation;

			

				
				Information about how people (including you) involved in the situation feel about it; what are the hunches, intuitions and suspicions they, and you, have about it;

			

				
				Information about the dynamics (procedures, flows, communications, feelings) of the situation as well as the structure (roles, organization framework, boundaries, materials, components) and how the process and structure fit together;

			

				
				Information about how the situation appears to other people, including those around the situation as well as those directly involved;

			

				
				Attention to what is not going on and what is not present.

			

		

		2.4 Review

		In working through this section, you have identified some of your initial expectations and I have explained some of what I think you will discover as you work through the unit. It would be appropriate at this point to look at some of the questions I asked you about your expectations again and note ways your expectations have changed.

		Spend a total of around 30 minutes on the next three activities.

		
			
				Activity 6

			

			
				10 minutes

			Looking through your previous notes and my previous questions, identify and record any ways your expectations have changed.

			Have any new expectations emerged from your reading of this new section? Do any of your expectations look less realistic now? Do your previous expectations seem more, or less, likely to be met?

			Do you have any new ideas about what you would like to get from the course?

		

		
			
				Activity 7

			

			
				10 minutes

			Do you feel able to adopt any of the attitudes I have suggested?

			Most people move into and out of the attitudes I described earlier. The difference I am proposing is that you consciously try and adopt them as you improve your capacities as a systems thinker. Do you think these attitudes will be useful to you? Have you adopted them in doing this activity? How successfully? You may like to record some judgement about whether you like the idea of these attitudes. Notice that I referred previously to ‘a willingness to experiment with styles of learning that may not initially feel right or comfortable’. Does this reflect anything you are experiencing at this stage?

		

		
			
				Activity 8

			

			
				10 minutes

			How do you understand the focus on your own responses in the activities and in the reading you have done so far?

			Notice your intuitive responses as well as your intellectual responses. Are you puzzled? Stimulated? Surprised? Excited? Hoping it will get somewhere? Eager to find out more? Suspending judgement? Frustrated?

			Any or all of these responses, even if they are a little difficult to live with, are likely to enable you to make good use of what comes in the rest of this block, and in the rest of the course.

			It may also be you are unused to, or uncomfortable with, the focus on yourself and your own experience in an academic course. This need not inhibit your learning, provided you recognize your discomfort. If you stick with it, the unfamiliarity of this type of approach is likely to disappear. The payoff: you can become a person who can think and practice systemically. Without engagement with your self, Systems is likely to remain, for you, a collection of techniques that are never really your own.

			It would be unreasonable for me to expect that you would instantly recognize this is an effective way of starting a course on Systems.

			Make a note of your present understandings and responses.

		

	
		3 Understanding systems approaches to managing complexity

		3.1 Introduction

		I wonder if you experience complexity in your daily life? For much of the time I struggle to keep my head above water as I try to understand and manage the complexity I experience as part of everyday life. I find social commentator and cartoonist Michael Leunig's depiction of a solitary figure looking through an ‘understandascope’ (Figure 2) a particularly skilled way of capturing the sense of bewilderment I sometimes feel. For the purposes of Sections 4–7 I am using his cartoon featuring the ‘understandascope’ because it raises a number of important questions relevant to my aims. Using Figure 2 as a metaphor, these questions are:

		
				
				What is it about individual human beings that characterize how they observe the world? i.e. what are the properties of the observer looking through the understandascope?

			

				
				How do humans engage with the world around them? i.e. what are the properties of the understandascope?

			

				
				What sense do humans make of the world they experience? i.e. what sense is the observer able to make about the ‘messy’ sea of human activity that is being engaged with through the understandascope?

			

				
				Does the observer stand outside the ‘messy’ situation being observed or do the properties of the ‘understandascope’ – the way in which s/he engages with the world – enable the observer to be an effective actor in it?

			

				
				What new understandings does the observer have after engaging with the situation through the understandascope?
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							Figure 2: Understanding complexity? (Leunig, 1985)
		

		I use Leunig's cartoon as a means to introduce my ideal of a systems practitioner. As you work through this part of the course I want to invite you to imagine an ideal systems practitioner as a type of understandascope, as a lens through which to develop your own systems practice and to respond to the questions posed above. By ideal, I do not mean highly desirable. I am using the term in a philosophical sense meaning a set of ideas about, or a model of, a systems practitioner.

		At the end of this course, my aim is that you will have a greater understanding of ‘systems approaches to managing complexity’. But what makes it possible to say ‘I understand someone or understand something about the world in which I live?’ Is there a state of mind or body that can usefully be referred to as understanding? By the end of this course our hope is to have provided the means to respond to the question: What is it that we would need to have observed, in others or in ourselves, for us to say that understanding systems practice had occurred? In the language of the cartoon I am asking you to envisage

		
				
				yourself as the observer;

			

				
				the ideal systems practitioner as the understandascope; and

			

				
				the complexity you are trying to understand as residing in the relationship between the observer (you) the understandascope (your appreciation of systems practice) and the context (the messy situation depicted in the cartoon).

			

		

		You might find it helpful to return to this part as the course goes on. This will enable you to see how the issues raised here are taken up in subsequent blocks from different perspectives.

		
						Figure 3 illustrates the general idea of a practitioner, P. I am using the idea of the practitioner as someone who engages with some so-called ‘real-world’ situation in practice, using selected approaches.
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							Figure 3: A general model for a practitioner, P, engaging with a ‘real-world’ situation using an approach, A
		

		I am using the phrase ‘real world’ to distinguish from the conceptual world, the world of thinking. In many ways this is an artificial distinction because the world I perceive to be the ‘real world’ is, in fact, my own conceptual model. What I perceive is conditioned by my conceptual models. So for me the real ‘real world’, is unknowable. My desire is to change the question from ‘what is the world’ to ‘how do I know the world’. So every time I use the term ‘real world’ you should remember that this is a short-hand for the process of coming to know the world.

		Later, I will introduce the idea of the systems practitioner who is a special case of the general practitioner. Figure 2 also depicts a form of practice – a person using an understandascope to do something.

		In this course, the idea of practice, or practising, is a general one in that it is something everyone does. The dictionary definition of practise is ‘to carry out or perform habitually or constantly … to carry out an action’. Almost everyone has some role in which they practise. Most people occupy a number of roles, in their work or in their community. In these roles it is usual to encounter a number of issues that need dealing with, improving, resolving, or obviating. For example I am a practising father as well as a practising academic.

		
			
				Activity 9

			

			In your notebook or learning journal list some of the practices you engage in personally and professionally. Suggest some measures of performance for these practices, i.e. how do you know if you do them well?

			Answer

			For the purposes of this exercise I will refer to my practices as a father and as a researcher. I will use the following table to complete my answer.

			
				
			

			
				
					View table
				

			

			It was much easier to think of measures of performance in my professional practice than in my personal practice. But on the other hand more is at stake, for me, in my personal practice.

			End of answer

		

		It follows from the dictionary definition that a practitioner is anyone involved in practice – in carrying out an action. If I reflect on my own practice, I am aware that what I do is not as simple as the interaction between practitioner and situation portrayed in Figure 3. I experience myself as something of a juggler trying to keep a number of balls in the air as I practise.

		In this course we employ the metaphor of the systems practitioner as juggler and now I am going to focus on four particular balls we (the course team) think need to be kept in the air for any form of effective systems practice (Figure 4).
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			Figure 4: For effective practice four balls (BECM) are juggled
		

		Based on my experience, I claim that effective practice involves being aware that these four balls need to be juggled – it takes active attention, and some skill, to keep them all in the air. Things start to go wrong if I let any one of them slip. To be an effective practitioner, I find I have to continuously think about, and act to maintain, four elements: the processes of being a practitioner, my appreciation of the situation I engage with, putting the approach taken into context and managing in the situation. The four verbs, the activities, I am drawing your attention to are being, engaging, contextualizing, and managing. The remainder of the course is structured around these four balls being juggled by a systems practitioner.

		3.2 Making sense of the metaphor

		The metaphor of the juggler keeping the four balls in the air is a powerful way for me to think about what I do when I try to be effective in my practice. It matches with my experience: it takes concentration and skill to do it well. But metaphors conceal features of experience, as well as calling them to attention. The juggler metaphor conceals that the four elements of effective practice often seem to be related. I cannot juggle them as if they were independent of each other. I can imagine them interacting through gravitational attraction, or the juggler can juggle them differently e.g. the E and B balls with the left or right hand as depicted in Figure 5. This allows me to say that in effective practice the movements of the balls are not only interdependent but also dependent on my actions.
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			Figure 5: A metaphorical model of effective practice based on juggling four balls that are also interdependent
		

		
			
				Activity 10

			

			Write down your own initial impressions to the metaphor of the systems practitioner as juggler.

			It might be helpful to explore what the metaphor reveals and conceals for you by relating it to one of the roles you have, or situations you have experienced. A spray diagram could be used.

		

	
		4 Systems practice – unpacking the juggler metaphor

		Systems practice, modelled in Figure 6, is a particular form of the general model of practice in Figure 3. An effective systems practitioner, Ps, is able to use systems approaches in managing complexity. I am not overly concerned with other approaches to practice, and will not be making any extravagant claims that a systems approach is better than other forms of practice. I will, however, develop arguments that enable me to make two claims.

		
				
				Systems practice has particular characteristics that make it qualitatively different to other forms of practice.

			

				
				An effective (or aware) systems practitioner (Ps) can call on a greater variety of options for doing something about complex ‘real-world’ situations than other practitioners do.

			

		

		These are important claims. They will structure most of the argument made in the rest of the block.
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						Figure 6: A general model for a systems practitioner, Ps, engaging with a ‘real-world’ situation using a systems approach, As and who reflects on their experiences
		

		I intend to build up a picture of an ideal systems practitioner in stages rather than attempting it in one go. Juggling is a set of relationships. A juggler is a person, or living human being, in a particular context, with their body positioned so as to be supported by the floor and in this case they have four different balls. If any of these things are taken away, the juggler, the connection to the floor or the balls then juggling will not arise as a practice. In some situations an audience might also be important, especially if juggling for money. Taking away the audience would destroy the ‘system’, the interconnected set of relationships being envisioned. But there's more to this set of relationships then meets the eye. Take the juggler for example: she or he is both a unique person and also part of a lineage of groups of organisms called living systems. All living systems have an evolutionary past and a developmental past that is unique to each of us – a set of experiences which means that my world is always different to your world. We can never truly ‘share’ common experiences because this is biologically impossible. We can however communicate with each other about our experiences.

		Many well-known systems thinkers had particular experiences, which led them to devote their lives to their particular forms of systems practice. So, within Systems thinking and practice, just as in juggling, there are different traditions, which are perpetuated through lineages (see Figure 7).

		
			
				Activity 11

			

			Tick off those blobs in Figure 7 which you have heard of or with which you are familiar.

			Do a web search and bookmark some sites which relate to those blobs you have not heard about. Use any search engine to do this perhaps starting with the words or people named in the figure as key words. Some resources can be found on OU Systems websites e.g. http://systems.open.ac.uk; http://open2.net/systems and www.open2.net.

		

		Before finishing this introduction to the systems practitioner, I want to examine in more detail each of the balls being juggled.

		The first ball the effective practitioner juggles is that of being. Juggling is a particularly apt metaphor in this regard because good practice results from centring your body and connecting to the floor. So juggling arises from a particular ‘disposition’ or embodiment. Effective juggling is thus an embodied way of knowing. Lakoff and Johnson (1999) argue that in the Western world, the most common sense view of what a person is arises from a false philosophical view, that of disembodied reason, that has influenced almost all of the professions. They contrast this with an embodied person (Table 1). For example in medicine until quite recently the brain was seen as quite distinct from the body – the mind-body dualism – whereas the brain is part of a much larger network that includes the nervous, endocrine and immune systems (e.g. Pert, 1997). It is for this reason that I have depicted the juggler with the light in their body rather than above their head. The light symbolizes embodied understanding.

		
			
				Activity 12

			

			List the two contrasting ideas from Table 1 that you find most challenging to, or supportive of, your current worldview. Explain why.

			
				
					
					Show
              answer
				

			

		

		Being is concerned with embodiment, with our own awareness and thus our ethics of action, the responsibility we take as citizens. How a practitioner engages with a situation is not just a property of the situation. It is primarily a property of the background, experiences and prejudices of being the practitioner. So, in the next section I will focus on some of the attributes of the practitioner. One of these attributes is awareness, awareness of self in relation to the balls being juggled and the context for this juggling. The nature of this awareness and what it means to be an aware practitioner will be explored.

		The second ball is the E-ball – engaging with a ‘real-world’ situation. It is an engagement that can be experienced as messy and complex, or experienced as a situation where there has been a failure or some other unintended consequence. Or the ‘real world’ could be experienced as simple, or complicated or as a situation or as a system. Because I am primarily concerned with situations that are experienced as complex, I will call this engaging with complexity; later I will expand upon what I mean by complexity.
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			Figure 7: A model of different influences that have shaped contemporary systems approaches
		

		
			
						Table 1 Some contrasting features between the traditional Western conception of the disembodied person with that of an embodied person
		

		
			
				View table
			

		

		(Source: After Lakoff and Johnson, 1999, pp. 552–557)

		The third ball is concerned with how a systems practitioner puts particular systems approaches into context (i.e. contextualizing) for taking action in the ‘real world’; that's the juggler's C ball. One of the main skills of a systems practitioner is to learn, through experience, to manage the relationship between a particular systems approach and the ‘real-world’ situation she or he is using it in. Adopting an approach is more than just choosing one of the methods that already exists. This is why I use the phrase ‘putting into context’, to indicate a process of contextualization involved in the choice of approach.

		The final ball the effective practitioner juggles is that of managing (the M ball). This is concerned with juggling as an overall performance. The term ‘managing’ is often used to describe the process by which a practitioner engages with a ‘real-world’ situation. This is a special form of engagement, so later I will explore some of the features associated with managing. Managing also introduces the idea of change over time, in both the situation and the practitioner.

		There are clearly many ways in which being, engaging, and contextualizing are carried out, or could be carried out. Thus, when considering managing I shall be concerned with managing the juggling in ‘real-world’ situations experienced as complex.

		
			
					I would urge you to keep Figure 6 and the juggler metaphor in mind when you are answering questions because a competent answer will always refer to the relationship between practitioner (you and your being), the approach you are envisaging given the nature of the situation as you and other stakeholders perceive it (i.e. your mode of engaging with a situation of interest), how you envisage adapting your practice to the circumstances (contextualizing) and how you plan to manage the overall activity.

		

	
		5 Being a systems practitioner

		5.1 The state of ‘Being’

		The structure of Section 5 is set out in Figure 8. Use this as a way of keeping track of the argument I am making.
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							Figure 8: An activity-sequence diagram for Section 6: being a systems practitioner
						
		

		
			
				Activity 13

			

			Develop a table in your notebook with three columns. Put the verbs from each of the blobs in Figure 8 in one column. Jot down what they mean to you now in the next column and, at the end of your study of this section, jot down how your understanding has changed, if at all, in the third column.

			Answer

			You will need Figure 8 in front of you to complete this activity. The verbs listed in the table come from the blobs in Figure 8.

			
				
			

			
				
					View table
				

			

			End of answer

		

		I am concerned with the juggling of the B ball in this section. As I write, I imagine this ball is shiny and thus acts as a mirror reflecting an image of the juggler. The properties of the juggler as systems practitioner come under the spotlight in this section. In choosing the word ‘being’ I am deliberately playing, metaphorically, with different meanings of being – one of which is, of course, ‘human being’. Some of the special features of being human include consciousness, language, emotions, and the capacity to reason or rationalize. It is also claimed that human beings live with a desire for explanations they find satisfying. You may have had the experience of a child repeatedly asking why?, how?, and then stopping after you have given a particular answer. The child finally finds your explanation satisfying – it makes sense within the child's world – and the child no longer needs to ask.

		Perhaps you have experienced explanations that did not satisfy at all. If you are aware of this occurring did you note what it felt like? By this I mean, were you in touch with your emotions when you became aware that a particular explanation was satisfying or dissatisfying? By asking this question, I am saying it is legitimate to acknowledge your emotions – they are part of living and need not be ignored. I would go further and argue that an ideal systems practitioner is able to include an awareness of their emotions as well as their rational ideas. I find my Systems practice is enriched when I am able to access both.

		5.2 Being aware of the constraints and possibilities of the observer

		It is often claimed that the essence of a systems approach is that of seeing the world in a special way. This immediately prompts the question of what is meant by the phrase ‘seeing the world’. Because we live so intimately with the world of objects, categories and people and phenomena, we tend to think our own way of seeing the world is the only way, or even of thinking, ‘Well that is my view because the world is like that’. Actually, your view is special in several separate ways.

		
				
				If your vision is not impaired, you see your surroundings using only light of wavelengths between 380 nm and 780 nm (nanometres or 1×10−9 m). Bees, for example, see flowers using wavelengths less than 380 nm. You have quite a small visual window on the world.

			

				
				Research on colour perception in the 1960s showed that colour was not something that is fixed in the world, but is a property of our own unique histories. This led one of the researchers involved to change the question he was concerned with from ‘how do I see colour’? to ‘what happens in me when I say that I see such a colour?’

			

				
				With normal hearing you hear frequencies of sound between 20 Hz and 20,000 Hz (Hertz). Bats use sound waves of higher frequency than 20 kHz, which we cannot hear.

			

				
				Your ability to detect odours is vastly inferior to a dog's. A dog's ‘smell world’ is vastly richer than its visual world.

			

				
				The language you have learned steers you into categorizing your world in ways you are largely unaware of, just as a fish is unaware of the water it is immersed in throughout its life. Sometimes it is possible to become aware of this when speaking another language – when immersed in the other language the experience is sometimes like being a different person.

			

				
				Your physiological state and the dynamic relationship of this with your emotional state also affect how you experience the world. This ranges from aspects of the functioning of your nervous system and its role in cognition, to hormonal events such as menstruation, and the release of natural endorphins during exercise.

			

				
				The culture of the society in which you have developed has determined what you see as well as how you can respond in any flow of relationships. Your culture determines what is implicit in your perceptions and emotions. So the ways you see manners, relationships and behaviours is dependent in turn on how people around you see and act.

			

				
				A special subset of the last point is the particular explanations we accept for things we experience. The ‘theoretical windows’ through which we interpret and act are always with us regardless of whether we are aware of them or not. Figure 9 provides a metaphorical account of this phenomenon. The theory or explanation you accept will determine what you see and thus the meaning you will give to an experience. Think here, for example, of the fundamentally different cosmology, the set of explanations for the origin and evolution of the universe, developed by the Mayan civilization in South America that was entirely coherent but so different to Western cosmology. This is sometimes described as the theory dependency of facts.
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							Figure 9: A metaphorical account of the way theories (planet on telescope) determine what we see in the world. The mischief makers in this example are the theory makers – their framing of the situation can determine what is experienced
		

		
			
				Activity 14

			

			
				10 minutes

			Checking out your own capacities as an observer.

			Even now, your mind set – the way you see things – can be easily influenced. To see how this statement is true follow the instructions carefully.

			If your last name begins with a letter between A to M, look carefully at Figure 10. Then look carefully at Figure 12.

			If your last name begins with a letter between N to Z, look carefully at Figure 11. Then look carefully at Figure 12 .
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					Figure 10
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				Figure 11
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				Figure 12
			

			
				
					
					Show
              discussion
				

			

		

		On the basis of doing Activity 14 try the next activity. Spend no more than about 10 minutes on it.

		
			
				Activity 15

			

			
				10 minutes

			When you talk about experience what do you mean?

			Describe what was, for you, a new experience.

			
				
					
					Show
              discussion
				

			

		

		The act of making a distinction is quite basic to what it is to be human. When we make a distinction we split the world into two parts: this and that. We separate the thing distinguished from its background. We do that when we distinguish a system from its environment. (Remember, using the word system is actually shorthand for specifying a system in relation to an environment.) In process terms, this is the same as drawing a circle on a sheet of paper. When the circle is closed, three different elements are brought forth at the same time: an inside, an outside and a border (in systems terminology, a boundary). In daily life we have developed all sorts of perceptual shortcuts that cause us to forget this is what we do – we live, most of the time, with our focus on one of these three elements: the inside, the outside, or the border. Biologically, we cannot focus on both sides of a distinction at the same time. Heinz von Foerster (1984) observed that the descriptions we make say more about ourselves than about the world we are describing.

		While the old woman-young woman example is now well known, the implications that flow from it are not. The activity, and the points listed prior to that demonstrate that in the experience we cannot distinguish between perception and illusion and that ‘we do not see that [which] we do not see’ (Maturana and Varela, 1987). It is ironic that we pay money to go and see illusionists, and marvel at their artistry, yet remain unaware that illusion is also part of daily life. For systems practice this idea is challenging in a number of ways:

		
				
				It draws my attention to what is involved in the process of modelling, of which diagramming is a subset. It raises the question of whether we model some part of the world or model our models of some part of the world. 

			

				
				It challenges the certainty of some practitioners who claim they are objective or they are right, and because of this, affects the way they practise.

			

				
				It reminds me that my perspective is always partial and a product of my cognitive history (I would include emotions as part of a cognitive history). Thus, when forming a system of interest, the question of ‘perspective, who's perspective?’ is crucial.

			

				
				It reminds me to be aware of the constraints and possibilities of the observer as I juggle the B ball in my practice.

			

		

		The properties and role of the observer have been largely ignored in science and everyday culture despite Werner Heisenberg's finding in 1927 that the act of observing a phenomenon is an intervention that alters the phenomenon in ways that cannot be inferred from the results of the observation. This is the essence of Heisenberg's uncertainty principle, which limits the determinability of elementary events (von Foerster, 1994). The story of how the observer came into focus is an interesting one in the history of Systems and its associated field of cybernetics. Lloyd Fell and David Russell (2000) describe it in Box 1; its lineage can be seen in Figure 7.

		
			Box 1 How the observer has come into focus

			Cybernetics, although often applied to the control of machines, has long been one of the foundations of thought about human communication, its central notion being circularity. Cybernetics ‘arises when effectors, say a motor, an engine, our muscles, etc., are connected to a sensory organ which, in turn, acts with its signals upon the effectors. It is this circular organization which sets cybernetic systems apart from others that are not so organized’ (von Foerster, 1992). In first-order cybernetics it was the idea of feedback control which mainly occupied the practitioners, but in time the question ‘what controls the controller’ returned to view (Glanville 1995a,b) and the property of circularity became the focus of attention once again.

			Second-order cybernetics is a theory of the observer rather than what is being observed. Heinz von Foerster's phrase, ‘the cybernetics of cybernetics’ was apparently first used by him in the early 1960s as the title of Margaret Mead's opening speech at the first meeting of the American Cybernetics Society when she had not provided written notes for the Proceedings. [The understandings which have arisen from second-order cybernetics…] requires a loosening of our grip on the supposedly certain knowledge that is acquired objectively, about a reality existing independently of us, and a willingness to consider the constructivist idea (see Mahoney, 1988) that we each construct our own version of reality in the course of our living together. The virtue of objectivity was that the properties of the observer should be separate from the description of what is being observed. This led to what von Foerster (1992) called the Pontius Pilate attitude of abrogating responsibility because the observer is an innocent bystander who can claim he or she had no choice. The alternative attitude, which seems to be less popular today, is to own a personal preference for one among various alternatives.’

			(Fell and Russell, 2000)

		

		Being aware of the constraints and possibilities of the observer enhances our repertoire of behavioural responses. Because we are able to communicate with one another, and because we live within cultures we can take shortcuts: it makes sense sometimes to act as if we are independent of the world around us. Sometimes it also makes sense to act as if systems existed in the world and as if we could be objective. But remember, the two small words as and if are important in the context of our behaviour when we attempt to manage. From the perspective developed in this section, it is always a shortcut when we leave them out.

		5.3 Appreciating your basis for understanding

		In my experience, the explanation that Fell and Russell suggest (i.e. that we each construct our own version of reality and therefore cannot be an objective observer; which in turn means we have to take responsibility for our observations and explanations) is challenging for many people. When I attend workshops where these ideas are expressed for the first time, people often become angry. You may be able to identify with them. If so, please try to use your discomfort productively for your own learning. It is profoundly disturbing to have the basis for your understanding of the world challenged. It seems important to do it, however, because in my experience, it gives access to new and practical explanations. I have already acknowledged you may find some explanations dissatisfying but, in the end, that is all they are – just explanations. If you don't find them satisfying you need not accept them. Just the same, I invite you to look at them for a while before dismissing them.

		
			
				Activity 16

			

			Responding to the distinctions about the observer.

			Find a way of expressing your emotional and rational responses to the material in Box 1 about the observer. One way could be to use your notebook to record these.

		

		Relatively recent findings in cognitive science (e.g. colour perception), which are not widely appreciated, challenge some widely held ‘common sense’ notions. Take information for example. Many people assume that individuals would be better decision makers if they had better information. But how do we gain this information?

		Since about 1950, the prevailing view in cognitive science has been that the nervous system picks up information from the environment and processes it to provide a representation of the outside world in our brain. This has been described as the information-processing model of the mind (Figure 13). We now know that the nervous system is closed, without inputs or outputs, and its cognitive operation reflects only its own organization. Because of this, we are imposing our constructed information – or our meaning – on to the environment, rather than the other way around. This is much like Figure 9, except this time the pattern of the planet is contained in our nervous system rather than the lens of the telescope. It implies our interactions with the ‘real world’, including other people, can never be deterministic; there are no unambiguous external signals.
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				Figure 13: The prevailing but questionable information-processing model of the mind (Rosch, 1992)
		

		Instead, our interactions consist of non-specific triggers, which we each interpret strictly according to our own internal structural dynamics (Fell and Russell, 2000). This has profound implications for how human communication is understood – it is not signal or information transfer but a process of meaning construction much as depicted in Figure 14 (but note, it is never shared as this cartoon depicts). Within this line of reasoning it is argued that we human beings exist, and are realized as such, in conversations. It is not that we use conversations; we are a flow of conversations. It is not that language is the home of our being but that the human being is a dynamic manner of being in language, not a body, not an entity that has an existence independent of language, and which can then use language as an instrument for communication.

		For example when the word nature is used in modern Western discourse it is often used in such a way that leads us to live as if we human beings are outside nature. The concept ‘nature’ thus structures who we are and what we do. In some indigenous, non-western languages the term or concept does not exist. Obviously, this view has implications for what we mean by communication within systems practice.
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			Figure 14: Human communication involves the construction of meaning (O'Brien, 1990)
		

		The notion that we exist in language and co-construct meaning in human communication, much as dancers co-construct the tango or samba on the dance floor, suggests the need to consider on what basis we might accept that understanding has occurred. Asking this question is like opening a Pandora's box. It raises all sorts of questions that we take for granted, like: What is learning? What is understanding? How do we know what we know? Some of these questions are addressed in the next sub-section.

		
							5.4 Experience – making distinctions based on a tradition and constructing a history
						

		Experience, and learning from experience, will be a major theme throughout this course. The model of experiential learning developed by David Kolb is increasingly well known and used as a conceptual basis for the design of all sorts of processes from curricula to consultancies (Figure 15). In itself, the model is powerful but it does not address what is meant by experience or learning. In what follows, I want to provide a brief account of what these could be taken to be. My explanation is not mainstream, but arises from an appreciation of the constraints and possibilities of the observer described earlier and from the lineage labelled as second-order cybernetics in Figure 7.
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				Figure 15: The experiential learning model adapted from Kolb which starts with experience.
		

		
						Figure 16 depicts a person (a living being) over time; as unique human beings we are part of a lineage and our history is a product of both ontogeny, which means biological growth and development, and social development. Together these form what I will call a tradition. A tradition is the history of our being in the world. Traditions are important because our models of understanding grow out of traditions. The various shapes in the clouds above the practitioner's head in Figure 16 are used to depict how our model(s) of understanding change over time. The lightbulbs depict how, over time, we can become more aware of our embodied understandings, which in turn influences systems practice.
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							Figure 16: A model of a systems practitioner (Ps) growing in awareness (shown by lightbulbs) with a tradition of understanding (shown by the different shapes) engaging with a ‘real-world’ situation that has a history that can be explored.
		

		I have portrayed ‘a practitioner’ with a prior model of understanding and a current model of understanding in Figure 16. From their current model(s) – it need not be one – the systems practitioner connects with a ‘real-world’ situation and makes a distinction. Based on this distinction, the practitioner can probe, or construct, the history of a situation.

		
						Figure 17 is a refinement of the processes of being and engaging. I have now used the word tradition a number of times, including in Figure 17. I use the word in a specific way. I will call a tradition our history of making distinctions as human beings. Because experiences arise in the act of making a distinction, another way of describing a tradition is as our experiential history. To do this requires language – if we did not ‘live in’ language we would simply exist in a continuous present not ‘having experiences’. Because of language we are able to reflect on what is happening, or in other words we create an object of what is happening and name it ‘experience’

		Let me try to explain what I mean in Figure 16 by considering the main fictional character Smilla, in Peter Heg's novel ‘Miss Smilla's Feeling for Snow’ (1994). Smilla was born and spent her early years in Greenland. Her mother was an Inuit and an expert hunter. Being half Danish, Smilla subsequently pursued a Western education that built on her earlier experiences. She became an expert in the qualities of ice and snow. It was her understanding of the many different qualities of ice and snow that enabled her to solve the murder of an Inuit child around which the story is built. Her understanding also enabled her to survive in the snow and icy water when pursued by the murderers.

		As an author, H�eg has grounded the distinctions Smilla is able to make about snow and ice in the history and culture of the Inuit people. Inuit culture is set against the background of continuous snow and ice. Survival depends on being able to ‘read’ the snow and ice in detail. This detail can reveal, for example, how long ago a wolf left its footprints and whether the ice will support the weight of a dog team. The distinctions the Inuit make assume their importance because of the actions they allow. They arise as embodied ways of knowing and acting in which knowledge is not separate from action. The distinctions Smilla, or other Inuit make, are not distinctions I could make except that, having read the book, I could claim to know about some of the different categories of ice and snow. But would I, in similar circumstances, be able to escape from the murderers and solve the case based on what I claim I know? The answer is no, because the distinctions Smilla makes are invisible to me; they are not part of my tradition. That would remain the case until such times as I was able to embody the distinctions about snow and ice quality and colour in my actions: for example being competent to run on snow without falling or to find the kind of snow that can be built into a shelter. From this example, the only connection I can make with my tradition is that of ‘making categories’. In contrast to Smilla, this is a rather poverty-stricken form of knowing about snow!

		
			SAQ 1

			On what does Smilla's ability to distinguish different types of snow and ice depend? What would you have to do to develop a similar skill?

			
				
					
					Show
              answer
				

			

		

		Traditions are not only ways to see and act but a way to conceal (Russell and Ison 2000). Traditions in a culture embed what has, over time, been judged to be useful practice but there is a danger that they may become accepted practice (reified or institutionalized) in ways that no longer seem helpful. The risk for any culture is that a tradition can become a blind spot when it evolves into practice lacking any manner of critical reflection being connected to it. The effects of blind spots can be observed at the level of the individual, the group, the organization, the nation or culture and in the metaphors and discourses in which we are immersed.

		A systems practitioner always engages with the ‘real-world’ situation by making distinctions which are grounded in his or her personal history of distinction-making. Based on the distinctions he or she makes, the practitioner can probe the history of the situation, much like an archaeologist, to reveal those dynamics which relate to the distinctions he or she has made. It is possible to connect with a particular history whenever we make sense of a distinction in relation to its particular historical context. For example, if you look at Figure 17 I suspect that you would have little difficulty making sense of the distinction ‘British dinosaur’ in relation to a history of symbolizing British culture through the image of a bulldog and the union flag.

		Because much of my practice is based in academia, and because I often encounter situations in which proposals are considered uncritically, I have found it useful to engage with the history of particular practices that impact on me. Many good insights can be found in Neil Postman's book: Technopoly. The Surrender of Culture to Technology (1993). Of the many examples he cites, I was intrigued by the history of the practice of quantifying learning, that is, giving a mark or grade for academic work. Today it seems so much part of our daily life we do not question it. Yet prior to 1792, when it was first carried out at the University of Cambridge this was an unknown practice. Interestingly it was fostered mainly by military colleges.
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			Figure 17: A British dinosaur: making a connection with an example of a particular history of symbolic representation
		

		I call practices such as grading and examining, which become unquestioningly incorporated into a culture, social technologies – this is also what I mean by a practice becoming reified. All explanations also have a history, something which has become more apparent in recent years with the emergence of new academic disciplines in the history and sociology of science and technology. Explanations are also open to historical (re)interpretation.

		So, after reading Peter Høeg's novel I can claim that I know about the different categories of snow by listing them. Perhaps after visiting Greenland with an Inuit guide I could claim that I know the different kinds of snow if I can distinguish them successfully. To claim I understand them would require me to be able to explain how, when and where different kinds are formed or found, and what implications they have for various activities, my own and other animals. In this latter two cases I need to ground the categories or distinctions within the historical context of the Inuit, much as I have tried to do in my brief description above. However I would need to do much more to embody these distinctions in my practices in the snow, that is to know, or practice in, snow. To know snow I would need to be able to claim that I have embedded my distinctions in a tradition – my own network of pre-understandings out of which I think and act. A test would be that under similar circumstances to Smilla my behaviour had similar results.

		Of course, sometimes traditions collide!
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			Figure 18: When traditions collide. This is particularly the case when dialogue is not possible or is not sought.
		

		
			
				Activity 17

			

			Connecting with a history in your own context.

			Consider one of your own role(s) and situation(s).  With this in mind, are you able to think of a practice that is carried out unquestioningly? Are you able to engage in any elementary archaeology to uncover some of the history of this practice? Do try this activity but do not worry if you are unable to identify one.

			
				
					
					Show
              answer
				

			

		

		
							5.5 Distinctions about systems practice
						

		A tension has existed throughout the history of Western thought around whether to focus on parts or the whole. The practice that springs from this history carries the same tension. This tension has been particularly visible within science and philosophy for a long time and it gives rise to different approaches.

		Emphasizing the parts has been called mechanistic, reductionist or atomistic. An emphasis on the whole has been called holistic, organismic or ecological. As Fritjof Capra (1996) notes: ‘In twentieth century science the holistic perspective has become known as “systemic” and the way of thinking it implies as “systems thinking”.’ Capra also claims systems thinking is ‘contextual’ thinking; and since explaining things in their context means explaining them in relation to their environment, I can also say all systems thinking is environmental thinking.

		Two adjectives arise from the word system. Systemic thinking, thinking in terms of wholes, may be contrasted with systematic thinking, which is linear, step-by-step thinking. Likewise, it is possible to recognize systemic practice and systematic practice. Table 2 summarizes some of the characteristics that distinguish between systemic and systematic thinking and action.

		
			
							Table 2 A summary of the characteristics that distinguish systemic thinking and action and systematic thinking and action
		

		
			
				View table
			

		

		Both systematic thinking and systemic thinking have their place. I am not in any way trying to set up an idea that systemic is good, systematic is bad. They are not in opposition in the hands of an aware practitioner. My own perspective, when managing or intervening in messy situations is that it is usually more appropriate to approach the task systemically. In other words, systemic thinking provides the context for systematic thinking and action. Thus my ideal, aware, systems practitioner is one who is able to distinguish between systemic and systematic thinking and is able to embody these distinctions in practice. This has implications for the initial starting conditions for any form of purposeful action – i.e. do I start out systemically or systematically? I take this up in Section 6 in terms of engaging with complexity in a given ‘real-world’ situation.

		Of course, I am building an ideal model and day-to-day experience is different from this. No person can expect to become or embody the ideal overnight. It requires active engagement in a process of experiential learning. The other point I wish to make is that I am not equating the systems practitioner role with someone who is a professional consultant. This is a possible role, but in my idealized model the systems practitioner is anyone interested in understanding and taking action in any context.

		
			SAQ 2

			Being systemic or systematic.

			Classify the following statements as reflecting either a systemic or systematic perspective. What are the implications of classifying these statements in this way?

			
					
					My car is getting old and periodically refuses to start. When it does, I have to check a series of options and do some tests to discover what's causing the latest trouble.

				

					
					There is no point in having a meeting to discuss this because the antagonisms within the department will dominate the situation and there are too few people interested in changing that.

				

					
					I am being investigated by the Inland Revenue because my accountant made an error in calculating the dividend I received from the business last year.

				

					
					The understanding of life is based on an understanding of DNA and how this is incorporated in genes.

				

					
					As the managing director, I always found out what all participants in a disagreement thought and felt about what went on. Therefore, I could never blame any one person for the conflicts and messes that arose. I did my best to help each participant understand the others were taking a different view and had misunderstood aspects of the situation.

				

			

			
				
					
					Show
              answer
				

			

		

		
							5.6 Learning and effective action
						

		I claim that learning is about effective action. It is distinguished when I, or another observer, recognize that I can perform what I was unable to perform before. Following Reyes and Zarama (1998), I am going to claim learning is an assessment made by an observer based on observed capacity for action. From this perspective, learning is not about ideas stored in our mind, but about action. So what makes an action effective? Reyes and Zarama (1998, p. 26) make the following claims:

		
			Assessments change through history.[…] A major blindness we often observe in people is the almost exclusive attention they pay to learning particular skills as a way to become effective and successful in the future. However, they do not pay much attention to the fact that the standards to assess effectiveness in the future may be very different from the ones used today.[…] Actions by themselves never generate effectiveness. Only actions that comply with existing social standards can produce it.[…] A good example […] is the importance granted today to ecological concerns. Based on historical changes in standards of effectiveness, procedures that were considered extremely effective in the past are now discarded because they do not meet ecological standards.

		

		This historical pattern of changes in what constitutes effectiveness is made in our social communications – it is referred to as discourses in the social sciences. Making judgements about effectiveness is something we do every day when we say, ‘He is a good footballer’, or, ‘She is a good manager’. Implicit in these statements are some measures of performance against which we judged effectiveness. I know from my own experience that my own standards of effectiveness are different to my daughter's when, after listening to a CD, I say, ‘She is a good singer’!

		To be highly competent in practice, any practice, requires learning to be embodied – incorporated in the body itself. This is clear if we watch an Olympic hurdler or any other consummate athlete or performer. Every learning involves an alteration of the learner's body to perform the newly-learned actions. Thus, practice must happen. If I have an aspiration it is to be able to embody my systems practice. I think I have a long way to go, but I have experienced systems practitioners who meet many of the criteria of my ideal. There is, however one further element of being a systems practitioner that requires juggling.

		5.7 Being ethical

		As outlined in Table 2, ethics within systemic practice are perceived as operating on multiple levels. Like the systems concept of hierarchy, what we perceive to be good at one level might be bad at another. Because an epistemological position must be chosen, rather than taken as a given, the choice involves taking responsibility. The choices made have ethical implications. Within systematic practice ethics and values are generally not addressed as a central theme unless the practitioner is aware of the choice they are making. If there is no awareness, they are not integrated into the change process because the practitioner or researcher takes an objective stance that excludes ethical considerations. Recourse to objectivity can be a means of avoiding responsibility (see also Maturana, 1988).

		My concern is with the ethics of systems practice. Heinz von Foerster (1992), citing philosopher Ludwig Wittgenstein claims that ‘ethics cannot be articulated’. Further, ‘it is clear that ethics has nothing to do with punishment and reward in the usual sense of the terms. Nevertheless, there must indeed be some kind of ethical reward and punishment, but they must reside in the action. Von Foerster goes on to consider the epistemological choice I outlined in Table 2 in terms of the following questions:

		
				
				Am I apart from the universe? Whenever I look, am I looking as through a peephole upon an unfolding universe? Or

			

				
				Am I part of the universe? Whenever I act, am I changing myself and the universe as well?

			

		

		He then goes on to say:

		
			Whenever I reflect on these two alternatives, I am surprised again and again by the depth of the abyss that separates the two fundamentally different worlds that can be created by such a choice. Either to see myself as a citizen of an independent universe, whose regularities, rules and customs I may eventually discover, or to see myself as the participant in a conspiracy [in the sense of collective action], whose customs, rules and regulations we are now inventing.

		

		The ethical way forward, von Foerster argues, is to always try to act to increase the number of choices available. By this he seeks in his own practices to act in ways that do not limit the activities of other people: ‘Because the more freedom one has, the more choices one has, and the better chance that people will take responsibility for their own actions. Freedom and responsibility go hand in hand.’ (von Foerster and Perkson, 2002, p. 37).

		A practical tool for acting ethically is to be aware of the language used in a conversation. For example, by turning away from statements that begin with ‘That is the way it is’! To enter a conversation convinced you are right or that your perspective is the only valid one limits the choices available to those who wish to pursue a conversation. Of course this does not mean you have to agree with the perspective on offer!

		5.8 Reviewing some implications for systems practice

		The following anecdote exemplifies one of the main reasons why I think juggling the B ball is important for systems practice. The story relates to two practitioners who were able to connect with the history of organizational complexity ideas. It describes the process they chose to take in response to a highly specific organizational-development tender document couched in traditional ways:

		
			Our first decision was to challenge the tender document.[…] When asked to present our proposals to the tender panel we ignored the presenter/audience structure in which the room had been arranged by drawing chairs up to the table and conversing with the client group. We began a discussion about the way those present were thinking about organizational and cultural change and emphasized the unknowability of the evolution of a complex organization in a complex environment. Instead of offering workshops or programmes we proposed an emergent, one step at a time contract […] to discover and create opportunities to work with the live issues and tasks that were exercising people formally and informally in the working environment. […] we were subsequently told that the panel's decision to appoint us was unanimous. (Shaw, 2002, p. 10)

		

		When reflecting on this experience Patricia Shaw made the following comments:

		
			We were told by one of the directors, ‘Everyone else made a presentation based on knowing what to do. You were the only ones who spoke openly about not knowing while still being convincing. It was quite a relief’. Our success in interesting the client group in working with us seemed to be based on:

			
					
					Making it legitimate in this situation not to be able to specify outcomes and a plan of action in advance, by so doing we made ‘not knowing’ an intelligent response.

				

					
					Pointing out the contradictions between the messy, emergent nature of our experience of organizational life and the dominant paradigm of how organizations change through the implementation of prior intent.

				

			

			This approach helped to contain the anxiety of facing the real uncertainties of such a project together. It was an example of contracting for emergent outcomes.

		

		What does this story tell us? It shows that how we think about the world; our theories and models are a result of experience, even if implicit, determine what we do in the world. Our theories predispose us to engage with ‘real-world’ situations in particular ways. Unlike the other consultants, Patricia Shaw and her colleague, did not respond to the tender as if it were a problem for which they had the answer. I have experienced Shaw in action, and think she has embodied her conversational theories in her actions.

		This approach is potentially able to encompass all of the complexity in the situation. It is also able to bring forth the multiple perspectives through the engagement of all the actors in the situation. They used conversations, interviews and even drama to achieve this. This allows outcomes to emerge from the process rather than being defined in the form of a plan with outcomes specified in advance. Sometimes highly specific plans that are not renegotiated iteratively as the environment changes are called blueprints, and the process called blueprint planning. Shaw and her colleague approached their task as an unfolding process of ‘engaging’ in which all parties were learning or co-constructing new meanings in the situation (Shaw, 2002). Systemic approaches to managing complexity, of which this is an example, are designed to achieve emergent outcomes because they orchestrate a process of learning.

		You will, of course, recognize that the behaviour of Shaw and her colleague is not appropriate in all contexts, although I think the approach could be used more. In the case of an engineer responding to some specific request that required precise technical specifications another response may have been appropriate.

		Being aware or, becoming aware of our being, I argue, increases the repertoire of possible actions available to a systems practitioner. It is the first step on the journey from being to becoming. Being aware, or not, of the issues I have raised in this section creates the initial starting conditions for engaging with complexity, the subject of the next section.

		
			SAQ 3

			State the main ways you need to be self-aware as a practitioner. What are the advantages of each awareness, and what are the traps if you do not have each awareness?

			Answer

			The main ways of being an aware practitioner are:

			
					
					By attempting to surface your traditions of understanding (these could also be called mental models; theories in use; frameworks of ideas) so that you can be aware of the choices you make in pursuing your practice;

				

					
					By refining (a), you become epistemologically aware, and able to think and act systemically or systematically;

				

					
					By appreciating the constraints and possibilities of the observer and how this awareness questions the commonly accepted notion of objectivity and replaces it with that of responsibility;

				

					
					By seeking to embody your systems thinking in practice;

				

					
					By adding an ethical dimension to your work, particularly by seeking to increase the choices available to stakeholders.

				

			

			In Table SA1, I suggest some of the advantages of each awareness and some of the traps.

			
				Table SA1
			

			
				
					View table
				

			

			End of answer

		

		
			
						Remember to return to the table you developed for Activity 13 in your notebook and note down any changes in understanding resulting from your study of this section.

		

	
		6 Engaging with complexity

		6.1 Articulating your appreciation of complexity

		I have organized the material in this section so that you can follow the activity route shown in Figure 6.

		This section is primarily concerned with what can be understood by the term complexity, and how to compare it with the ideas of difficulty and mess. To do this, you are first asked to notice your developing understanding of complexity in Section 6.1, and then to enter a deeper engagement with the distinction between difficulties and messes in Section 6.2. The substance of Section 6.3 is an exploration of the conceptual links between complexity and mess. It also alerts you to the many ways the term complexity is used, especially in relation to the new complexity sciences.
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				Figure 19: An activity-sequence diagram of the route through Section 6, which is concerned with engaging with complexity
		

		The terms ‘complexity’ and ‘system’ each carry a rich set of meanings. As with complexity, the everyday senses of ‘system’ can get in the way of acquiring a rigorous understanding of its meanings in systems thinking and practice. Section 6.4 tackles this thorny issue and explores whether, and in what ways, a complex situation can be thought of as a complex system. Finally, the implications of adopting these distinctions are explored in Section 6.5. Your understanding of complexity should have developed quite a bit by the end of this section.

		You can return here, and to Figure 19, as you work through Section 6. Doing so will help you maintain your sense of direction as you work through the ideas and arguments in this section.

		Initially, I would like you to notice whether and how your appreciation of the phrase ‘managing complexity’ has changed since you started the course. As you work through Section 6 you will encounter a number of ways of thinking about complexity that may be new to you, so it becomes important to record your developing understanding. To help you with this, return to your notes on Activity 2 in Section 1.2. Now complete Activity 18. You should take no more than 20 minutes to complete this activity.

		
			
				Activity 18

			

			
				20 minutes

			Articulate your initial appreciation of complexity.

			You chose to do a course entitled ‘Managing complexity …’. Construct a spray diagram around the phrase ‘managing complexity’ by adding descriptions of the different meanings you gave to the phrase when you started the course. You will also need to draw on your answer to Activity 2 and, possibly, other activities in Sections 4–6. There may also be other relevant material in your notebook. If you are unable to articulate more than one or two meanings for managing complexity do not worry. Complete a spray diagram all the same, because I will be asking you to add to it as you go through this section.

			Outline the experiences that led you to attribute the range of meanings to managing complexity shown in your spray diagram. For example, some of the meanings might be ‘I read book x’; ‘I work in this field where complexity means y’. Complete this by writing a paragraph or two.

			Articulate changes in your appreciation of complexity

			Add to your spray diagram any new meanings for managing complexity that have become apparent to you as you study the course. If you gain new insights into your earlier answers, add another set of branches to existing branches on your diagram. You can use the original diagram and add the additional information in a new colour.

			Keep building up your spray diagram using different colours – or a scheme that suits you – as you work through this section of the course. As new meanings and insights become apparent, add them to your spray diagram. You may find at some time that you want to reorganize the diagram because new insights enable you to see ‘managing complexity’ in a different way. Add your diagram to your notebook.

		

		6.2 Experiencing complexity as mess or difficulty

		In this section, I want to take the ideas of mess and difficulty and explore them in the context of complexity. I want to determine how these ideas are connected, how significant the connections are and what the differences illuminate. I shall draw on the ideas of three writers: Schön, whose central theme is practice (e.g. Schön, 1983; 1987); Ackoff, who explores the characteristics of mess; and Rosenhead, who shows how different approaches to practice may be contrasted in terms that illuminate the distinction between difficulty and mess.

		When reflecting on his own professional experience of engaging with complex situations, Donald Schön, author of Educating the Reflective Practitioner (1987) had this to say:

		
			In the swampy lowland, messy, confusing problems defy technical solution. The irony of this situation is that the problems of the high ground tend to be relatively unimportant to individuals or society at large, however great their technical interest may be, while in the swamp lie the problems of greatest human concern. The practitioner must choose. Shall he [sic] remain on the high ground where he can solve relatively unimportant problems according to prevailing standards of rigour, or shall he descend into the swamp of important problems? (p.28)

		

		The metaphor of the swamp provides some useful images for this section, which is concerned with the problems and opportunities of the swamp. Schön argues that:

		
			all professional practitioners experience a version of the dilemma of rigour and relevance and they respond to it in one of several ways. Some of them choose the swampy lowland, deliberately immersing themselves in confusing but critically important situations. When they are asked to describe their methods of inquiry they speak of experience, trial and error, intuition or muddling through. When teachers, social workers, or planners operate in this vein, they tend to be afflicted with a nagging sense of inferiority in relation to those who present themselves as models of technical rigor. When physicists or engineers do so, they tend to be troubled by the discrepancy between the technical rigor of the ‘hard’ zones of their practice and apparent sloppiness of the ‘soft’ ones. People tend to feel the dilemma of rigor or relevance with particular intensity when they reach the age of about 45. At this point they ask themselves: Am I going to continue to do the thing I was trained for, on which I base my claims to technical rigor and academic respectability? Or am I going to work on the problems – ill formed, vague, and messy – that I have discovered to be real around here? And depending on how people make this choice, their lives unfold differently (1995, p.28).

		

		In my view the argument Schön presents is simple: there are many domains of human activity where professionals fail to take action in situations of uncertainty, complexity, uniqueness and conflict or where past actions have had unintended, sometimes surprising and catastrophic, consequences. It seems to be a common human experience, for example, that a well-meaning attempt to improve a complex and problematic situation has the effect of making the situation worse in quite unexpected ways. Such situations also arise when experience is at odds with intuition about how things should behave or should be. This class of experiences is described as counter-intuitive understanding. The idea is explored further in Box 2.

		
			Box 2 Counter-intuitive understanding – an example

			In many parts of the world since the end of the Second World War planners and individuals have begun to live with the common sense, and simple view (thanks to the so-called laws of supply and demand) that increasing the supply of something will lessen demand for it, i.e. they are inversely related. However, recent experience shows that increasing the supply – both in number and capacity – of roads creates its own demand, i.e. that increasing supply increases demand. This phenomenon, known as the Pigou-Knight-Downs Paradox, is one in which positive feedback operates, at least until basic resources are totally used up or skyrocketing costs block the positive feedback. In southeast England it is possible to speculate that the incidence of gridlock, pollution effects and social effects such as road rage, as well as increased fuel costs are beginning to block positive feedback. This provides some explanation for why political parties found it possible in the 1990s to curtail road-building programmes. On the other hand, the car lobby is powerful. They are major employers, contributing to economic growth, as currently measured, and it is in their interests to see the road-building programme continue as this also increases the demand for cars.

			In the early 2000s English road building policies have, once more, been adopted as one solution to traffic congestion. Demand for new cars has also increased fuelled by a drop in their relative cost. One possible outcome is that pollution levels per car decrease, as newer cars are far more energy efficient, but that aggregate pollution may stay the same or increase due to the rising number of cars, increased number and duration of journeys – the latter exacerbated by increasing frequency of gridlock. Other forms of controlling demand such as the central London congestion charging have been introduced.

			An intervention in a policy process designed to alleviate some critical need or process, may at first seem logical and intuitively correct, but may exacerbate the situation in the future. It is for this reason that representing systems of interest, particularly through some form of modelling which makes modes of thinking, particularly in terms of patterns of influence, or cause and effect, is at the core of most systems approaches for managing complexity.

		

		Given that in many situations, unexpected and potentially disastrous events may occur, it makes sense to think about doing some things differently. Doing things differently requires changes in thinking and in the actions that result from thinking. Being prepared for, minimizing, or even avoiding unintended potentially disastrous consequences means engaging with complexity. The effect of not engaging with Schön's swamp is to run the risk of unintended consequences of unknown seriousness, even if the intervention seems the right thing to do. We risk doing the wrong things with greater and greater efficiency rather than establishing what is the right thing to be doing. Russell Ackoff (1995) claims that it is better to do the right thing imperfectly than to keep doing the wrong thing better and better.

		The experiences that have led to claims that different ways of thinking and acting are required for managing complexity have been derived in many domains. Examples include:

		
			The computer press is littered with examples of […] information technology fiascos or near disasters. An example is the computer-aided despatch system introduced into the London Ambulance Service in 1992. The £1.5 million system was brought into full use at 07:00 hours on 26 October and almost immediately began to ‘lose’ ambulances.[…] the system reverted to […] manual methods on 4 November when the system locked up altogether.

			(Fortune and Peters, 1995, p. 33)

		

		
			One of the striking things about public policy […] is that so many of the most pressing problems are ones that cut across departments, cut across disciplines; issues like social exclusion, the environment, the family. [so ] My fifth point is about thinking systemically. (Geoff Mulgan; ex Demos, Director PIU, UK Cabinet Office)

			(Mulgan, 1998)

		

		
			… one of the more remarkable aspects of British debate is how little analysis is made in […] systemic terms. (Will Hutton, journalist and former editor of The Observer, a London Sunday newspaper)

			(Hutton, 1995)

		

		
			I felt that a concern for and systematic study of the social and environmental aspects of technology was essential. Certainly environmental problems were approachable only by means of systemic and interdisciplinary methods and I felt convinced that any Faculty of Technology that did not concern itself with such problems could not claim to be either modern or responsible, whether socially or academically. (Geoff Holister, founding dean, Faculty of Technology, The Open University)

			(Holister, 1974, pp.149–152)

		

		
			Education for sustainability is the continual refinement of the knowledge and skills that lead to informed citizenry that is committed to responsible individuals and collaborative actions that will result in an ecologically sound, economically prosperous, and equitable society for present and future generations. The principles underlying education for sustainability include, but are not limited to, strong core academics, understanding the relationships between disciplines, systems thinking, lifelong learning, hands-on experiential learning, community-based learning, technology, partnerships, family involvement, and personal responsibility. (President's Council on Sustainable Development, USA, under the Clinton administration)

			(President's Council on Sustainable Development, 1996)

		

		These quotations are used in relation to at least four different domains. These are situations associated with:

		
				
				The use of information and communication technology to develop information systems;

			

				
				Organizational arrangements and associated policies and programmes;

			

				
				Approaches to learning in technology education and in education for sustainable development;

			

				
				Practice – whether in conducting an analysis or being professional.

			

		

		There are a number of responses available to Schön's invitation to descend into the swamp of messy, confusing problems. Russell Ackoff uses the term messes to refer to the swamp, and difficulties to refer to the high ground. You should already have encountered Ackoff s terms in your earlier study of Systems.

		
			SAQ 4

			Try to describe three features a practitioner might use to distinguish a mess from a difficulty. Is any one of these distinguishing features more significant than the others?

			
				
					
					Show
              answer
				

			

		

		Activity 19 should take about 15 minutes.

		
			
				Activity 19

			

			
				15 minutes

			Refresh your understanding of messes and difficulties.

			Read Ackoff's points about messes and difficulties in Box 3 below. Relate these points, and your previous understanding of messes and difficulties to the child support case study. From your perspective on the case study, are there aspects that appear to be difficulties and others that appear to be messes?

			Make notes on these in your Learning Journal.

		

		
			Box 3 Some features of messes and difficulties

			
					
					A problem or an opportunity is an ultimate element abstracted from a mess. Ultimate elements are necessarily abstractions that cannot be observed.

				

					
					Problems, even as abstract mental constructs, do not exist in isolation, although it is possible to isolate them conceptually. The same is true of opportunities. A mess may comprise both problems and opportunities. What is a problem for one person may be an opportunity for another – thus a problem can be an opportunity from another perspective.

				

					
					The improvement to a mess – whatever it may be – is not the simple sum of the solutions to the problems or opportunities that are or can be extracted from it. No mess can be solved by solving each of its component problems/opportunities independently of the others because no mess can be decomposed into independent components.

				

					
					Simple situations do exist that can be improved by extracting one problem from them and solving it. These are called difficulties and they are seen as exceptions rather than the norm in terms of decisions that are needed in environmental, organizational and other information-related contexts.

				

					
					The attempt to deal with a system of problems and opportunities as a system – synthetically, as a whole – is an essential skill of a systems practitioner.

				

			

			(Following Ackoff, 1974a,b)

		

		Russell Ackoff first coined the term ‘mess’ in 1974. He did so in response to the insights of two eminent American philosophers, William James and John Dewey. These philosophers recognized that problems are taken up by, not given to, decision-makers and that problems are extracted from unstructured states of confusion. Ackoff (1974a,b) argued, in proposing his notion of mess that:

		
			What decision-makers deal with, I maintain, are messes not problems. This is hardly illuminating, however, unless I make more explicit what I mean by a mess. A mess is a set of external conditions that produces dissatisfaction. It can be conceptualized as a system of problems in the same sense in which a physical body can be conceptualized as a system of atoms.

		

		From this definition of mess, Ackoff recognized a number of features of messes and difficulties (Box 3) that, if one is aware of them, affect the way a practitioner engages with a ‘real-world’ situation (see Figure 3 again).

		When you have refreshed your understanding of messes and difficulties and re-read Box 3 spend about 15 minutes on the next activity.

		
			
				Activity 20

			

			
				15 minutes

			Explain some implications of treating a situation as a difficulty.

			You have been asked by the relevant government minister to prepare five quick-fix actions he can take to improve the child support situation. As a systems practitioner you are reluctant to take this approach. Write a few paragraphs briefing the minister about the possible implications of treating the situation as if it were a difficulty rather than a mess.

		

		I find it interesting that Schön and Ackoff both have a professional background in planning. It is not surprising therefore that they have made similar distinctions when describing, or accounting for, their experiences in the messy business of planning. For me, they exemplify the aware practitioner juggling all the balls I described in Figure 4. What these planners have in common is they recognize that if the situation is engaged with as a difficulty there will be an outcome that will be different than if the situation is engaged with as a mess. They also agree that the traditional problem-solving methods, which are often associated with fields such as operations (or in the UK, operational) research (OR), or ‘scientific management,’ become useable only after the most important decisions have already been made. In other words, a difficulty is first abstracted from the mess and then the difficulty is treated using a traditional problem-solving approach.

		I have summarized some of the characteristics associated with traditional OR in Table 3. Characteristics of an alternative, ideal, approach to OR, envisaged by Rosenhead (1989, pp. 1–20) in the early 1980s, are included in the table. Surveys had shown a low level of satisfaction on the part of managers with OR and management science projects at the time Rosenhead suggested his alternatives.

		
			
							Table 3 Characteristics of doing traditional operations research in comparison to alternatives that were suggested in the early 1980s
		

		
			
				View table
			

		

		(Adapted from Rosenhead, 1989)

		One way of interpreting Table 3, is that Rosenhead regarded the traditional OR approach of staying on the high ground, of treating the ‘real world’ situations with which many practitioners engage, as made up of difficulties to be solved rather than messes to be improved. I find many similarities with the ideas in Rosenhead's table with the following observation attributed to Richard Dawkins (Plsek, 2001):

		
			If I hold a rock, but want it to change, to be over there, I can simply throw it. Knowing the weight of the rock, the speed at which it leaves my hand, and a few other variables, I can reliably predict both the path and the landing place of a rock. But what happens if I substitute a [live] bird? Knowing the weight of a bird and the speed of launch tells me nothing really about where the bird will land. No matter how much analysis I do in developing the launch plan … the bird will follow the path it chooses and land where it wants.

		

		Which of these metaphors (the rock or the bird) do you think best describes the process of launching change in the Child Support Agency case study?

		There are differences as well as similarities in the explanations the two planners (Schön and Ackoff) provide when they reflect on their experiences. Schön in particular, chose to focus on the characteristics of the practitioner. I referred to some of these characteristics in the section above on being a systems practitioner. Schön's ideas, among others, have already informed the approach taken in Parts 1 and 2 of this course.

		Plsek, a change consultant based in the USA, used the ‘rock-bird’ story in an address to a UK National Health Service (NHS) Conference entitled: ‘Why Won't the NHS Do As It Is Told?’ The UK NHS is the world's third biggest employer after the Chinese Red Army and Indian Railways. Understandably many people involved in the NHS experience it as complex. In his presentation Plsek evokes different metaphors as means for the audience to make new distinctions. He contrasts the machine metaphor (as characterized by traditional OR in Table 3 and scientific management) with an alternative metaphor of complex adaptive systems (CAS) as exemplified by the bird in the rock-bird story (CAS is explained in Section 6).

		Ackoff, in his definition of a mess as a system of problems and opportunities chose systems thinking as his strategy to make sense of the mess of the swamp. His strategy was to look for system within a mess as a means to do something about it. Please note I am not referring here to ‘discovering’ the system or a system but the process of distinguishing one or many systems of interest in a context. The end product of the process of finding system within a mess is called formulating a system of interest.

		Let me consider now what I think Ackoff was doing in terms of a practitioner juggling the E ball. In my terms, Ackoff was a systems practitioner (Ps) engaging with a ‘real-world’ situation that he could choose to recognize as either a mess or a difficulty using a systems approach (As). This leads me to ask a fundamental question: are the characteristics of a mess part of the situation or a function of the choice the practitioner makes? I will answer this question by grounding it in my responses to the case study.

		If I use everyday speech to describe my initial experience of the child-support issue I say ‘it is a mess’, or ‘it is really complex’, or ‘I find it hard to understand it all’. You will notice I have used the word ‘it’ each time, which suggests the existence of something, an entity, a ‘real-world’ situation with which I have engaged. The structures of the language I use tie me into a linguistic trap – the naming of an ‘it’ that is independent of my act of distinction. Getting out of this trap means finding a language that avoids the implication there is a pre-existing ‘it’ waiting to be noticed by me. As someone once said every noun obscures a verb!

		The same could be said of thinking that there is a NHS which is a machine or a complex adaptive system. I can get out of this trap by claiming a mess or a difficulty arises in the distinctions that a practitioner makes in a particular situation. If this is the case, a mess or a difficulty is not a property of the situation but arises as a distinction made by a systems practitioner – someone aware of the conceptual distinctions between seeing a mess and experiencing a difficulty – engaging with a particular ‘real-world’ situation (see Figure 16).

		If, on the other hand, my experience had led me to say, ‘Oh, I know what the problem is – we just have to do X and that will fix things’, then I would be implicitly seeing the issue as comprising a difficulty. 

		
			SAQ 5

			Which of the following statements conform to the idea of formulating a system of interest?

			
					
					I am fascinated by the solar system.

				

					
					When I engaged with the issues surrounding child support, I thought it might be helpful to consider it as a system from a number of perspectives. For example:

					
							
							As a system to reduce the social security budget;

						

							
							As a system to secure the best future for children in lone-parent families;

						

							
							As a system to ensure the non-resident parent contributes equitably to the raising of their children.

						

					

				

					
					I am interested in making computer systems function more effectively.

				

			

			
				
					
					Show
              answer
				

			

		

		
			
				Activity 21

			

			Consider your own practices.

			Consider your own practices in some recent situation(s) in the light of Figure 16 and the question I posed above:

			
					
					Are the characteristics of a mess [or a difficulty] part of the situation or a function of the choice the practitioner makes?

				

			

			You might benefit from writing your answer in your notebook and returning to it as your own systems practice develops.

		

		6.3 Where is the complexity and what is it?

		When I reflect on my experiences of child-support, I attribute the properties of mess, complex, or hard-to-understand to the situation. So, are mess, complex, and hard-to-understand the same thing? If they are, why is the course called Managing Complexity, rather than, say, Managing Messes? A glib answer is you might not have been attracted to it because of the everyday meaning of mess. Yet another answer is that complexity is a rich term whose everyday meanings have been further enriched by the so-called new sciences of chaos and complexity .

		Let me try to explore some of this rich set of meanings by briefly examining the computer world.

		I do not regard myself as computer literate and I'm not particularly enthusiastic about computers, so when I encounter a story about which new software or technology will be the new find or dominate the market I experience the situation as complex. I do so because there are many actors in the situation. The issue has a global span. There is apparent or potential conflict, suggesting a range of perspectives on the situation. And the outcomes of these different technological trajectories are likely to have profound economic and social implications. When I use complex in this way – and it has been used in this way most of the time in the unit so far – I am speaking about perceived complexity.

		John Casti (1994) said ‘when we speak of something being complex, what we are doing is making use of everyday language to express a feeling or impression that we dignify with the label complex.’ He also argues that the meaning we give to the word complex is dependent on the context. For Casti, the complexity of a situation or a system is not an intrinsic aspect of the situation or ‘system’ taken in isolation but ‘a property of the interaction between two ‘systems’ where one of these is more often than not an observer and/or controller’ (i.e. a person). So, in this explanation, complexity arises in the relationship between the observer and the observed. This is my response to the question in Figure 2. It is also another way to understand what is happening in Figure 3.

		Although the language is different, the process I have just described is the same as the one I described earlier for messes. Perceived complexity arises because of our cognitive limitations as well as characteristics of the situation. Our embodied ways of knowing – individuals and the explanations they accept have different traditions and histories – lead to only seeing aspects of a situation never the whole as discussed in Section 6.

		There is no viewpoint or perspective that can appreciate the full variety of a situation. It is from the recognition of these limitations that a range of systems approaches have been developed. But are there other ways complexity is currently used? The short answer to this is: Yes, lots.

		There are in fact many explanations provided for what complexity is or is not. Someone who went to the trouble of counting in the early 1990s claimed to have found 31 different definitions. Five pages, many more than for any other concept, are devoted to aspects of complexity in the International Encyclopaedia of Systems and Cybernetics. This situation has arisen partly because in the 1990s the field of complexity science has emerged, made popular by the activities of the Santa Fe Institute in the USA; partly because of a series of popular books; and the association of complexity with chaos research (Gleick, 1987). Horgan (1996), a sceptic and critic, describes the academic field as ‘chaoplexity’.

		A selected range of perspectives on complexity are provided in Appendix C. This appendix is background material if you want to explore the subject matter in more detail. It is not essential reading and can be extended by a search of the World Wide Web. I outline the context in which complexity science is evolving below.

		I suggest you browse Appendix C now before moving on. As you read you may like to add to the spray diagram you began to develop as part of Activity 18.

		Click on the 'View document' link below to read 'Some perspectives on complexity'

		
			
				View
                  document
			

		

		One of the main driving forces behind the current interest in complexity is the advent of computers and sophisticated non-linear mathematical techniques. Horgan claims these ‘will help modern scientists understand chaotic, complex, emergent phenomena that have resisted analysis by reductionist methods of the past’ (Horgan, 1996, p.192). He uses the following quote to exemplify some of the claims being made:

		
			Through its capacity to process what is too complex for the unaided mind, the computer enables us for the first time to simulate reality, to create models of complex systems like large molecules, chaotic systems, neural nets, the human body and brain, and patterns of evolution and population. (p.193)

		

		In an essay entitled ‘The Lure of Complexity’, Steve Talbott (2002) asks whether claims that the study of complex systems, or complexity is a new scientific revolution are, instead, a ‘retrenchment and strengthening of the most serious limitations of traditional science’. He asks if in the drive toward generality and abstraction complexity theorists have lost the features of a qualitative science that refuses to sacrifice the phenomena to abstraction in the first place? For me, as a member of an Open University group that has been teaching and researching systems approaches to managing complexity for the best part of 30 years, many claims made by complexity theorists appear extravagant. (This is taken up in Appendix C.) While I do not wish to deny the potential unleashed by increased computing power and non-linear mathematical techniques, and thus the new questions that are being asked, my preference would be to situate these ideas in a historical context. If this were to happen, and those making these claims were to look into the traditions that give rise to these claims, there would be much to be learned – particularly about the difficulties caused by a multiplicity of meanings embedded in one word as well as a lack of attention to the theory–practice relationship.

		Given the wealth of ideas within the notion of complexity, is it possible to be clear what is meant by the terms complex situation and a complex system? Does a historical context illuminate this question? The next section, represented by the second blob on the main spine of Figure 19, explores these issues.

		6.4 Choosing to distinguish between complex situations and complex systems

		Within some of the lineages of systems thinking and practice (Figure 7), the idea that system complexity is a property of what is observed about some ‘real-world’ system, is known as classical or type 1 complexity. Exploring type 1 complexity, Russell Ackoff (1981, pp.26–33) claimed for a set of elements to be usefully viewed as a system, it was necessary that:

		
				
				the behaviour of each element of the set should have an effect on the behaviour of the whole set;

			

				
				the behaviour of the elements, and their effects on the whole set, should be interdependent;

			

				
				however subgroups of the elements are formed, each subgroup should have the same effect on the behaviour of the whole and none should be completely independent.

			

		

		Following in the footsteps of Ackoff, and with others, Schoderbeck et al. (1985) described the complexity of what they regarded as a real or physical system as arising from the interaction of:

		
				
				the number of elements comprising the system, for example, the number of chips on a circuit board;

			

				
				the attributes of the specified elements of the system, for example, the degree of proficiency of musicians in an orchestra;

			

				
				the number of interactions among the specified elements of the system, for example, the number of neuronal connections in the brain;

			

				
				the degree of organization inherent in the system, for example, the social arrangements in a beehive or an ants nest.

			

		

		They regarded systems as ranging from living organisms to individual families and governments.

		Type 1 classification was subsequently regarded as insufficient by other practitioners because it excluded any complexity arising from culture and from human behaviour. Nor did it encompass the complexity arising from the properties of the observer, as discussed in Section 5 (as exemplified by the language used in the list above these authors saw ‘systems’ as real entities existing in the world. Some contemporary authors make the same claims about CAS – this idea is explored in more detail later in this section.)

		Systems theorists have in the past had to confront some of the same issues as complexity theorists began to confront during the 1990s. The issues they confronted can be put rather bluntly as a series of questions:

		
				
				Do systems exist ‘out there’ in the so-called ‘real world’?

			

				
				Do systems have certain properties, some of which can be described or classified as complex and some as simple?

			

				
				Are systems distinguished by an observer in a context? Is systemicity, the quality of being a system, a choice made by an observer when they perceive complexity in a ‘real-world’ situation?

			

				
				What can I learn about a situation I experience as complex by engaging with the situation using a process of inquiry that formulates systems of interest?

			

		

		These are not questions that have definitive answers. The view I choose to adopt will, however, have implications for my systems thinking and my systems practice. Exploring the implications will assist in deciding what course of action will work best for any particular practitioner.

		I have constructed Table 4 from the characteristics Casti (1994) claims are exhibited by simple and complex systems as well as those claimed by Plsek (2001) to characterize complex adaptive systems. The examples are also theirs.

		Spend a few minutes reading through the table and then do the activity that follows.

		The activity should take no more than about 15 minutes.

		
			
							Table 4 Characteristics ascribed to simple and complex systems and complex adaptive systems
		

		
			
				View table
			

		

		(After Casti, 1994, pp.271–273 and Plsek 2001)

		
			
				Activity 23

			

			
				15 minutes

			What properties are ascribed to an observed system?

			In Table 4 above, Casti has ascribed the terms simple and complex to the word systems. Likewise Plsek has ascribed the words ‘complex, adaptive’ to the word system. In what ways do you experience the terms ‘systems’ and ‘complex’ being used by Casti and Plsek?

			What implications might these categories have for systems practice?

			Are you able to use any of Casti's or Plsek's categories to make sense of the Microsoft–Linux story described in Box 4?

			How does your attempt at doing this activity alter in any way, if at all, your understandings of the terms ‘complexity’ and ‘systems’?

			
				
					
					Show
              answer
				

			

		

		Click on the 'View document' link below to read Appendix C 'Some perspectives on complexity'.

		
			
				View
                  document
			

		

		The questions I posed in Activity 23 are, for me, extremely interesting but at the same time potentially confusing. The word complex is being used by Casti in some cases to mean the same as system, and some of the characteristics of complexity seem to be applied to system. The phrase complex system is common, as you can see in Appendix C, although the meaning attributed to it is often unclear in my experience. For example, it is unclear to me whether Casti is using system in its everyday sense or in the specific way it is used within the study of Systems to mean a system of interest to someone.

		When I consider the examples used in Table 4 there is something qualitatively different about a simple barter economy and the phenomenon of lower taxes and interest rates leading to higher unemployment other than whether they can be described as simple or complex. Indeed, I would question whether it would be helpful to consider a barter economy as simple. Considering the quality of relationships and trust that might be necessary to sustain a barter economy it could be perceived as complex. This notion of quality of relationship seems to me an important additional distinction that could be attributed to complexity over that provided in the earlier list of Schoderbeck et al. (1985) which tends to focus only on the quantity of variables or interactions.

		In some circles it is now recognized that what some people call complex adaptive systems offer insights into human action by way of analogy or metaphor (e.g. Stacey, Griffin and Shaw, 2000). Stephen Rose (1997, p. 33–4) argues that analogy ‘implies a superficial resemblance between two phenomena, perhaps in terms of the function of a particular structure’. An example is blood circulation in animals and sap flow in plants. Analogies can provide insight but also mislead – Rose (1997) asks ‘Is it a help or a hindrance to regard the access memory (RAM) in my computer as analogous to memory in chicks or humans or is it merely a metaphor?’ He also distinguishes analogies from homologies which imply a deeper identity that arises from an assumed common evolutionary origin (e.g. the bones in the front feet of a horse may be assumed to be homologous with the bones in the human hand). Each of these distinctions can be drawn into your systems practice if they help in making new distinctions. Each is a choice that can be made. From this perspective one way to engage with the idea of ‘complex adaptive systems’ (CAS) is as a metaphor to trigger new ways of thinking and acting e.g. lets consider the NHS as if it were a CAS.

		It is also possible in practice to attribute systemicity to some of the examples in Table 4. It might make sense as part of my systems practice to look at the activity of paying taxes (in a particular context) as if it were a system, or a living organism as if it were a system, or even a complex adaptive system, or a fixed interest bank account as if it were a system. In doing this though, it is important to ask who is looking at these situations as if they were systems. In the 1970s and 1980s, this confusion began to be addressed in Systems practice. Unfortunately, some confusion remains even now. So, what is the best way to sort out some of this confusion?

		6.5 Appreciating some implications for practice

		I think for most people, the National Health Service would be experienced as a complex situation. If so this would be a good example of perceived complexity. Remember though, if you engaged with it as if it were a difficulty you would not describe the situation as one of perceived complexity. I could not call it a complex system unless I had tried to make sense of it using systems thinking and found, or formulated, a system of interest within it. This means I would have to have a stake in the issue – an interest. In systems terminology, I would need a purpose for engaging with the ‘real-world’ situation. When I do not have such a purpose in mind, I am using the word system in its everyday sense rather than in its technical, systems practice, sense.

		The fundamental choice that faces both systems theorists and complexity theorists is choosing to see system or complexity either:

		
				
				As something that exists as a property of some thing or situation; and that, therefore, can be discovered, measured and possibly modelled, manipulated, maintained or predicted; or

			

				
				As something we construct, design, or experience in relationship to some thing, event, situation, or issue because of the distinctions – or theories – we embody.

			

		

		There are profound differences between these two options, as I have tried to depict in Figure 20.

		
			[image: ]
		

		
			
							Figure 20: An iconic diagram of a systems practitioner who (a) sees systems in the world i.e. jumps to the conclusion that this is clearly a ‘manufacturing system’, and (b) one who is open to the complexity of the situation (factory, river, dairying) and sees systems as mental constructs formulated as part of a systemic inquiry.
		

		These epistemological choices depicted in Figure 20 determine the nature of the engagement – the E ball – of a systems practitioner with a ‘real-world’ situation. The first choice says a lot about the nature of the thing or situation but says little about the practitioner concerned with the thing or situation. This is the situation where technical rigour, of the type described by Schön in his quote in Section 6.2 above, informs practice. Schön describes this as technical rationality in which there is a radical separation of research – and what is regarded within this epistemology as legitimate knowledge – and practice.

		The latter position however, has a lot to say about the practitioner and about what they know and are able to do, as well as about their relationship to the thing or event they experience. In this situation the systems practitioner is engaged with the complex situation. He or she must construct or design alone, or with other stakeholders, the system of interest and choose to see the situation as complex or simple, mess or difficulty.

		Taking responsibility for the choice you make about these two distinctions is an act of being epistemologically aware. The aware systems practitioner recognizes that a system of interest is an epistemological device, a way of creating new ways of knowing. The course is designed to help you develop your skills in being aware as part of your systems practice. At this stage, all you need to do is to note your reaction to my claim about being epistemologically aware. Do you recognize something of what I mean or does it seem quite meaningless and unnecessary? I anticipate both responses, so don't worry if you fall into the latter category. I have already introduced the basis for my position in this section.

		Let me emphasize here, making a choice of one epistemological position or another in a given context is not an act of discarding or deciding against the other position – it is an act of being aware of the choice you made. Both positions offer rich explanations of phenomena in different contexts.

	
		Activity answers

		
			Study Note: As outlined in the text I have not provided answers to all Activities. This is for two reasons:
		

		
				
				
					For some activities only you can devise the answer and any I gave would be distracting or unhelpful.

			

				
				
					For others in-text answers are given.
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		Answer


		The three main features a practitioner might use to distinguish a difficulty from a mess are:


		
					
				Messes are made up from a network of problems and opportunities that will be described differently by different people engaged in the situation. By contrast a difficulty will be described much the same, even from a diversity of perspectives.


			


					
				The improvement in a mess is not just the sum of the improvements in its component parts. The improvements in a difficulty are easier to identify and describe and it is easier to identify how they came about.


			


					
				Because a mess is a set of external conditions that causes dissatisfaction, a judgement about whether or not it has been improved, and by how much, will depend upon the perspective of the observer. The improvement in a difficulty will be generally agreed upon by observers from any perspective.


			


		


		To deal with messes requires a holistic or systems approach, therefore it makes little sense to distinguish one feature as more important than another. A core concept at the heart of the idea of mess is, however, that of emergence, meaning the whole is greater than the sum of its parts.
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		Answer


		My purpose in writing this activity was to invite you to reflect on what it is that we do when we categorize anything. One way of reading this table is as a set of three categories each containing different category members. The mechanism employed in this categorization is to add an adjective in front of the noun ‘system’. So they are different categories of system. This is another example of the ‘container metaphor’ discussed in my answer to Activity 12 and it is the same process as developing a typology (see Appendix C). Of course this is something we do all the time but I do not think we reflect very often on the implications of this doing! I discuss the implications for systems practice in the text.
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Appendix C

Some perspectives on
complexity

In making sense of what is a burgeoning literature on complexity, I found ;;;
it useful to formulate a typology of ways I experience the term complexity

being used by different interest groups. I surprised myself somewhat by Ray writes ...
adopting this approach. In the past, I have been critical of the way

typologies have been used. My negativity is triggered whenever I

experience someone using a typology to argue ‘this is how things are’.

Another way of saying this is that they are reified: this happens when a

concept is converted mentally into a real thing or fact. So, this typology is

the product of my initial thoughts and later comments by a colleague, Pille

Bunnell. However I take responsibility for the final version; you may or

may not find it useful. In this typology I make an initial distinction in

which there are four main groups. In some groups, I recognize other

distinctions, which seem to me to be subsets of the major ones.

My main point is:

Complexity is a term that is contested by different interest groups. As yet
we do not have the right language to speak about the range of concepts to
which complexity is attributed. There appear to be, however, four main
groupings:

1 Complexity is a property of something.

(a) Complexity refers to the condition of the universe, which is too
rich and varied for us to understand in simple, common
mechanistic or linear ways.

(b) Complex systems.
(¢) Complex adaptive systems.
(d) Complex responsive processes.

2 Complexity is something we experience and thus what is complex will
differ depending on who is experiencing — this is sometimes described
as perceived complexity.

3 Complexity is an emerging discipline
(a) Complexity is a new science — or at least we are asked to accept
that it is. Some claim this includes artificial intelligence, cognitive
science, ecology, evolution, game theory, linguistics, social science,

artificial life, computer science, economics, genetics, immunology,
philosophy (e.g. LGMB, 1996, p.16; and Battram, 1998).

(b) Complexity theory (which among others includes organismic
complexity, structural complexity, hierarchic complexity and
dynamic complexity and so on).

4 Complexity, or complexity ‘something’ is used to describe a new way
of thinking about the world (a trans-discipline, or meta-discipline) or a
new paradigm.

(a) Complexity deals with the nature of emergence, innovation,
learning and adaptation.
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(b) Complexity is an organizing adjective and results in different
metaphor clusters or is a source of analogy.

Because this is a course on managing complexity using a systems approach
and not on complexity per se, I do not intend to explain all the terms and
concepts in my typology and in this appendix. Also, my categories are not
exclusive; for example, I suspect researchers developing complexity theory
in relation to the management of organizations would reject the notion
they were concerned with only metaphor (see below). My category
‘complexity is something that is experienced’ does not in itself preclude
providing a scientific explanation for a phenomenon that is experienced.
However this takes the discussion into deep epistemological water about
doing science and distinctions between ‘experiential science’ (see Maturana
and Varela, 1987) and ‘discovery science’ (see Schon, 1995). These matters
are not my concern here.

The language of chaos and complexity has also entered the social sciences.
The UK Economic and Social Research Council (ESRC), which funds
research in the social sciences, commissioned in late 1998 a new research
programme into complexity and dynamic processes. The appropriation of
concepts from one field and incorporating them into another is common.
‘Particular disciplines tend to adapt the new thinking to their own
traditions, and then claim that their version is the pure one and that the
others are merely metaphorical and unscientific uses of it” (Turner, 1997).

For the purposes of this document, it is sufficient for you to be aware of
the broad distinctions I make in my typology. And be aware there is no
great clarity in the way the term complexity is used, its meaning is
contested by different interest groups some of whom are critical and some
of whom are enthusiastic. As the course proceeds you will come across the
term used in different ways that will be explained at the time. My interest
here is with how complexity is being used as a term and how it is related
to the concept of system.

The material that follows should be read as a type of annotated
bibliography. It is intended as background and no more. It can be
supplemented, for those interested, by other text sources or any one of the
many websites that deal with this subject. My treatment here is by no
means exhaustive in its coverage, nor would the interpretations given be
agreed by all. My interpretations arise in two ways: first by my choice of
material both in terms of source and then what to select and present from
it; second in my interpretation of the subject matter. I have not included
material already presented in the teaching text: for example, I do not
include the category ‘perceived complexity’ here.

Applied chaos theory - Cambell

This perspective is drawn from Cambell (1993). Like many other authors,
his conception of complexity ‘involves non-linearity’ and because there are
no general solutions to such equations ‘each case [presumably of
complexity] must be treated on its merits’ (p.1). It also involves chance. As
with many others he recognizes there is no agreed definition of complexity
but argues that ‘operational definitions are helpful’ (p.2). Within his
framework, Cambell recognizes certain basic characteristics that must be
considered:

1 Purpose and function;

2 Size and configuration;
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3 Structure, including composition and makeup.

He recognizes three categories of complexity:

1 Static complexity;
2 Embedded complexity;
3 Dynamic complexity, which includes dynamic processes.

For total complexity to exist all three factors should coexist but not at all
times. With many other authors, he often conflates complex situations with
complex systems. It is also unclear how he is conceptualizing systems; for
example in, ‘complexity can occur in natural and man-made systems, as
well as in social structures’, or ‘the system is neither completely
deterministic or completely random ...” (p.3—4). His acknowledged stance is
that ‘it is helpful to speak of systems without having to elaborate on all
the details’ (p.41); which I do not find particularly illuminating or helpful.
He then goes on to define a system as any collection of entities surrounded
by a wall!

Cambell states, ‘As a rule, complexity occurs in dynamical systems, namely
systems whose internal microscopic or external macroscopic motion is
affected by one or more forces’ (p.19). He further states ‘not all complex
systems are self-organizing, but all self-organizing systems are complex’
(p.20). Intriguingly his conception for the study of complexity is not one of
holism versus reductionism, nor holism or reductionism, but rather
reductionism in the context of holism. This is similar to the idea I
presented earlier of the systematic being embedded in the systemic.

Structural information processing - Streufert and
Swezey

In this version of complexity theory the researchers are primarily
concerned with the processes that ‘generate the content of managerial and
organizational functioning’ (Streufert and Swezey, 1986, p.x and p.2).
Their concern is with ‘structure, with managerial information processing,
and with the processing of organizational input into output’, and
‘structural information-processing is the central topic of a variety of
theories known collectively as complexity theories’. The field of inquiry
and action spelt out by these authors concerns the information processing
that occurs between input and output. In systems terms this would be
labelled as the transformation process.

The Streufert and Swezey book forms part of a series in organizational
and occupational psychology; the authors are both from university
behavioural science departments in North America. This particular
intellectual tradition had its origins in concerns about the cognitive styles
individuals employ when they process information. It is based on the
earlier work of Kelly (1955) who proposed a psychology of personal
constructs as a guide for psychotherapy and client-therapist interaction;
however, he did not link his work to complexity, which was coined by
later workers. Kelly’s work has subsequently influenced many fields of
research and practice. Streufert and Swezey’s work exemplifies the
dominant paradigm based on the information processing metaphor for
human cognition. Rosch (1992, pp.84-106) recognizes this as the
mainstream view in cognitive psychology but there are other paradigms as
well that challenge this view. No doubt, others would now contest the
claim that this particular tradition is all that constitutes complexity theory.
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Applications in sociology

Turner (1997) argues the new sciences of complexity have equipped
sociologists with ‘a set of very powerful intellectual tools or concepts to
think with’. He divides these tools into six categories:

1

A new use of cause and prediction. The traditional mode of science,
which assumes a close dependence between scientific proof and
predictions based on this knowledge, may have to be abandoned. This
is because there would seem to be inherently unpredictable situations in
themselves, and not just by virtue of the limitations of the observer.
Turner (p.xiv) argues that if we are spared the labour of trying to
predict such situations we can devote our efforts to trying to
understand them in different ways — because unpredictable does not
mean unintelligible or unable to be known — and that in the process,
freedom recovers its meaning as a word. This theme relating to
freedom will be picked up in Block 3.

A richer understanding of feedback and iteration. In human affairs it is
‘beginning to look as if history and tradition are far more powerful
determinants of how a society is organized than the economic and
political forces that nineteenth century social theory reduced to social
laws.” Feedback and iteration are seen to give rise to the laws of
science as emergent properties of a recursive process.

A revolution in the idea of time. The idea is ‘time will not go away’, it is
irreducible and irreversible, it can only go in one direction, unlike
movement in space. This is why history is so important, including our
own. Our life is lived in an ever-unfolding present, which is a product
of our history. The past and future are merely different ways of living
in the present.

An anthology of recognizable structures and shapes. Examples range
from fractals to ‘Bucky balls’, the recently discovered new icosahedron
form of carbon named after the architect Buckminster Fuller. Fuller
began building habitable domes in 1948 that had a structural integrity
sustained by the overall network of tensile stresses in the building.
Later, Stafford Beer (1994b), drew on the structure and properties of
icosahedrons (20 faces + 12 vertices = 30 edges + 2) to design a
collaborative process to formulate a system of interest among
individuals who have different perspectives. He called this syntegration.

The idea of the attractor as a way of dissolving old dualisms. Turner
expresses this as not being afraid of irrational numbers, such as pi,
with their non-recurring decimals. He argues these stymied the
attempts by Greek scholars to eliminate indefinite thinking that did not
accord with their attempts at understanding order and harmony.
Turner goes on to say ‘the strange attractor ... the fractal form
embedded in any non-linear feedback process, is the graphic and
undeniable evidence of the life and freedom embodied in physical
reality’. (This latter quote shows clearly that he is using fractal as a
metaphor and not according to its defined meaning).

The technique of (non-linear dynamic) modelling. Instead of creating a
hypothesis, testing it on the experimental and observational facts until
a counter-example shows its flaw and then trying another, we can now
create a facsimile of reality by successive tweakings of the variables
and the connections among them. We can run this on the computer as
long as we like, check that its behaviour continues to resemble that of
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the reality and then read off what those parameters are. This procedure
reverses the top-down, theory-to-phenomena approach of classical
science.

Turner, an Oxford graduate, is a professor of arts and humanities at the
University of Texas at Dallas. The material I have drawn on comes from
the foreword to a multi-authored volume, with contributors having
backgrounds in physics, cognition, nursing, medicine, maths and computer
science as well as sociology.

The chaoplexity perspective?

After writing his mammoth book Out of Control, which, it is claimed on
the cover, ‘shatters more paradigms per page than any other text this
decade’, Kevin Kelly (1994) lists some of the questions that remained with
him after doing the research for his book. Several relate to complexity. He
wrote:

And what is ‘complexity’ anyway? I looked forward to the two
1992 science books identically titled Complexity, one by Mitch
Waldrop and one by Roger Lewin, because I was hoping one or
the other would provide me with a practical measurement of
complexity. But both authors wrote books on the subject without
hazarding a guess at a useable definition. How do we know one
thing or process is more complex than another? Is a cucumber
more complex than a Cadillac? Is a meadow more complex than a
mammal brain? Is a zebra more complex than a national economy?
I am aware of three or four mathematical definitions for
complexity, none of them broadly useful in answering the type of
questions I have just asked. We are so ignorant of complexity that
we haven’t yet asked the right question about what it is.

I might ask whether Kelly himself is asking the right questions. However,
as with John Horgan (1996), there are a range of commentators and
scientists who adopt this perspective. Horgan’s perspective is summed up
in the concluding lines of his chapter on this subject:

So far, chaoplexologists have created some potent metaphors: the
butterfly effect, fractals, artificial life, the edge of chaos, self-
organized criticality. But they have not told us anything about the
world that is both concrete and truly surprising, either in a
negative or a positive sense. They have slightly extended the
borders of knowledge in certain areas and they have delineated the
boundaries of knowledge elsewhere ... Computer simulations
represent a kind of meta-reality within which we can play with and
even — to a limited degree — test scientific theories, but they are not
reality itself (although many aficionados have lost sight of that
distinction).
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Relativism and subjectivity

John Horgan (1996), in his chapter on chaoplexity, appears to arrive at the
conclusion that ‘complexity can mean anything you want it to’, or is ‘in the
eye of the beholder’.

This appears to be problematic for him. I experience Horgan as wanting to
nail things down with precise definitions, and in the act of doing this,
revealing his wish to see complexity as a property that all could agree exists
in a given situation, machine and so on. Because of this, I experience him,
and many others, as wanting to hold on to a particular scientific explanation
of complexity and to avoid the stigma of being labelled as relativist or
subjective at all costs. (Relativism is the label given to a theory not relying on
a criterion of truth independent and outside of itself. Subjective often means
knowledge particular to the individual; it is contrasted with so-called objective
knowledge.) This is an epistemological debate to which systems thinking
provides some alternatives as will be demonstrated as the course progresses.

From my perspective those who wish only to have a scientific explanation of
complexity, in the manner of Horgan, deny the unique cognitive histories we
each have as human beings. None of us share a common experiential world,
all we have at our disposal is our ability to communicate about our worlds of
experience and, sometimes, a history of living in a common culture over a
period of time. The common culture allows us to appreciate the apparent
paradox between our individual and unique cognitive histories and our
experience that collectively we do not experience the world in relativistic or
subjective ways.

A hierarchy of complexity

Kenneth Boulding (1956), one of the founders of General Systems Theory,
proposed a typology of complexity based on the concept of hierarchy.
Francois (1997) says any classification, like Boulding’s, can be questioned
but after nearly 40 years it has not been contradicted by any subsequent
experimental or theoretical development. The levels he recognized are
shown with examples in Table CI.

Checkland (1993) points out this schema is not based on empirical
evidence, so as with any schema all we can ask is: Is it convincing and
does it help? He claims it is a source of insight because it provides a way
of appreciating the history of management science as a discipline, therefore
it is of help. Checkland considers Taylorist (or Fordist), scientific
management in engineering workshops as examples of level 2 systems; the
development of cybernetics with its focus on feedback and control
emphasized level 3, and the attempts in the 1970s and 1980s to bring in
behavioural science to treat management problems were aimed at levels 7
and 8. Together they span much of the history of management science.

Perhaps more important in this context is Checkland’s observations in
response to the question: ‘Is it convincing?’ He says yes it is, but is
concerned at the unanimity regarding the ranking in the hierarchy and
says: ‘we still have no definition of the nature of the scale of system
complexity ... hence we still cannot argue intelligently about the relative
size of the gaps between levels ... we have no adequate account of systemic
complexity.” Some may argue it is this gap the new sciences of complexity
are attempting to fill.
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Table C1

An informal intuitive hierarchy of complexity

Level Characteristics Examples Relevant disciplines
(concrete or
abstract)
structures, static crystal structures, description, verbal or
frameworks bridges pictorial, in any
discipline
clock-works predetermined clocks, machines, physics, classical
motion (may exhibit the solar system natural sciences
equilibrium)
control closed-loop control  thermostats, control theory,
mechanisms homeostasis cybernetics
mechanisms in
organisms
lower organisms organized whole plants botany
with functional parts,
‘blue-printed’ growth,
reproduction
animals a brain to guide birds and beasts zoology
total behaviour,
ability to learn
man self-consciousness  knowledge of symbolic language

socio-cultural
systems

transcendental
systems

roles,
communication,
transmission of
values

inescapable
unknowables

knowledge

families, the boy
scouts, drinking
clubs, nations

the idea of God

history, sociology,
anthropology,
behavioural science

(Checkland 1993, following Boulding 1956)

Complexity as heterogeneity

Godfrey-Smith (1996), concerned with cognition and the place of mind in
nature understands complexity as heterogeneity.

Complexity is changeability, variability. Something is simple when
it is all the same. In this sense, complexity is not the same thing as
order, and is in fact opposed to order. Heterogeneity is disorder in
the sense of uncertainty ... If complexity is understood as
heterogeneity or variability, then both an organism and an
environment can be said to be complex or simple in the same sense.
An environment with a large number of states that come and go
over time is a complex environment.

This has implications for systems thinking because it raises the valid
perspective that different forms of complexity can be associated with a
system and its environment. Remember that specifying a system is

shorthand for specifying a system in an environment.

Because Godfrey-Smith is concerned with organisms and mind, he
conceptualizes these as systems and goes on to distinguish between internal
— within the organism as system — and external — in the environment —
complexity. From his perspective, there are many different types of
heterogeneity and there is no single measure of complexity. It is not clear
to me whether heterogeneity is similar in conception to the variety of

Ashby (see below).
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Godfrey-Smith also distinguishes between first-order and higher order
properties of complexity using the following example.

Consider two different types of behaviourally variable organism.
One is smart in the sense that it can track the state of the world
and react to changes in its environment with appropriate
behavioural adjustments. But the set of rules or conditionals — if
the world is in S1, then do B1 — which determine which behaviour
is produced in each situation, is fixed. This organism is
behaviourally complex when compared to an organism which does
the same thing in every situation, which performs the same action
come what may. The organism which adjusts its behaviour to
circumstances, but does so in a rigidly, pre-programmed way, has a
first-order property of complexity in its behaviour. Such an
organism is inflexible in contrast to an organism which is able to
modify its behavioural profile in the light of experience, an
organism which modifies what behaviour it is that is produced in
the presence of a given environmental condition.

The second type of organism is able to change the set of
conditionals [elsewhere these might be described as goals] that
determine what it does in a given situation. This is learning: the
learning organism can learn that it is not good to produce B1 when
the world is in S1, and better to produce B2 instead. This is a
second-order property of complexity. There is also third-order
plasticity, the ability to change the learning rules which are used to
determine the list of conditionals ... and so on. [Those familiar with
the work of Donald Schén may recognize these categories as single,
double and triple loop learning.]

While the language is that of cognitive biology, it is relevant to my
conception of the ideal systems practitioner, and a number of the first,
second and third order distinctions will recur throughout the T306 course.
In this sense I am concerned with what Godfrey-Smith describes as
functional complexity — the range of possible behaviours our cognitive
capacities will allow. As with this author, my interest is in being able to do
lots of different things in different conditions, to expand our behavioural
repertoire. For me difference, or diversity, is associated with creativity and
our evolutionary possibilities, both in our day-to-day engagements, much
as a pair of dancers improvising together, and over the long term in our
living together (amongst whom I include other species).

Godfrey Smith distinguishes functional complexity, described above, from
structural complexity, which he describes as what the system is made up
of, e.g. how many different parts there are and how these are connected
and interact. This aspect of complexity is also relevant to a systems
practitioner. Finally, it is worth noting that the author adopts a realist
stance to complexity by arguing ‘complexity properties are real features of
environments that exist independently of organisms’, and ‘if an organism is
to construct or transform the complexity in its environment it must do this
by physical intervention in it’.
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Complexity as variety

Variety is considered to be the condition for complexity by Francois
(1997). This ‘variety’ is the word used by Ross Ashby in formulating his
law of requisite variety, often phrased as ‘only variety can destroy [absorb]
variety’ (Ashby, 1956, p.207).

Ashby’s law, while general, establishes in a mathematical form that a
system’s regulation is efficient only if it relies on a control system as
complex as the system itself. Control systems must have a variety
equivalent to the variety of the system itself. Within this framework
complexity is the property of a system of being able to adopt a large
number of states or behaviours (Espejo et al, 1996). This leads, in the field
of management cybernetics, to the notion of variety engineering.

Kelly (1994, p.590) observes ‘there seems to be a ‘“‘requisite variety” — a
minimum complexity or diversity of parts — for such processes as self-
organization, evolution, learning and life’. But he is concerned to know
‘what is variety?” and ‘when enough variety is enough?” He suggests there
is not a good measure for variety. Given the existence of management
cybernetics, it is somewhat surprising these questions remain with him.
Complexity as variety is a topic that will be taken up again in Block 3.

Taking analogies from complexity science and applying
them to in organizations

This is an evolving field as typified by the work of Ralph Stacey and
colleagues. In his early work on the subject Stacey’s perspective on
complexity is claimed to be building on the study of non-linear feedback
networks or complex adaptive systems. This is also described as the science
of complexity by Ralph Stacey (1996).

Stacey saw the science of complexity as providing a ‘new frame of
reference’ to break out of the trap of thinking of successful organizations
as ‘systems tending to states of stable equilibrium adaptation to their
market, societal, and political environments’. They are ‘disturbed from
such states, or from a consistent journey to such a state, by disturbances in
the environment’ (Stacey, n.d.). Within this [old] framework, continuing
success is seen as identifying changes as soon as possible and aligning the
organization to fit them by taking control action. This argument resonates
with the early work of Donald Schon in his book Beyond the Stable State
(1971).

Stacey (n.d.) regards a complex adaptive system as a system that:

¢ Consists of a large number of agents interrelated in a non-linear way;
in a way the action of one agent can provoke more than one response
from other agents.

¢ Interacts with other complex adaptive systems and together they
constitute the environment to which each must respond.

@ Acquires information about the systems constituting its environment
and information about the consequences of its own interaction with
those systems, meaning complex adaptive systems employ feedback.

¢ Identifies regularities in the feedback information it acquires and
condenses those regularities into a schema or model, in effect selecting
one of a number of competing models that might explain the
regularities.
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€ Acts in relation to the systems that are its environment on the basis of
the schema it has developed.

€ Observes the responses its actions provoke, as well as the consequences
of those responses and uses the information to revise its schema,
meaning it employs feedback to learn or adapt; this is rather complex
as it involves adjusting both the behaviour and the schema driving the
behaviour.

An important notion is that system and environment co-evolve; it is not a
case of a system adapting to its environment. This has implications for
practice, which are taken up in the course text.

In subsequent work (e.g. Stacey, Griffin and Shaw 2000), characterized by
a lack of scholarly engagement with the systems literature, Stacey and
colleagues, change the emphasis of their concerns to what they call
‘complex responsive processes’. They do so in part as a reaction to many
complexity theorists talking of ‘complex systems as objective realities that
scientists can stand outside of and model’ (p.ix). They prefer instead to
define a ‘participative perspective’, something which is also a concern of
authors in this course (e.g. Block 4).

Increasingly many management and leadership trainers and practitioners
argue for a perspective informed by ‘complexity science’. An example is a
series of articles published in the British Medical Journal in relation to
managing and leading in the UK National Health Service (NHS) (Plsek
and Wilson, 2001; Fraser and Greenhalgh, 2001; Wilson and Holt, 2001;
Plsek and Greenhalgh, 2001). The main argument they make is that most
thinking in organizations is still conditioned by an understanding of
organizations as machines, which ‘lets us down badly when no part of the
equation is constant, independent or predictable’ (Plsek and Greenhalgh,
2001, p. 625). They argue that new metaphors from the science of complex
adaptive systems can help deal with issues in situations like the NHS.
Chapman (2002) draws on this material to explore why governments must
learn to think differently to avoid ‘system failure’, particularly in processes
of public sector reform. What most of these authors do not develop is a
notion of what skills are needed to use these metaphors in purposeful
action for managing change. T306 is designed to help you develop these
skills.

Chaos theory and strange attractors

Weather systems are regarded as chaotic systems. They behave in a non-
linear way because weather patterns that emerge are highly sensitive to
initial starting conditions. This is popularly known as the butterfly effect, a
description coined by the meteorologist Edward Lorenze. The description
is ‘a means to convey the extreme sensitivity of the systems that emerge;
the idea that a butterfly flapping its wings over the Amazon could lead to
a hurricane on the other side of the world.” However, not all non-linear
behaviour results from sensitivity to initial starting conditions, nor does
such sensitivity always lead to non-linear behaviour.

Chaos theory, fully described by Gleick (1987), was taken up avidly by the
media and management consultants and academics in the 1980s. It is a
widely held view that ‘it was disappointing’ in its results (LGMB, 1996;
and Battram, 1998). It is now considered by some as a subset of
complexity theory.
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In its Complexicon, a lexicon of complexity prepared for managers, the
Local Government Management Board (LGMB, 1996; Battram, 1998),
describes three sorts of ‘attractor’ associated with complexity and chaos
theory. These are point, closed loop and strange attractors.

The term ‘attractor’ has been used — mainly for physical phenomena such
as water flow, or a pendulum — to describe things in motion being pulled
toward a definitive point or region during its cycles or periods. It is as if
certain things in motion (I would prefer not to call them systems) have no
degrees of freedom in their choice of movement. The position a pendulum
swings back to when it comes to ‘rest’ is described as a point attractor.
Electrical circuits and economic cycles are considered to oscillate and
demonstrate periodic fluctuation (i.e. the cage in which the phenomena
occur is slightly larger). The point these return to is called a closed loop
attractor. The pattern that results from a non-linear chaotic system is
characterized by a line infinitely long, never repeating itself, never crossing
itself, never following the same path but drawn in limited space and
continuing indefinitely. The pattern that results is called a strange attractor
(Meri, 1995).

Meri, (1995) recognizes four types of human behaviour that he relates to
understandings from chaos theory and the different forms of attractors:

©® Repeating former behaviour in the same way, e.g. industrial repetitive
tasks;

& Varying behaviour slightly and predictably, e.g. a man shaving his face;

¢ Adapting new behaviours that intermix linearity and non-linearity, e.g.
immigrating to a new country;

¢ Chaotic behaviour leading to a new, more complex mode, e.g. social
chaos as in Russia in the 1990s.

Personally, I find it difficult to think of how I might embody these
concepts in my systems practice, or what might be gained from doing so.
On the other hand, I do experience them as powerful explanations of
certain phenomena.
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							1 Problems and opportunities are formulated in terms of a single objective that can be optimized. Trade-offs are made by reducing variables to a common scale
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							Measure of performance
							How do I now if I do it well?
				


			
			
				
							Fathering
							Nature of communication with my daughter
							We talk regularly and usually enjoy our conversations – my daughter gives me feedback and I listen (mostly!)
				


				
							
					
							Emotional quality of our relationship
							I feel loved and understand this is reciprocated
				


				
							
					
							Extent of mutual respect
							Manifest through mutual engagement in each other's work/ideas
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							By my daughter never feeling the need to have my permission to do something and by the lack of actions that betray my trust
				


				
							Researching
							Grants obtained
							Am fully committed with a number of large grants in last three years
				


				
							
					
							Papers published
							Two per annum is target which I usually meet.
				


				
							
					
							Invitations to talk/participate
							These continue to arrive.
				


				
							
					
							Extent of personal satisfaction
							I enjoy myself when researching – but find admin distracts me
				


				
							
					
							Usefulness to others
							More difficult – based on feedback and personal judgement
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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		Answer


		I have already referred to the history of quantifying assessment. This arose as a practice in the 18th century. Another example is the following which has been doing the rounds as an e-mail joke: perhaps you have seen it before but not considered it in the light of my explanation?


		
			Horse's Ass


			The U.S. Standard railroad gauge (distance between the rails) is 4 feet, 8.5 inches. That's an exceedingly odd number. Why was that gauge used? Because that's the way they built them in England, and the U.S. railroads were built by English expatriates.


			Why did the English people build them like that? Because the first rail lines were built by the same people who built the pre-railroad tramways, and that's the gauge they used.


			Why did ‘they’ use that gauge then? Because the people who built the tramways used the same jigs and tools that they used for building wagons, which used that wheel spacing.


			Okay! Why did the wagons use that odd wheel spacing? Well, if they tried to use any other spacing the wagons would break on some of the old, long distance roads, because that's the spacing of the old wheel ruts.


			So who built these old rutted roads? The first long distance roads in Europe were built by Imperial Rome for the benefit of their legions. The roads have been used ever since. And the ruts? The initial ruts, which everyone else had to match for fear of destroying their wagons, were first made by Roman war chariots. Since the chariots were made for or by Imperial Rome they were all alike in the matter of wheel spacing.


			Thus, we have the answer to the original questions. The United States standard railroad gauge of 4 feet, 8.5 inches derives from the original specification (military specification) for an Imperial Roman army war chariot. Military specifications and bureaucracies live forever. So, the next time you are handed a specification and wonder what horse's ass came up with it, you may be exactly right. Because the Imperial Roman chariots were made to be just wide enough to accommodate the back-ends of two war horses.
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		Copyright notice
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		Discussion


		If you are an A-to-M, you probably saw the young woman, and if you are an N-to-Z, you probably saw the old woman. Tests of these pictures, done with groups of students, show that prior influence is always powerful. This activity raises two important questions.


		
					
				What is experience? In this example some people experienced a young woman whilst others experienced an old woman yet both looked at the same image. This leads me to claim that experience arises by making a distinction – if you are unable to distinguish a young woman then you have no experience of one!


			


					
				Is it possible to decide on which interpretation, the young woman, the old woman or merely the ink on the paper, is correct? In other words do we reject those people who see only an old woman as being ‘wrong’?
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/**
 * Cookie plugin
 *
 * Copyright (c) 2006 Klaus Hartl (stilbuero.de)
 * Dual licensed under the MIT and GPL licenses:
 * http://www.opensource.org/licenses/mit-license.php
 * http://www.gnu.org/licenses/gpl.html
 *
 */

/**
 * Create a cookie with the given name and value and other optional parameters.
 *
 * @example $.cookie('the_cookie', 'the_value');
 * @desc Set the value of a cookie.
 * @example $.cookie('the_cookie', 'the_value', { expires: 7, path: '/', domain: 'jquery.com', secure: true });
 * @desc Create a cookie with all available options.
 * @example $.cookie('the_cookie', 'the_value');
 * @desc Create a session cookie.
 * @example $.cookie('the_cookie', null);
 * @desc Delete a cookie by passing null as value. Keep in mind that you have to use the same path and domain
 *       used when the cookie was set.
 *
 * @param String name The name of the cookie.
 * @param String value The value of the cookie.
 * @param Object options An object literal containing key/value pairs to provide optional cookie attributes.
 * @option Number|Date expires Either an integer specifying the expiration date from now on in days or a Date object.
 *                             If a negative value is specified (e.g. a date in the past), the cookie will be deleted.
 *                             If set to null or omitted, the cookie will be a session cookie and will not be retained
 *                             when the the browser exits.
 * @option String path The value of the path atribute of the cookie (default: path of page that created the cookie).
 * @option String domain The value of the domain attribute of the cookie (default: domain of page that created the cookie).
 * @option Boolean secure If true, the secure attribute of the cookie will be set and the cookie transmission will
 *                        require a secure protocol (like HTTPS).
 * @type undefined
 *
 * @name $.cookie
 * @cat Plugins/Cookie
 * @author Klaus Hartl/klaus.hartl@stilbuero.de
 */

/**
 * Get the value of a cookie with the given name.
 *
 * @example $.cookie('the_cookie');
 * @desc Get the value of a cookie.
 *
 * @param String name The name of the cookie.
 * @return The value of the cookie.
 * @type String
 *
 * @name $.cookie
 * @cat Plugins/Cookie
 * @author Klaus Hartl/klaus.hartl@stilbuero.de
 */
jQuery.cookie = function(name, value, options) {
    if (typeof value != 'undefined') { // name and value given, set cookie
        options = options || {};
        if (value === null) {
            value = '';
            options.expires = -1;
        }
        var expires = '';
        if (options.expires && (typeof options.expires == 'number' || options.expires.toUTCString)) {
            var date;
            if (typeof options.expires == 'number') {
                date = new Date();
                date.setTime(date.getTime() + (options.expires * 24 * 60 * 60 * 1000));
            } else {
                date = options.expires;
            }
            expires = '; expires=' + date.toUTCString(); // use expires attribute, max-age is not supported by IE
        }
        // CAUTION: Needed to parenthesize options.path and options.domain
        // in the following expressions, otherwise they evaluate to undefined
        // in the packed version for some reason...
        var path = options.path ? '; path=' + (options.path) : '';
        var domain = options.domain ? '; domain=' + (options.domain) : '';
        var secure = options.secure ? '; secure' : '';
        document.cookie = [name, '=', encodeURIComponent(value), expires, path, domain, secure].join('');
    } else { // only name given, get cookie
        var cookieValue = null;
        if (document.cookie && document.cookie != '') {
            var cookies = document.cookie.split(';');
            for (var i = 0; i < cookies.length; i++) {
                var cookie = jQuery.trim(cookies[i]);
                // Does this cookie string begin with the name we want?
                if (cookie.substring(0, name.length + 1) == (name + '=')) {
                    cookieValue = decodeURIComponent(cookie.substring(name.length + 1));
                    break;
                }
            }
        }
        return cookieValue;
    }
};
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		Answer


		I think the last pair is the most challenging for me and others I encounter – not because I do not accept it on the basis of evidence emerging from over 30 years of cognitive science research, but because it is still difficult to talk about. My experience is that the majority of people take the traditional view so much for granted that the alternative is often dismissed before the conversation can begin. Recently my daughter's teacher responded in this manner in response to points she raised in an essay for her ‘theory of knowledge subject’ as part of her International Baccalaureate studies.


		The second I find most challenging concerns ‘conceptual metaphors’. The research conducted by Lakoff and Johnson and others suggest that through our evolution we have acquired a predisposition to structure the world in certain ways – and one of the most basic ways we do this is when we form categories. Let me exemplify this by referring to what they call the ‘container metaphor’. One needs to think of this in terms of say a child's development from birth. For these researchers metaphors have an embodied basis, e.g. a child putting things in and out of any container is a basic experience; later this is internalized as in–out action patterns (‘container’ image schema) followed by literal language application of schema, e.g., ‘Out of the box’; ‘In my pocket’; ‘Out of the cup’; ‘In the fridge’. Then there is progressive metaphorical extension, e.g.


		‘Go into the house’


		‘I'm in bed’


		‘I'm in her class’


		‘They won't let me in their group’


		‘Keep it in the family’


		‘Within the terms of reference’


		‘An outsider’


		‘Exclusive restaurant’


		‘In time’


		‘In washing the window, I cracked it.’


		‘There are lots of houses in London’


		‘In love’


		‘Let out your bottled up anger’


		‘Fall into a depression’


		‘I put a lot of energy into this’


		‘Pick out the best theory’


		‘I give up – I'm getting out of the race’


		‘It finally came out that he had lied to us’


		‘My kind of person’


		The implication of this explanation is that we do not engage in a process of universal reason which is independent of our biological history.
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							Table 2 A summary of the characteristics that distinguish systemic thinking and action and systematic thinking and action


		
			
				
							Systemic thinking
							Systematic thinking
				


			
			
				
							Properties of the whole differ, they are said to emerge from their parts; e.g. the wetness of water cannot be understood in terms of hydrogen and oxygen.
							The whole can be understood by considering just the parts through linear cause-effect mechanisms.
				


				
							Boundaries of systems are determined by the perspectives of those who participate in formulating them. The result is a system of interest.
							Systems exist as concrete entities; there is a correspondence between the description and the described phenomenon.
				


				
							Individuals hold partial perspectives of the whole; when combined, these provide multiple partial perspectives.
							Perspective is not important.
				


				
							Systems are characterized by feedback; may be negative, Analysis is linear, i.e. compensatory or balancing; or positive, i.e. exaggerating or reinforcing.
							Analysis in linear.
				


				
							Systems cannot be understood by analysis of the component parts. The properties of the parts are not intrinsic properties, but can be understood only within the context of the larger whole through studying the interconnections.
							A situation can be understood by step-by-step analysis followed by evaluation and repetition of the original analysis.
				


				
							Concentrates on basic principles of organization.
							Concentrates on basic building blocks.
				


				
							Systems are nested within other systems – they are multi-layered and interconnect to form networks.
							There is a foundation on which the parts an be understood.
				


				
							Contextual.
							Analytical.
				


				
							Concerned with process.
							Concerned with entities and properties.
				


				
							The properties of the whole system are destroyed when the system is dissected, either physically or theoretically, into isolated elements.
							The system can be reconstructed after studying the components.
				


				
							
						Systemic action
					
							
						Systematic action
					
				


				
							The espoused role and the action of the decision-maker is very much part of an interacting ecology of systems. How the researcher perceives the situation is critical to the system being studied. The role is that of participant-conceptualizer.
							The espoused role of the decision-maker is that of participant-observer. In practice, however, the decision maker claims to be objective and thus remains ‘outside’ the system being studied.
				


				
							Ethics are perceived as being multi-levelled as are the levels of systems themselves. What might be good at one level might be bad at another. Responsibility replaces objectivity in whole-systems ethics.
							Ethics and values are not addressed as a central theme. They are not integrated into the change process; the researcher takes an objective stance.
				


				
							It is the interaction of the practitioner and a system of interest with its context (its environment) that is the main focus of exploration and change.
							The system being studied is seen as distinct from its environment. It may be spoken of in open-system terms but intervention is performed as though it were a closed system.
				


				
							Perception and action are based on experience of the world, especially on the experience of patterns that connect entities and the meaning generated by viewing events in their contexts.
							Perception and action are based on a belief in a ‘real world’; a world of discrete entities that have meaning in and of themselves.
				


				
							There is an attempt to stand back and explore the traditions of understanding in which the practitioner is immersed.
							Traditions of understanding may not be questioned although the method of analysis may be evaluated.
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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/*!
 * jQuery JavaScript Library v1.4.2
 * http://jquery.com/
 *
 * Copyright 2010, John Resig
 * Dual licensed under the MIT or GPL Version 2 licenses.
 * http://jquery.org/license
 *
 * Includes Sizzle.js
 * http://sizzlejs.com/
 * Copyright 2010, The Dojo Foundation
 * Released under the MIT, BSD, and GPL Licenses.
 *
 * Date: Sat Feb 13 22:33:48 2010 -0500
 */
(function( window, undefined ) {

// Define a local copy of jQuery
var jQuery = function( selector, context ) {
		// The jQuery object is actually just the init constructor 'enhanced'
		return new jQuery.fn.init( selector, context );
	},

	// Map over jQuery in case of overwrite
	_jQuery = window.jQuery,

	// Map over the $ in case of overwrite
	_$ = window.$,

	// Use the correct document accordingly with window argument (sandbox)
	document = window.document,

	// A central reference to the root jQuery(document)
	rootjQuery,

	// A simple way to check for HTML strings or ID strings
	// (both of which we optimize for)
	quickExpr = /^[^<]*(<[\w\W]+>)[^>]*$|^#([\w-]+)$/,

	// Is it a simple selector
	isSimple = /^.[^:#\[\.,]*$/,

	// Check if a string has a non-whitespace character in it
	rnotwhite = /\S/,

	// Used for trimming whitespace
	rtrim = /^(\s|\u00A0)+|(\s|\u00A0)+$/g,

	// Match a standalone tag
	rsingleTag = /^<(\w+)\s*\/?>(?:<\/\1>)?$/,

	// Keep a UserAgent string for use with jQuery.browser
	userAgent = navigator.userAgent,

	// For matching the engine and version of the browser
	browserMatch,
	
	// Has the ready events already been bound?
	readyBound = false,
	
	// The functions to execute on DOM ready
	readyList = [],

	// The ready event handler
	DOMContentLoaded,

	// Save a reference to some core methods
	toString = Object.prototype.toString,
	hasOwnProperty = Object.prototype.hasOwnProperty,
	push = Array.prototype.push,
	slice = Array.prototype.slice,
	indexOf = Array.prototype.indexOf;

jQuery.fn = jQuery.prototype = {
	init: function( selector, context ) {
		var match, elem, ret, doc;

		// Handle $(""), $(null), or $(undefined)
		if ( !selector ) {
			return this;
		}

		// Handle $(DOMElement)
		if ( selector.nodeType ) {
			this.context = this[0] = selector;
			this.length = 1;
			return this;
		}
		
		// The body element only exists once, optimize finding it
		if ( selector === "body" && !context ) {
			this.context = document;
			this[0] = document.body;
			this.selector = "body";
			this.length = 1;
			return this;
		}

		// Handle HTML strings
		if ( typeof selector === "string" ) {
			// Are we dealing with HTML string or an ID?
			match = quickExpr.exec( selector );

			// Verify a match, and that no context was specified for #id
			if ( match && (match[1] || !context) ) {

				// HANDLE: $(html) -> $(array)
				if ( match[1] ) {
					doc = (context ? context.ownerDocument || context : document);

					// If a single string is passed in and it's a single tag
					// just do a createElement and skip the rest
					ret = rsingleTag.exec( selector );

					if ( ret ) {
						if ( jQuery.isPlainObject( context ) ) {
							selector = [ document.createElement( ret[1] ) ];
							jQuery.fn.attr.call( selector, context, true );

						} else {
							selector = [ doc.createElement( ret[1] ) ];
						}

					} else {
						ret = buildFragment( [ match[1] ], [ doc ] );
						selector = (ret.cacheable ? ret.fragment.cloneNode(true) : ret.fragment).childNodes;
					}
					
					return jQuery.merge( this, selector );
					
				// HANDLE: $("#id")
				} else {
					elem = document.getElementById( match[2] );

					if ( elem ) {
						// Handle the case where IE and Opera return items
						// by name instead of ID
						if ( elem.id !== match[2] ) {
							return rootjQuery.find( selector );
						}

						// Otherwise, we inject the element directly into the jQuery object
						this.length = 1;
						this[0] = elem;
					}

					this.context = document;
					this.selector = selector;
					return this;
				}

			// HANDLE: $("TAG")
			} else if ( !context && /^\w+$/.test( selector ) ) {
				this.selector = selector;
				this.context = document;
				selector = document.getElementsByTagName( selector );
				return jQuery.merge( this, selector );

			// HANDLE: $(expr, $(...))
			} else if ( !context || context.jquery ) {
				return (context || rootjQuery).find( selector );

			// HANDLE: $(expr, context)
			// (which is just equivalent to: $(context).find(expr)
			} else {
				return jQuery( context ).find( selector );
			}

		// HANDLE: $(function)
		// Shortcut for document ready
		} else if ( jQuery.isFunction( selector ) ) {
			return rootjQuery.ready( selector );
		}

		if (selector.selector !== undefined) {
			this.selector = selector.selector;
			this.context = selector.context;
		}

		return jQuery.makeArray( selector, this );
	},

	// Start with an empty selector
	selector: "",

	// The current version of jQuery being used
	jquery: "1.4.2",

	// The default length of a jQuery object is 0
	length: 0,

	// The number of elements contained in the matched element set
	size: function() {
		return this.length;
	},

	toArray: function() {
		return slice.call( this, 0 );
	},

	// Get the Nth element in the matched element set OR
	// Get the whole matched element set as a clean array
	get: function( num ) {
		return num == null ?

			// Return a 'clean' array
			this.toArray() :

			// Return just the object
			( num < 0 ? this.slice(num)[ 0 ] : this[ num ] );
	},

	// Take an array of elements and push it onto the stack
	// (returning the new matched element set)
	pushStack: function( elems, name, selector ) {
		// Build a new jQuery matched element set
		var ret = jQuery();

		if ( jQuery.isArray( elems ) ) {
			push.apply( ret, elems );
		
		} else {
			jQuery.merge( ret, elems );
		}

		// Add the old object onto the stack (as a reference)
		ret.prevObject = this;

		ret.context = this.context;

		if ( name === "find" ) {
			ret.selector = this.selector + (this.selector ? " " : "") + selector;
		} else if ( name ) {
			ret.selector = this.selector + "." + name + "(" + selector + ")";
		}

		// Return the newly-formed element set
		return ret;
	},

	// Execute a callback for every element in the matched set.
	// (You can seed the arguments with an array of args, but this is
	// only used internally.)
	each: function( callback, args ) {
		return jQuery.each( this, callback, args );
	},
	
	ready: function( fn ) {
		// Attach the listeners
		jQuery.bindReady();

		// If the DOM is already ready
		if ( jQuery.isReady ) {
			// Execute the function immediately
			fn.call( document, jQuery );

		// Otherwise, remember the function for later
		} else if ( readyList ) {
			// Add the function to the wait list
			readyList.push( fn );
		}

		return this;
	},
	
	eq: function( i ) {
		return i === -1 ?
			this.slice( i ) :
			this.slice( i, +i + 1 );
	},

	first: function() {
		return this.eq( 0 );
	},

	last: function() {
		return this.eq( -1 );
	},

	slice: function() {
		return this.pushStack( slice.apply( this, arguments ),
			"slice", slice.call(arguments).join(",") );
	},

	map: function( callback ) {
		return this.pushStack( jQuery.map(this, function( elem, i ) {
			return callback.call( elem, i, elem );
		}));
	},
	
	end: function() {
		return this.prevObject || jQuery(null);
	},

	// For internal use only.
	// Behaves like an Array's method, not like a jQuery method.
	push: push,
	sort: [].sort,
	splice: [].splice
};

// Give the init function the jQuery prototype for later instantiation
jQuery.fn.init.prototype = jQuery.fn;

jQuery.extend = jQuery.fn.extend = function() {
	// copy reference to target object
	var target = arguments[0] || {}, i = 1, length = arguments.length, deep = false, options, name, src, copy;

	// Handle a deep copy situation
	if ( typeof target === "boolean" ) {
		deep = target;
		target = arguments[1] || {};
		// skip the boolean and the target
		i = 2;
	}

	// Handle case when target is a string or something (possible in deep copy)
	if ( typeof target !== "object" && !jQuery.isFunction(target) ) {
		target = {};
	}

	// extend jQuery itself if only one argument is passed
	if ( length === i ) {
		target = this;
		--i;
	}

	for ( ; i < length; i++ ) {
		// Only deal with non-null/undefined values
		if ( (options = arguments[ i ]) != null ) {
			// Extend the base object
			for ( name in options ) {
				src = target[ name ];
				copy = options[ name ];

				// Prevent never-ending loop
				if ( target === copy ) {
					continue;
				}

				// Recurse if we're merging object literal values or arrays
				if ( deep && copy && ( jQuery.isPlainObject(copy) || jQuery.isArray(copy) ) ) {
					var clone = src && ( jQuery.isPlainObject(src) || jQuery.isArray(src) ) ? src
						: jQuery.isArray(copy) ? [] : {};

					// Never move original objects, clone them
					target[ name ] = jQuery.extend( deep, clone, copy );

				// Don't bring in undefined values
				} else if ( copy !== undefined ) {
					target[ name ] = copy;
				}
			}
		}
	}

	// Return the modified object
	return target;
};

jQuery.extend({
	noConflict: function( deep ) {
		window.$ = _$;

		if ( deep ) {
			window.jQuery = _jQuery;
		}

		return jQuery;
	},
	
	// Is the DOM ready to be used? Set to true once it occurs.
	isReady: false,
	
	// Handle when the DOM is ready
	ready: function() {
		// Make sure that the DOM is not already loaded
		if ( !jQuery.isReady ) {
			// Make sure body exists, at least, in case IE gets a little overzealous (ticket #5443).
			if ( !document.body ) {
				return setTimeout( jQuery.ready, 13 );
			}

			// Remember that the DOM is ready
			jQuery.isReady = true;

			// If there are functions bound, to execute
			if ( readyList ) {
				// Execute all of them
				var fn, i = 0;
				while ( (fn = readyList[ i++ ]) ) {
					fn.call( document, jQuery );
				}

				// Reset the list of functions
				readyList = null;
			}

			// Trigger any bound ready events
			if ( jQuery.fn.triggerHandler ) {
				jQuery( document ).triggerHandler( "ready" );
			}
		}
	},
	
	bindReady: function() {
		if ( readyBound ) {
			return;
		}

		readyBound = true;

		// Catch cases where $(document).ready() is called after the
		// browser event has already occurred.
		if ( document.readyState === "complete" ) {
			return jQuery.ready();
		}

		// Mozilla, Opera and webkit nightlies currently support this event
		if ( document.addEventListener ) {
			// Use the handy event callback
			document.addEventListener( "DOMContentLoaded", DOMContentLoaded, false );
			
			// A fallback to window.onload, that will always work
			window.addEventListener( "load", jQuery.ready, false );

		// If IE event model is used
		} else if ( document.attachEvent ) {
			// ensure firing before onload,
			// maybe late but safe also for iframes
			document.attachEvent("onreadystatechange", DOMContentLoaded);
			
			// A fallback to window.onload, that will always work
			window.attachEvent( "onload", jQuery.ready );

			// If IE and not a frame
			// continually check to see if the document is ready
			var toplevel = false;

			try {
				toplevel = window.frameElement == null;
			} catch(e) {}

			if ( document.documentElement.doScroll && toplevel ) {
				doScrollCheck();
			}
		}
	},

	// See test/unit/core.js for details concerning isFunction.
	// Since version 1.3, DOM methods and functions like alert
	// aren't supported. They return false on IE (#2968).
	isFunction: function( obj ) {
		return toString.call(obj) === "[object Function]";
	},

	isArray: function( obj ) {
		return toString.call(obj) === "[object Array]";
	},

	isPlainObject: function( obj ) {
		// Must be an Object.
		// Because of IE, we also have to check the presence of the constructor property.
		// Make sure that DOM nodes and window objects don't pass through, as well
		if ( !obj || toString.call(obj) !== "[object Object]" || obj.nodeType || obj.setInterval ) {
			return false;
		}
		
		// Not own constructor property must be Object
		if ( obj.constructor
			&& !hasOwnProperty.call(obj, "constructor")
			&& !hasOwnProperty.call(obj.constructor.prototype, "isPrototypeOf") ) {
			return false;
		}
		
		// Own properties are enumerated firstly, so to speed up,
		// if last one is own, then all properties are own.
	
		var key;
		for ( key in obj ) {}
		
		return key === undefined || hasOwnProperty.call( obj, key );
	},

	isEmptyObject: function( obj ) {
		for ( var name in obj ) {
			return false;
		}
		return true;
	},
	
	error: function( msg ) {
		throw msg;
	},
	
	parseJSON: function( data ) {
		if ( typeof data !== "string" || !data ) {
			return null;
		}

		// Make sure leading/trailing whitespace is removed (IE can't handle it)
		data = jQuery.trim( data );
		
		// Make sure the incoming data is actual JSON
		// Logic borrowed from http://json.org/json2.js
		if ( /^[\],:{}\s]*$/.test(data.replace(/\\(?:["\\\/bfnrt]|u[0-9a-fA-F]{4})/g, "@")
			.replace(/"[^"\\\n\r]*"|true|false|null|-?\d+(?:\.\d*)?(?:[eE][+\-]?\d+)?/g, "]")
			.replace(/(?:^|:|,)(?:\s*\[)+/g, "")) ) {

			// Try to use the native JSON parser first
			return window.JSON && window.JSON.parse ?
				window.JSON.parse( data ) :
				(new Function("return " + data))();

		} else {
			jQuery.error( "Invalid JSON: " + data );
		}
	},

	noop: function() {},

	// Evalulates a script in a global context
	globalEval: function( data ) {
		if ( data && rnotwhite.test(data) ) {
			// Inspired by code by Andrea Giammarchi
			// http://webreflection.blogspot.com/2007/08/global-scope-evaluation-and-dom.html
			var head = document.getElementsByTagName("head")[0] || document.documentElement,
				script = document.createElement("script");

			script.type = "text/javascript";

			if ( jQuery.support.scriptEval ) {
				script.appendChild( document.createTextNode( data ) );
			} else {
				script.text = data;
			}

			// Use insertBefore instead of appendChild to circumvent an IE6 bug.
			// This arises when a base node is used (#2709).
			head.insertBefore( script, head.firstChild );
			head.removeChild( script );
		}
	},

	nodeName: function( elem, name ) {
		return elem.nodeName && elem.nodeName.toUpperCase() === name.toUpperCase();
	},

	// args is for internal usage only
	each: function( object, callback, args ) {
		var name, i = 0,
			length = object.length,
			isObj = length === undefined || jQuery.isFunction(object);

		if ( args ) {
			if ( isObj ) {
				for ( name in object ) {
					if ( callback.apply( object[ name ], args ) === false ) {
						break;
					}
				}
			} else {
				for ( ; i < length; ) {
					if ( callback.apply( object[ i++ ], args ) === false ) {
						break;
					}
				}
			}

		// A special, fast, case for the most common use of each
		} else {
			if ( isObj ) {
				for ( name in object ) {
					if ( callback.call( object[ name ], name, object[ name ] ) === false ) {
						break;
					}
				}
			} else {
				for ( var value = object[0];
					i < length && callback.call( value, i, value ) !== false; value = object[++i] ) {}
			}
		}

		return object;
	},

	trim: function( text ) {
		return (text || "").replace( rtrim, "" );
	},

	// results is for internal usage only
	makeArray: function( array, results ) {
		var ret = results || [];

		if ( array != null ) {
			// The window, strings (and functions) also have 'length'
			// The extra typeof function check is to prevent crashes
			// in Safari 2 (See: #3039)
			if ( array.length == null || typeof array === "string" || jQuery.isFunction(array) || (typeof array !== "function" && array.setInterval) ) {
				push.call( ret, array );
			} else {
				jQuery.merge( ret, array );
			}
		}

		return ret;
	},

	inArray: function( elem, array ) {
		if ( array.indexOf ) {
			return array.indexOf( elem );
		}

		for ( var i = 0, length = array.length; i < length; i++ ) {
			if ( array[ i ] === elem ) {
				return i;
			}
		}

		return -1;
	},

	merge: function( first, second ) {
		var i = first.length, j = 0;

		if ( typeof second.length === "number" ) {
			for ( var l = second.length; j < l; j++ ) {
				first[ i++ ] = second[ j ];
			}
		
		} else {
			while ( second[j] !== undefined ) {
				first[ i++ ] = second[ j++ ];
			}
		}

		first.length = i;

		return first;
	},

	grep: function( elems, callback, inv ) {
		var ret = [];

		// Go through the array, only saving the items
		// that pass the validator function
		for ( var i = 0, length = elems.length; i < length; i++ ) {
			if ( !inv !== !callback( elems[ i ], i ) ) {
				ret.push( elems[ i ] );
			}
		}

		return ret;
	},

	// arg is for internal usage only
	map: function( elems, callback, arg ) {
		var ret = [], value;

		// Go through the array, translating each of the items to their
		// new value (or values).
		for ( var i = 0, length = elems.length; i < length; i++ ) {
			value = callback( elems[ i ], i, arg );

			if ( value != null ) {
				ret[ ret.length ] = value;
			}
		}

		return ret.concat.apply( [], ret );
	},

	// A global GUID counter for objects
	guid: 1,

	proxy: function( fn, proxy, thisObject ) {
		if ( arguments.length === 2 ) {
			if ( typeof proxy === "string" ) {
				thisObject = fn;
				fn = thisObject[ proxy ];
				proxy = undefined;

			} else if ( proxy && !jQuery.isFunction( proxy ) ) {
				thisObject = proxy;
				proxy = undefined;
			}
		}

		if ( !proxy && fn ) {
			proxy = function() {
				return fn.apply( thisObject || this, arguments );
			};
		}

		// Set the guid of unique handler to the same of original handler, so it can be removed
		if ( fn ) {
			proxy.guid = fn.guid = fn.guid || proxy.guid || jQuery.guid++;
		}

		// So proxy can be declared as an argument
		return proxy;
	},

	// Use of jQuery.browser is frowned upon.
	// More details: http://docs.jquery.com/Utilities/jQuery.browser
	uaMatch: function( ua ) {
		ua = ua.toLowerCase();

		var match = /(webkit)[ \/]([\w.]+)/.exec( ua ) ||
			/(opera)(?:.*version)?[ \/]([\w.]+)/.exec( ua ) ||
			/(msie) ([\w.]+)/.exec( ua ) ||
			!/compatible/.test( ua ) && /(mozilla)(?:.*? rv:([\w.]+))?/.exec( ua ) ||
		  	[];

		return { browser: match[1] || "", version: match[2] || "0" };
	},

	browser: {}
});

browserMatch = jQuery.uaMatch( userAgent );
if ( browserMatch.browser ) {
	jQuery.browser[ browserMatch.browser ] = true;
	jQuery.browser.version = browserMatch.version;
}

// Deprecated, use jQuery.browser.webkit instead
if ( jQuery.browser.webkit ) {
	jQuery.browser.safari = true;
}

if ( indexOf ) {
	jQuery.inArray = function( elem, array ) {
		return indexOf.call( array, elem );
	};
}

// All jQuery objects should point back to these
rootjQuery = jQuery(document);

// Cleanup functions for the document ready method
if ( document.addEventListener ) {
	DOMContentLoaded = function() {
		document.removeEventListener( "DOMContentLoaded", DOMContentLoaded, false );
		jQuery.ready();
	};

} else if ( document.attachEvent ) {
	DOMContentLoaded = function() {
		// Make sure body exists, at least, in case IE gets a little overzealous (ticket #5443).
		if ( document.readyState === "complete" ) {
			document.detachEvent( "onreadystatechange", DOMContentLoaded );
			jQuery.ready();
		}
	};
}

// The DOM ready check for Internet Explorer
function doScrollCheck() {
	if ( jQuery.isReady ) {
		return;
	}

	try {
		// If IE is used, use the trick by Diego Perini
		// http://javascript.nwbox.com/IEContentLoaded/
		document.documentElement.doScroll("left");
	} catch( error ) {
		setTimeout( doScrollCheck, 1 );
		return;
	}

	// and execute any waiting functions
	jQuery.ready();
}

function evalScript( i, elem ) {
	if ( elem.src ) {
		jQuery.ajax({
			url: elem.src,
			async: false,
			dataType: "script"
		});
	} else {
		jQuery.globalEval( elem.text || elem.textContent || elem.innerHTML || "" );
	}

	if ( elem.parentNode ) {
		elem.parentNode.removeChild( elem );
	}
}

// Mutifunctional method to get and set values to a collection
// The value/s can be optionally by executed if its a function
function access( elems, key, value, exec, fn, pass ) {
	var length = elems.length;
	
	// Setting many attributes
	if ( typeof key === "object" ) {
		for ( var k in key ) {
			access( elems, k, key[k], exec, fn, value );
		}
		return elems;
	}
	
	// Setting one attribute
	if ( value !== undefined ) {
		// Optionally, function values get executed if exec is true
		exec = !pass && exec && jQuery.isFunction(value);
		
		for ( var i = 0; i < length; i++ ) {
			fn( elems[i], key, exec ? value.call( elems[i], i, fn( elems[i], key ) ) : value, pass );
		}
		
		return elems;
	}
	
	// Getting an attribute
	return length ? fn( elems[0], key ) : undefined;
}

function now() {
	return (new Date).getTime();
}
(function() {

	jQuery.support = {};

	var root = document.documentElement,
		script = document.createElement("script"),
		div = document.createElement("div"),
		id = "script" + now();

	div.style.display = "none";
	div.innerHTML = "   <link/><table></table><a href='/a' style='color:red;float:left;opacity:.55;'>a</a><input type='checkbox'/>";

	var all = div.getElementsByTagName("*"),
		a = div.getElementsByTagName("a")[0];

	// Can't get basic test support
	if ( !all || !all.length || !a ) {
		return;
	}

	jQuery.support = {
		// IE strips leading whitespace when .innerHTML is used
		leadingWhitespace: div.firstChild.nodeType === 3,

		// Make sure that tbody elements aren't automatically inserted
		// IE will insert them into empty tables
		tbody: !div.getElementsByTagName("tbody").length,

		// Make sure that link elements get serialized correctly by innerHTML
		// This requires a wrapper element in IE
		htmlSerialize: !!div.getElementsByTagName("link").length,

		// Get the style information from getAttribute
		// (IE uses .cssText insted)
		style: /red/.test( a.getAttribute("style") ),

		// Make sure that URLs aren't manipulated
		// (IE normalizes it by default)
		hrefNormalized: a.getAttribute("href") === "/a",

		// Make sure that element opacity exists
		// (IE uses filter instead)
		// Use a regex to work around a WebKit issue. See #5145
		opacity: /^0.55$/.test( a.style.opacity ),

		// Verify style float existence
		// (IE uses styleFloat instead of cssFloat)
		cssFloat: !!a.style.cssFloat,

		// Make sure that if no value is specified for a checkbox
		// that it defaults to "on".
		// (WebKit defaults to "" instead)
		checkOn: div.getElementsByTagName("input")[0].value === "on",

		// Make sure that a selected-by-default option has a working selected property.
		// (WebKit defaults to false instead of true, IE too, if it's in an optgroup)
		optSelected: document.createElement("select").appendChild( document.createElement("option") ).selected,

		parentNode: div.removeChild( div.appendChild( document.createElement("div") ) ).parentNode === null,

		// Will be defined later
		deleteExpando: true,
		checkClone: false,
		scriptEval: false,
		noCloneEvent: true,
		boxModel: null
	};

	script.type = "text/javascript";
	try {
		script.appendChild( document.createTextNode( "window." + id + "=1;" ) );
	} catch(e) {}

	root.insertBefore( script, root.firstChild );

	// Make sure that the execution of code works by injecting a script
	// tag with appendChild/createTextNode
	// (IE doesn't support this, fails, and uses .text instead)
	if ( window[ id ] ) {
		jQuery.support.scriptEval = true;
		delete window[ id ];
	}

	// Test to see if it's possible to delete an expando from an element
	// Fails in Internet Explorer
	try {
		delete script.test;
	
	} catch(e) {
		jQuery.support.deleteExpando = false;
	}

	root.removeChild( script );

	if ( div.attachEvent && div.fireEvent ) {
		div.attachEvent("onclick", function click() {
			// Cloning a node shouldn't copy over any
			// bound event handlers (IE does this)
			jQuery.support.noCloneEvent = false;
			div.detachEvent("onclick", click);
		});
		div.cloneNode(true).fireEvent("onclick");
	}

	div = document.createElement("div");
	div.innerHTML = "<input type='radio' name='radiotest' checked='checked'/>";

	var fragment = document.createDocumentFragment();
	fragment.appendChild( div.firstChild );

	// WebKit doesn't clone checked state correctly in fragments
	jQuery.support.checkClone = fragment.cloneNode(true).cloneNode(true).lastChild.checked;

	// Figure out if the W3C box model works as expected
	// document.body must exist before we can do this
	jQuery(function() {
		var div = document.createElement("div");
		div.style.width = div.style.paddingLeft = "1px";

		document.body.appendChild( div );
		jQuery.boxModel = jQuery.support.boxModel = div.offsetWidth === 2;
		document.body.removeChild( div ).style.display = 'none';

		div = null;
	});

	// Technique from Juriy Zaytsev
	// http://thinkweb2.com/projects/prototype/detecting-event-support-without-browser-sniffing/
	var eventSupported = function( eventName ) { 
		var el = document.createElement("div"); 
		eventName = "on" + eventName; 

		var isSupported = (eventName in el); 
		if ( !isSupported ) { 
			el.setAttribute(eventName, "return;"); 
			isSupported = typeof el[eventName] === "function"; 
		} 
		el = null; 

		return isSupported; 
	};
	
	jQuery.support.submitBubbles = eventSupported("submit");
	jQuery.support.changeBubbles = eventSupported("change");

	// release memory in IE
	root = script = div = all = a = null;
})();

jQuery.props = {
	"for": "htmlFor",
	"class": "className",
	readonly: "readOnly",
	maxlength: "maxLength",
	cellspacing: "cellSpacing",
	rowspan: "rowSpan",
	colspan: "colSpan",
	tabindex: "tabIndex",
	usemap: "useMap",
	frameborder: "frameBorder"
};
var expando = "jQuery" + now(), uuid = 0, windowData = {};

jQuery.extend({
	cache: {},
	
	expando:expando,

	// The following elements throw uncatchable exceptions if you
	// attempt to add expando properties to them.
	noData: {
		"embed": true,
		"object": true,
		"applet": true
	},

	data: function( elem, name, data ) {
		if ( elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()] ) {
			return;
		}

		elem = elem == window ?
			windowData :
			elem;

		var id = elem[ expando ], cache = jQuery.cache, thisCache;

		if ( !id && typeof name === "string" && data === undefined ) {
			return null;
		}

		// Compute a unique ID for the element
		if ( !id ) { 
			id = ++uuid;
		}

		// Avoid generating a new cache unless none exists and we
		// want to manipulate it.
		if ( typeof name === "object" ) {
			elem[ expando ] = id;
			thisCache = cache[ id ] = jQuery.extend(true, {}, name);

		} else if ( !cache[ id ] ) {
			elem[ expando ] = id;
			cache[ id ] = {};
		}

		thisCache = cache[ id ];

		// Prevent overriding the named cache with undefined values
		if ( data !== undefined ) {
			thisCache[ name ] = data;
		}

		return typeof name === "string" ? thisCache[ name ] : thisCache;
	},

	removeData: function( elem, name ) {
		if ( elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()] ) {
			return;
		}

		elem = elem == window ?
			windowData :
			elem;

		var id = elem[ expando ], cache = jQuery.cache, thisCache = cache[ id ];

		// If we want to remove a specific section of the element's data
		if ( name ) {
			if ( thisCache ) {
				// Remove the section of cache data
				delete thisCache[ name ];

				// If we've removed all the data, remove the element's cache
				if ( jQuery.isEmptyObject(thisCache) ) {
					jQuery.removeData( elem );
				}
			}

		// Otherwise, we want to remove all of the element's data
		} else {
			if ( jQuery.support.deleteExpando ) {
				delete elem[ jQuery.expando ];

			} else if ( elem.removeAttribute ) {
				elem.removeAttribute( jQuery.expando );
			}

			// Completely remove the data cache
			delete cache[ id ];
		}
	}
});

jQuery.fn.extend({
	data: function( key, value ) {
		if ( typeof key === "undefined" && this.length ) {
			return jQuery.data( this[0] );

		} else if ( typeof key === "object" ) {
			return this.each(function() {
				jQuery.data( this, key );
			});
		}

		var parts = key.split(".");
		parts[1] = parts[1] ? "." + parts[1] : "";

		if ( value === undefined ) {
			var data = this.triggerHandler("getData" + parts[1] + "!", [parts[0]]);

			if ( data === undefined && this.length ) {
				data = jQuery.data( this[0], key );
			}
			return data === undefined && parts[1] ?
				this.data( parts[0] ) :
				data;
		} else {
			return this.trigger("setData" + parts[1] + "!", [parts[0], value]).each(function() {
				jQuery.data( this, key, value );
			});
		}
	},

	removeData: function( key ) {
		return this.each(function() {
			jQuery.removeData( this, key );
		});
	}
});
jQuery.extend({
	queue: function( elem, type, data ) {
		if ( !elem ) {
			return;
		}

		type = (type || "fx") + "queue";
		var q = jQuery.data( elem, type );

		// Speed up dequeue by getting out quickly if this is just a lookup
		if ( !data ) {
			return q || [];
		}

		if ( !q || jQuery.isArray(data) ) {
			q = jQuery.data( elem, type, jQuery.makeArray(data) );

		} else {
			q.push( data );
		}

		return q;
	},

	dequeue: function( elem, type ) {
		type = type || "fx";

		var queue = jQuery.queue( elem, type ), fn = queue.shift();

		// If the fx queue is dequeued, always remove the progress sentinel
		if ( fn === "inprogress" ) {
			fn = queue.shift();
		}

		if ( fn ) {
			// Add a progress sentinel to prevent the fx queue from being
			// automatically dequeued
			if ( type === "fx" ) {
				queue.unshift("inprogress");
			}

			fn.call(elem, function() {
				jQuery.dequeue(elem, type);
			});
		}
	}
});

jQuery.fn.extend({
	queue: function( type, data ) {
		if ( typeof type !== "string" ) {
			data = type;
			type = "fx";
		}

		if ( data === undefined ) {
			return jQuery.queue( this[0], type );
		}
		return this.each(function( i, elem ) {
			var queue = jQuery.queue( this, type, data );

			if ( type === "fx" && queue[0] !== "inprogress" ) {
				jQuery.dequeue( this, type );
			}
		});
	},
	dequeue: function( type ) {
		return this.each(function() {
			jQuery.dequeue( this, type );
		});
	},

	// Based off of the plugin by Clint Helfers, with permission.
	// http://blindsignals.com/index.php/2009/07/jquery-delay/
	delay: function( time, type ) {
		time = jQuery.fx ? jQuery.fx.speeds[time] || time : time;
		type = type || "fx";

		return this.queue( type, function() {
			var elem = this;
			setTimeout(function() {
				jQuery.dequeue( elem, type );
			}, time );
		});
	},

	clearQueue: function( type ) {
		return this.queue( type || "fx", [] );
	}
});
var rclass = /[\n\t]/g,
	rspace = /\s+/,
	rreturn = /\r/g,
	rspecialurl = /href|src|style/,
	rtype = /(button|input)/i,
	rfocusable = /(button|input|object|select|textarea)/i,
	rclickable = /^(a|area)$/i,
	rradiocheck = /radio|checkbox/;

jQuery.fn.extend({
	attr: function( name, value ) {
		return access( this, name, value, true, jQuery.attr );
	},

	removeAttr: function( name, fn ) {
		return this.each(function(){
			jQuery.attr( this, name, "" );
			if ( this.nodeType === 1 ) {
				this.removeAttribute( name );
			}
		});
	},

	addClass: function( value ) {
		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.addClass( value.call(this, i, self.attr("class")) );
			});
		}

		if ( value && typeof value === "string" ) {
			var classNames = (value || "").split( rspace );

			for ( var i = 0, l = this.length; i < l; i++ ) {
				var elem = this[i];

				if ( elem.nodeType === 1 ) {
					if ( !elem.className ) {
						elem.className = value;

					} else {
						var className = " " + elem.className + " ", setClass = elem.className;
						for ( var c = 0, cl = classNames.length; c < cl; c++ ) {
							if ( className.indexOf( " " + classNames[c] + " " ) < 0 ) {
								setClass += " " + classNames[c];
							}
						}
						elem.className = jQuery.trim( setClass );
					}
				}
			}
		}

		return this;
	},

	removeClass: function( value ) {
		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.removeClass( value.call(this, i, self.attr("class")) );
			});
		}

		if ( (value && typeof value === "string") || value === undefined ) {
			var classNames = (value || "").split(rspace);

			for ( var i = 0, l = this.length; i < l; i++ ) {
				var elem = this[i];

				if ( elem.nodeType === 1 && elem.className ) {
					if ( value ) {
						var className = (" " + elem.className + " ").replace(rclass, " ");
						for ( var c = 0, cl = classNames.length; c < cl; c++ ) {
							className = className.replace(" " + classNames[c] + " ", " ");
						}
						elem.className = jQuery.trim( className );

					} else {
						elem.className = "";
					}
				}
			}
		}

		return this;
	},

	toggleClass: function( value, stateVal ) {
		var type = typeof value, isBool = typeof stateVal === "boolean";

		if ( jQuery.isFunction( value ) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.toggleClass( value.call(this, i, self.attr("class"), stateVal), stateVal );
			});
		}

		return this.each(function() {
			if ( type === "string" ) {
				// toggle individual class names
				var className, i = 0, self = jQuery(this),
					state = stateVal,
					classNames = value.split( rspace );

				while ( (className = classNames[ i++ ]) ) {
					// check each className given, space seperated list
					state = isBool ? state : !self.hasClass( className );
					self[ state ? "addClass" : "removeClass" ]( className );
				}

			} else if ( type === "undefined" || type === "boolean" ) {
				if ( this.className ) {
					// store className if set
					jQuery.data( this, "__className__", this.className );
				}

				// toggle whole className
				this.className = this.className || value === false ? "" : jQuery.data( this, "__className__" ) || "";
			}
		});
	},

	hasClass: function( selector ) {
		var className = " " + selector + " ";
		for ( var i = 0, l = this.length; i < l; i++ ) {
			if ( (" " + this[i].className + " ").replace(rclass, " ").indexOf( className ) > -1 ) {
				return true;
			}
		}

		return false;
	},

	val: function( value ) {
		if ( value === undefined ) {
			var elem = this[0];

			if ( elem ) {
				if ( jQuery.nodeName( elem, "option" ) ) {
					return (elem.attributes.value || {}).specified ? elem.value : elem.text;
				}

				// We need to handle select boxes special
				if ( jQuery.nodeName( elem, "select" ) ) {
					var index = elem.selectedIndex,
						values = [],
						options = elem.options,
						one = elem.type === "select-one";

					// Nothing was selected
					if ( index < 0 ) {
						return null;
					}

					// Loop through all the selected options
					for ( var i = one ? index : 0, max = one ? index + 1 : options.length; i < max; i++ ) {
						var option = options[ i ];

						if ( option.selected ) {
							// Get the specifc value for the option
							value = jQuery(option).val();

							// We don't need an array for one selects
							if ( one ) {
								return value;
							}

							// Multi-Selects return an array
							values.push( value );
						}
					}

					return values;
				}

				// Handle the case where in Webkit "" is returned instead of "on" if a value isn't specified
				if ( rradiocheck.test( elem.type ) && !jQuery.support.checkOn ) {
					return elem.getAttribute("value") === null ? "on" : elem.value;
				}
				

				// Everything else, we just grab the value
				return (elem.value || "").replace(rreturn, "");

			}

			return undefined;
		}

		var isFunction = jQuery.isFunction(value);

		return this.each(function(i) {
			var self = jQuery(this), val = value;

			if ( this.nodeType !== 1 ) {
				return;
			}

			if ( isFunction ) {
				val = value.call(this, i, self.val());
			}

			// Typecast each time if the value is a Function and the appended
			// value is therefore different each time.
			if ( typeof val === "number" ) {
				val += "";
			}

			if ( jQuery.isArray(val) && rradiocheck.test( this.type ) ) {
				this.checked = jQuery.inArray( self.val(), val ) >= 0;

			} else if ( jQuery.nodeName( this, "select" ) ) {
				var values = jQuery.makeArray(val);

				jQuery( "option", this ).each(function() {
					this.selected = jQuery.inArray( jQuery(this).val(), values ) >= 0;
				});

				if ( !values.length ) {
					this.selectedIndex = -1;
				}

			} else {
				this.value = val;
			}
		});
	}
});

jQuery.extend({
	attrFn: {
		val: true,
		css: true,
		html: true,
		text: true,
		data: true,
		width: true,
		height: true,
		offset: true
	},
		
	attr: function( elem, name, value, pass ) {
		// don't set attributes on text and comment nodes
		if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
			return undefined;
		}

		if ( pass && name in jQuery.attrFn ) {
			return jQuery(elem)[name](value);
		}

		var notxml = elem.nodeType !== 1 || !jQuery.isXMLDoc( elem ),
			// Whether we are setting (or getting)
			set = value !== undefined;

		// Try to normalize/fix the name
		name = notxml && jQuery.props[ name ] || name;

		// Only do all the following if this is a node (faster for style)
		if ( elem.nodeType === 1 ) {
			// These attributes require special treatment
			var special = rspecialurl.test( name );

			// Safari mis-reports the default selected property of an option
			// Accessing the parent's selectedIndex property fixes it
			if ( name === "selected" && !jQuery.support.optSelected ) {
				var parent = elem.parentNode;
				if ( parent ) {
					parent.selectedIndex;
	
					// Make sure that it also works with optgroups, see #5701
					if ( parent.parentNode ) {
						parent.parentNode.selectedIndex;
					}
				}
			}

			// If applicable, access the attribute via the DOM 0 way
			if ( name in elem && notxml && !special ) {
				if ( set ) {
					// We can't allow the type property to be changed (since it causes problems in IE)
					if ( name === "type" && rtype.test( elem.nodeName ) && elem.parentNode ) {
						jQuery.error( "type property can't be changed" );
					}

					elem[ name ] = value;
				}

				// browsers index elements by id/name on forms, give priority to attributes.
				if ( jQuery.nodeName( elem, "form" ) && elem.getAttributeNode(name) ) {
					return elem.getAttributeNode( name ).nodeValue;
				}

				// elem.tabIndex doesn't always return the correct value when it hasn't been explicitly set
				// http://fluidproject.org/blog/2008/01/09/getting-setting-and-removing-tabindex-values-with-javascript/
				if ( name === "tabIndex" ) {
					var attributeNode = elem.getAttributeNode( "tabIndex" );

					return attributeNode && attributeNode.specified ?
						attributeNode.value :
						rfocusable.test( elem.nodeName ) || rclickable.test( elem.nodeName ) && elem.href ?
							0 :
							undefined;
				}

				return elem[ name ];
			}

			if ( !jQuery.support.style && notxml && name === "style" ) {
				if ( set ) {
					elem.style.cssText = "" + value;
				}

				return elem.style.cssText;
			}

			if ( set ) {
				// convert the value to a string (all browsers do this but IE) see #1070
				elem.setAttribute( name, "" + value );
			}

			var attr = !jQuery.support.hrefNormalized && notxml && special ?
					// Some attributes require a special call on IE
					elem.getAttribute( name, 2 ) :
					elem.getAttribute( name );

			// Non-existent attributes return null, we normalize to undefined
			return attr === null ? undefined : attr;
		}

		// elem is actually elem.style ... set the style
		// Using attr for specific style information is now deprecated. Use style instead.
		return jQuery.style( elem, name, value );
	}
});
var rnamespaces = /\.(.*)$/,
	fcleanup = function( nm ) {
		return nm.replace(/[^\w\s\.\|`]/g, function( ch ) {
			return "\\" + ch;
		});
	};

/*
 * A number of helper functions used for managing events.
 * Many of the ideas behind this code originated from
 * Dean Edwards' addEvent library.
 */
jQuery.event = {

	// Bind an event to an element
	// Original by Dean Edwards
	add: function( elem, types, handler, data ) {
		if ( elem.nodeType === 3 || elem.nodeType === 8 ) {
			return;
		}

		// For whatever reason, IE has trouble passing the window object
		// around, causing it to be cloned in the process
		if ( elem.setInterval && ( elem !== window && !elem.frameElement ) ) {
			elem = window;
		}

		var handleObjIn, handleObj;

		if ( handler.handler ) {
			handleObjIn = handler;
			handler = handleObjIn.handler;
		}

		// Make sure that the function being executed has a unique ID
		if ( !handler.guid ) {
			handler.guid = jQuery.guid++;
		}

		// Init the element's event structure
		var elemData = jQuery.data( elem );

		// If no elemData is found then we must be trying to bind to one of the
		// banned noData elements
		if ( !elemData ) {
			return;
		}

		var events = elemData.events = elemData.events || {},
			eventHandle = elemData.handle, eventHandle;

		if ( !eventHandle ) {
			elemData.handle = eventHandle = function() {
				// Handle the second event of a trigger and when
				// an event is called after a page has unloaded
				return typeof jQuery !== "undefined" && !jQuery.event.triggered ?
					jQuery.event.handle.apply( eventHandle.elem, arguments ) :
					undefined;
			};
		}

		// Add elem as a property of the handle function
		// This is to prevent a memory leak with non-native events in IE.
		eventHandle.elem = elem;

		// Handle multiple events separated by a space
		// jQuery(...).bind("mouseover mouseout", fn);
		types = types.split(" ");

		var type, i = 0, namespaces;

		while ( (type = types[ i++ ]) ) {
			handleObj = handleObjIn ?
				jQuery.extend({}, handleObjIn) :
				{ handler: handler, data: data };

			// Namespaced event handlers
			if ( type.indexOf(".") > -1 ) {
				namespaces = type.split(".");
				type = namespaces.shift();
				handleObj.namespace = namespaces.slice(0).sort().join(".");

			} else {
				namespaces = [];
				handleObj.namespace = "";
			}

			handleObj.type = type;
			handleObj.guid = handler.guid;

			// Get the current list of functions bound to this event
			var handlers = events[ type ],
				special = jQuery.event.special[ type ] || {};

			// Init the event handler queue
			if ( !handlers ) {
				handlers = events[ type ] = [];

				// Check for a special event handler
				// Only use addEventListener/attachEvent if the special
				// events handler returns false
				if ( !special.setup || special.setup.call( elem, data, namespaces, eventHandle ) === false ) {
					// Bind the global event handler to the element
					if ( elem.addEventListener ) {
						elem.addEventListener( type, eventHandle, false );

					} else if ( elem.attachEvent ) {
						elem.attachEvent( "on" + type, eventHandle );
					}
				}
			}
			
			if ( special.add ) { 
				special.add.call( elem, handleObj ); 

				if ( !handleObj.handler.guid ) {
					handleObj.handler.guid = handler.guid;
				}
			}

			// Add the function to the element's handler list
			handlers.push( handleObj );

			// Keep track of which events have been used, for global triggering
			jQuery.event.global[ type ] = true;
		}

		// Nullify elem to prevent memory leaks in IE
		elem = null;
	},

	global: {},

	// Detach an event or set of events from an element
	remove: function( elem, types, handler, pos ) {
		// don't do events on text and comment nodes
		if ( elem.nodeType === 3 || elem.nodeType === 8 ) {
			return;
		}

		var ret, type, fn, i = 0, all, namespaces, namespace, special, eventType, handleObj, origType,
			elemData = jQuery.data( elem ),
			events = elemData && elemData.events;

		if ( !elemData || !events ) {
			return;
		}

		// types is actually an event object here
		if ( types && types.type ) {
			handler = types.handler;
			types = types.type;
		}

		// Unbind all events for the element
		if ( !types || typeof types === "string" && types.charAt(0) === "." ) {
			types = types || "";

			for ( type in events ) {
				jQuery.event.remove( elem, type + types );
			}

			return;
		}

		// Handle multiple events separated by a space
		// jQuery(...).unbind("mouseover mouseout", fn);
		types = types.split(" ");

		while ( (type = types[ i++ ]) ) {
			origType = type;
			handleObj = null;
			all = type.indexOf(".") < 0;
			namespaces = [];

			if ( !all ) {
				// Namespaced event handlers
				namespaces = type.split(".");
				type = namespaces.shift();

				namespace = new RegExp("(^|\\.)" + 
					jQuery.map( namespaces.slice(0).sort(), fcleanup ).join("\\.(?:.*\\.)?") + "(\\.|$)")
			}

			eventType = events[ type ];

			if ( !eventType ) {
				continue;
			}

			if ( !handler ) {
				for ( var j = 0; j < eventType.length; j++ ) {
					handleObj = eventType[ j ];

					if ( all || namespace.test( handleObj.namespace ) ) {
						jQuery.event.remove( elem, origType, handleObj.handler, j );
						eventType.splice( j--, 1 );
					}
				}

				continue;
			}

			special = jQuery.event.special[ type ] || {};

			for ( var j = pos || 0; j < eventType.length; j++ ) {
				handleObj = eventType[ j ];

				if ( handler.guid === handleObj.guid ) {
					// remove the given handler for the given type
					if ( all || namespace.test( handleObj.namespace ) ) {
						if ( pos == null ) {
							eventType.splice( j--, 1 );
						}

						if ( special.remove ) {
							special.remove.call( elem, handleObj );
						}
					}

					if ( pos != null ) {
						break;
					}
				}
			}

			// remove generic event handler if no more handlers exist
			if ( eventType.length === 0 || pos != null && eventType.length === 1 ) {
				if ( !special.teardown || special.teardown.call( elem, namespaces ) === false ) {
					removeEvent( elem, type, elemData.handle );
				}

				ret = null;
				delete events[ type ];
			}
		}

		// Remove the expando if it's no longer used
		if ( jQuery.isEmptyObject( events ) ) {
			var handle = elemData.handle;
			if ( handle ) {
				handle.elem = null;
			}

			delete elemData.events;
			delete elemData.handle;

			if ( jQuery.isEmptyObject( elemData ) ) {
				jQuery.removeData( elem );
			}
		}
	},

	// bubbling is internal
	trigger: function( event, data, elem /*, bubbling */ ) {
		// Event object or event type
		var type = event.type || event,
			bubbling = arguments[3];

		if ( !bubbling ) {
			event = typeof event === "object" ?
				// jQuery.Event object
				event[expando] ? event :
				// Object literal
				jQuery.extend( jQuery.Event(type), event ) :
				// Just the event type (string)
				jQuery.Event(type);

			if ( type.indexOf("!") >= 0 ) {
				event.type = type = type.slice(0, -1);
				event.exclusive = true;
			}

			// Handle a global trigger
			if ( !elem ) {
				// Don't bubble custom events when global (to avoid too much overhead)
				event.stopPropagation();

				// Only trigger if we've ever bound an event for it
				if ( jQuery.event.global[ type ] ) {
					jQuery.each( jQuery.cache, function() {
						if ( this.events && this.events[type] ) {
							jQuery.event.trigger( event, data, this.handle.elem );
						}
					});
				}
			}

			// Handle triggering a single element

			// don't do events on text and comment nodes
			if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
				return undefined;
			}

			// Clean up in case it is reused
			event.result = undefined;
			event.target = elem;

			// Clone the incoming data, if any
			data = jQuery.makeArray( data );
			data.unshift( event );
		}

		event.currentTarget = elem;

		// Trigger the event, it is assumed that "handle" is a function
		var handle = jQuery.data( elem, "handle" );
		if ( handle ) {
			handle.apply( elem, data );
		}

		var parent = elem.parentNode || elem.ownerDocument;

		// Trigger an inline bound script
		try {
			if ( !(elem && elem.nodeName && jQuery.noData[elem.nodeName.toLowerCase()]) ) {
				if ( elem[ "on" + type ] && elem[ "on" + type ].apply( elem, data ) === false ) {
					event.result = false;
				}
			}

		// prevent IE from throwing an error for some elements with some event types, see #3533
		} catch (e) {}

		if ( !event.isPropagationStopped() && parent ) {
			jQuery.event.trigger( event, data, parent, true );

		} else if ( !event.isDefaultPrevented() ) {
			var target = event.target, old,
				isClick = jQuery.nodeName(target, "a") && type === "click",
				special = jQuery.event.special[ type ] || {};

			if ( (!special._default || special._default.call( elem, event ) === false) && 
				!isClick && !(target && target.nodeName && jQuery.noData[target.nodeName.toLowerCase()]) ) {

				try {
					if ( target[ type ] ) {
						// Make sure that we don't accidentally re-trigger the onFOO events
						old = target[ "on" + type ];

						if ( old ) {
							target[ "on" + type ] = null;
						}

						jQuery.event.triggered = true;
						target[ type ]();
					}

				// prevent IE from throwing an error for some elements with some event types, see #3533
				} catch (e) {}

				if ( old ) {
					target[ "on" + type ] = old;
				}

				jQuery.event.triggered = false;
			}
		}
	},

	handle: function( event ) {
		var all, handlers, namespaces, namespace, events;

		event = arguments[0] = jQuery.event.fix( event || window.event );
		event.currentTarget = this;

		// Namespaced event handlers
		all = event.type.indexOf(".") < 0 && !event.exclusive;

		if ( !all ) {
			namespaces = event.type.split(".");
			event.type = namespaces.shift();
			namespace = new RegExp("(^|\\.)" + namespaces.slice(0).sort().join("\\.(?:.*\\.)?") + "(\\.|$)");
		}

		var events = jQuery.data(this, "events"), handlers = events[ event.type ];

		if ( events && handlers ) {
			// Clone the handlers to prevent manipulation
			handlers = handlers.slice(0);

			for ( var j = 0, l = handlers.length; j < l; j++ ) {
				var handleObj = handlers[ j ];

				// Filter the functions by class
				if ( all || namespace.test( handleObj.namespace ) ) {
					// Pass in a reference to the handler function itself
					// So that we can later remove it
					event.handler = handleObj.handler;
					event.data = handleObj.data;
					event.handleObj = handleObj;
	
					var ret = handleObj.handler.apply( this, arguments );

					if ( ret !== undefined ) {
						event.result = ret;
						if ( ret === false ) {
							event.preventDefault();
							event.stopPropagation();
						}
					}

					if ( event.isImmediatePropagationStopped() ) {
						break;
					}
				}
			}
		}

		return event.result;
	},

	props: "altKey attrChange attrName bubbles button cancelable charCode clientX clientY ctrlKey currentTarget data detail eventPhase fromElement handler keyCode layerX layerY metaKey newValue offsetX offsetY originalTarget pageX pageY prevValue relatedNode relatedTarget screenX screenY shiftKey srcElement target toElement view wheelDelta which".split(" "),

	fix: function( event ) {
		if ( event[ expando ] ) {
			return event;
		}

		// store a copy of the original event object
		// and "clone" to set read-only properties
		var originalEvent = event;
		event = jQuery.Event( originalEvent );

		for ( var i = this.props.length, prop; i; ) {
			prop = this.props[ --i ];
			event[ prop ] = originalEvent[ prop ];
		}

		// Fix target property, if necessary
		if ( !event.target ) {
			event.target = event.srcElement || document; // Fixes #1925 where srcElement might not be defined either
		}

		// check if target is a textnode (safari)
		if ( event.target.nodeType === 3 ) {
			event.target = event.target.parentNode;
		}

		// Add relatedTarget, if necessary
		if ( !event.relatedTarget && event.fromElement ) {
			event.relatedTarget = event.fromElement === event.target ? event.toElement : event.fromElement;
		}

		// Calculate pageX/Y if missing and clientX/Y available
		if ( event.pageX == null && event.clientX != null ) {
			var doc = document.documentElement, body = document.body;
			event.pageX = event.clientX + (doc && doc.scrollLeft || body && body.scrollLeft || 0) - (doc && doc.clientLeft || body && body.clientLeft || 0);
			event.pageY = event.clientY + (doc && doc.scrollTop  || body && body.scrollTop  || 0) - (doc && doc.clientTop  || body && body.clientTop  || 0);
		}

		// Add which for key events
		if ( !event.which && ((event.charCode || event.charCode === 0) ? event.charCode : event.keyCode) ) {
			event.which = event.charCode || event.keyCode;
		}

		// Add metaKey to non-Mac browsers (use ctrl for PC's and Meta for Macs)
		if ( !event.metaKey && event.ctrlKey ) {
			event.metaKey = event.ctrlKey;
		}

		// Add which for click: 1 === left; 2 === middle; 3 === right
		// Note: button is not normalized, so don't use it
		if ( !event.which && event.button !== undefined ) {
			event.which = (event.button & 1 ? 1 : ( event.button & 2 ? 3 : ( event.button & 4 ? 2 : 0 ) ));
		}

		return event;
	},

	// Deprecated, use jQuery.guid instead
	guid: 1E8,

	// Deprecated, use jQuery.proxy instead
	proxy: jQuery.proxy,

	special: {
		ready: {
			// Make sure the ready event is setup
			setup: jQuery.bindReady,
			teardown: jQuery.noop
		},

		live: {
			add: function( handleObj ) {
				jQuery.event.add( this, handleObj.origType, jQuery.extend({}, handleObj, {handler: liveHandler}) ); 
			},

			remove: function( handleObj ) {
				var remove = true,
					type = handleObj.origType.replace(rnamespaces, "");
				
				jQuery.each( jQuery.data(this, "events").live || [], function() {
					if ( type === this.origType.replace(rnamespaces, "") ) {
						remove = false;
						return false;
					}
				});

				if ( remove ) {
					jQuery.event.remove( this, handleObj.origType, liveHandler );
				}
			}

		},

		beforeunload: {
			setup: function( data, namespaces, eventHandle ) {
				// We only want to do this special case on windows
				if ( this.setInterval ) {
					this.onbeforeunload = eventHandle;
				}

				return false;
			},
			teardown: function( namespaces, eventHandle ) {
				if ( this.onbeforeunload === eventHandle ) {
					this.onbeforeunload = null;
				}
			}
		}
	}
};

var removeEvent = document.removeEventListener ?
	function( elem, type, handle ) {
		elem.removeEventListener( type, handle, false );
	} : 
	function( elem, type, handle ) {
		elem.detachEvent( "on" + type, handle );
	};

jQuery.Event = function( src ) {
	// Allow instantiation without the 'new' keyword
	if ( !this.preventDefault ) {
		return new jQuery.Event( src );
	}

	// Event object
	if ( src && src.type ) {
		this.originalEvent = src;
		this.type = src.type;
	// Event type
	} else {
		this.type = src;
	}

	// timeStamp is buggy for some events on Firefox(#3843)
	// So we won't rely on the native value
	this.timeStamp = now();

	// Mark it as fixed
	this[ expando ] = true;
};

function returnFalse() {
	return false;
}
function returnTrue() {
	return true;
}

// jQuery.Event is based on DOM3 Events as specified by the ECMAScript Language Binding
// http://www.w3.org/TR/2003/WD-DOM-Level-3-Events-20030331/ecma-script-binding.html
jQuery.Event.prototype = {
	preventDefault: function() {
		this.isDefaultPrevented = returnTrue;

		var e = this.originalEvent;
		if ( !e ) {
			return;
		}
		
		// if preventDefault exists run it on the original event
		if ( e.preventDefault ) {
			e.preventDefault();
		}
		// otherwise set the returnValue property of the original event to false (IE)
		e.returnValue = false;
	},
	stopPropagation: function() {
		this.isPropagationStopped = returnTrue;

		var e = this.originalEvent;
		if ( !e ) {
			return;
		}
		// if stopPropagation exists run it on the original event
		if ( e.stopPropagation ) {
			e.stopPropagation();
		}
		// otherwise set the cancelBubble property of the original event to true (IE)
		e.cancelBubble = true;
	},
	stopImmediatePropagation: function() {
		this.isImmediatePropagationStopped = returnTrue;
		this.stopPropagation();
	},
	isDefaultPrevented: returnFalse,
	isPropagationStopped: returnFalse,
	isImmediatePropagationStopped: returnFalse
};

// Checks if an event happened on an element within another element
// Used in jQuery.event.special.mouseenter and mouseleave handlers
var withinElement = function( event ) {
	// Check if mouse(over|out) are still within the same parent element
	var parent = event.relatedTarget;

	// Firefox sometimes assigns relatedTarget a XUL element
	// which we cannot access the parentNode property of
	try {
		// Traverse up the tree
		while ( parent && parent !== this ) {
			parent = parent.parentNode;
		}

		if ( parent !== this ) {
			// set the correct event type
			event.type = event.data;

			// handle event if we actually just moused on to a non sub-element
			jQuery.event.handle.apply( this, arguments );
		}

	// assuming we've left the element since we most likely mousedover a xul element
	} catch(e) { }
},

// In case of event delegation, we only need to rename the event.type,
// liveHandler will take care of the rest.
delegate = function( event ) {
	event.type = event.data;
	jQuery.event.handle.apply( this, arguments );
};

// Create mouseenter and mouseleave events
jQuery.each({
	mouseenter: "mouseover",
	mouseleave: "mouseout"
}, function( orig, fix ) {
	jQuery.event.special[ orig ] = {
		setup: function( data ) {
			jQuery.event.add( this, fix, data && data.selector ? delegate : withinElement, orig );
		},
		teardown: function( data ) {
			jQuery.event.remove( this, fix, data && data.selector ? delegate : withinElement );
		}
	};
});

// submit delegation
if ( !jQuery.support.submitBubbles ) {

	jQuery.event.special.submit = {
		setup: function( data, namespaces ) {
			if ( this.nodeName.toLowerCase() !== "form" ) {
				jQuery.event.add(this, "click.specialSubmit", function( e ) {
					var elem = e.target, type = elem.type;

					if ( (type === "submit" || type === "image") && jQuery( elem ).closest("form").length ) {
						return trigger( "submit", this, arguments );
					}
				});
	 
				jQuery.event.add(this, "keypress.specialSubmit", function( e ) {
					var elem = e.target, type = elem.type;

					if ( (type === "text" || type === "password") && jQuery( elem ).closest("form").length && e.keyCode === 13 ) {
						return trigger( "submit", this, arguments );
					}
				});

			} else {
				return false;
			}
		},

		teardown: function( namespaces ) {
			jQuery.event.remove( this, ".specialSubmit" );
		}
	};

}

// change delegation, happens here so we have bind.
if ( !jQuery.support.changeBubbles ) {

	var formElems = /textarea|input|select/i,

	changeFilters,

	getVal = function( elem ) {
		var type = elem.type, val = elem.value;

		if ( type === "radio" || type === "checkbox" ) {
			val = elem.checked;

		} else if ( type === "select-multiple" ) {
			val = elem.selectedIndex > -1 ?
				jQuery.map( elem.options, function( elem ) {
					return elem.selected;
				}).join("-") :
				"";

		} else if ( elem.nodeName.toLowerCase() === "select" ) {
			val = elem.selectedIndex;
		}

		return val;
	},

	testChange = function testChange( e ) {
		var elem = e.target, data, val;

		if ( !formElems.test( elem.nodeName ) || elem.readOnly ) {
			return;
		}

		data = jQuery.data( elem, "_change_data" );
		val = getVal(elem);

		// the current data will be also retrieved by beforeactivate
		if ( e.type !== "focusout" || elem.type !== "radio" ) {
			jQuery.data( elem, "_change_data", val );
		}
		
		if ( data === undefined || val === data ) {
			return;
		}

		if ( data != null || val ) {
			e.type = "change";
			return jQuery.event.trigger( e, arguments[1], elem );
		}
	};

	jQuery.event.special.change = {
		filters: {
			focusout: testChange, 

			click: function( e ) {
				var elem = e.target, type = elem.type;

				if ( type === "radio" || type === "checkbox" || elem.nodeName.toLowerCase() === "select" ) {
					return testChange.call( this, e );
				}
			},

			// Change has to be called before submit
			// Keydown will be called before keypress, which is used in submit-event delegation
			keydown: function( e ) {
				var elem = e.target, type = elem.type;

				if ( (e.keyCode === 13 && elem.nodeName.toLowerCase() !== "textarea") ||
					(e.keyCode === 32 && (type === "checkbox" || type === "radio")) ||
					type === "select-multiple" ) {
					return testChange.call( this, e );
				}
			},

			// Beforeactivate happens also before the previous element is blurred
			// with this event you can't trigger a change event, but you can store
			// information/focus[in] is not needed anymore
			beforeactivate: function( e ) {
				var elem = e.target;
				jQuery.data( elem, "_change_data", getVal(elem) );
			}
		},

		setup: function( data, namespaces ) {
			if ( this.type === "file" ) {
				return false;
			}

			for ( var type in changeFilters ) {
				jQuery.event.add( this, type + ".specialChange", changeFilters[type] );
			}

			return formElems.test( this.nodeName );
		},

		teardown: function( namespaces ) {
			jQuery.event.remove( this, ".specialChange" );

			return formElems.test( this.nodeName );
		}
	};

	changeFilters = jQuery.event.special.change.filters;
}

function trigger( type, elem, args ) {
	args[0].type = type;
	return jQuery.event.handle.apply( elem, args );
}

// Create "bubbling" focus and blur events
if ( document.addEventListener ) {
	jQuery.each({ focus: "focusin", blur: "focusout" }, function( orig, fix ) {
		jQuery.event.special[ fix ] = {
			setup: function() {
				this.addEventListener( orig, handler, true );
			}, 
			teardown: function() { 
				this.removeEventListener( orig, handler, true );
			}
		};

		function handler( e ) { 
			e = jQuery.event.fix( e );
			e.type = fix;
			return jQuery.event.handle.call( this, e );
		}
	});
}

jQuery.each(["bind", "one"], function( i, name ) {
	jQuery.fn[ name ] = function( type, data, fn ) {
		// Handle object literals
		if ( typeof type === "object" ) {
			for ( var key in type ) {
				this[ name ](key, data, type[key], fn);
			}
			return this;
		}
		
		if ( jQuery.isFunction( data ) ) {
			fn = data;
			data = undefined;
		}

		var handler = name === "one" ? jQuery.proxy( fn, function( event ) {
			jQuery( this ).unbind( event, handler );
			return fn.apply( this, arguments );
		}) : fn;

		if ( type === "unload" && name !== "one" ) {
			this.one( type, data, fn );

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				jQuery.event.add( this[i], type, handler, data );
			}
		}

		return this;
	};
});

jQuery.fn.extend({
	unbind: function( type, fn ) {
		// Handle object literals
		if ( typeof type === "object" && !type.preventDefault ) {
			for ( var key in type ) {
				this.unbind(key, type[key]);
			}

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				jQuery.event.remove( this[i], type, fn );
			}
		}

		return this;
	},
	
	delegate: function( selector, types, data, fn ) {
		return this.live( types, data, fn, selector );
	},
	
	undelegate: function( selector, types, fn ) {
		if ( arguments.length === 0 ) {
				return this.unbind( "live" );
		
		} else {
			return this.die( types, null, fn, selector );
		}
	},
	
	trigger: function( type, data ) {
		return this.each(function() {
			jQuery.event.trigger( type, data, this );
		});
	},

	triggerHandler: function( type, data ) {
		if ( this[0] ) {
			var event = jQuery.Event( type );
			event.preventDefault();
			event.stopPropagation();
			jQuery.event.trigger( event, data, this[0] );
			return event.result;
		}
	},

	toggle: function( fn ) {
		// Save reference to arguments for access in closure
		var args = arguments, i = 1;

		// link all the functions, so any of them can unbind this click handler
		while ( i < args.length ) {
			jQuery.proxy( fn, args[ i++ ] );
		}

		return this.click( jQuery.proxy( fn, function( event ) {
			// Figure out which function to execute
			var lastToggle = ( jQuery.data( this, "lastToggle" + fn.guid ) || 0 ) % i;
			jQuery.data( this, "lastToggle" + fn.guid, lastToggle + 1 );

			// Make sure that clicks stop
			event.preventDefault();

			// and execute the function
			return args[ lastToggle ].apply( this, arguments ) || false;
		}));
	},

	hover: function( fnOver, fnOut ) {
		return this.mouseenter( fnOver ).mouseleave( fnOut || fnOver );
	}
});

var liveMap = {
	focus: "focusin",
	blur: "focusout",
	mouseenter: "mouseover",
	mouseleave: "mouseout"
};

jQuery.each(["live", "die"], function( i, name ) {
	jQuery.fn[ name ] = function( types, data, fn, origSelector /* Internal Use Only */ ) {
		var type, i = 0, match, namespaces, preType,
			selector = origSelector || this.selector,
			context = origSelector ? this : jQuery( this.context );

		if ( jQuery.isFunction( data ) ) {
			fn = data;
			data = undefined;
		}

		types = (types || "").split(" ");

		while ( (type = types[ i++ ]) != null ) {
			match = rnamespaces.exec( type );
			namespaces = "";

			if ( match )  {
				namespaces = match[0];
				type = type.replace( rnamespaces, "" );
			}

			if ( type === "hover" ) {
				types.push( "mouseenter" + namespaces, "mouseleave" + namespaces );
				continue;
			}

			preType = type;

			if ( type === "focus" || type === "blur" ) {
				types.push( liveMap[ type ] + namespaces );
				type = type + namespaces;

			} else {
				type = (liveMap[ type ] || type) + namespaces;
			}

			if ( name === "live" ) {
				// bind live handler
				context.each(function(){
					jQuery.event.add( this, liveConvert( type, selector ),
						{ data: data, selector: selector, handler: fn, origType: type, origHandler: fn, preType: preType } );
				});

			} else {
				// unbind live handler
				context.unbind( liveConvert( type, selector ), fn );
			}
		}
		
		return this;
	}
});

function liveHandler( event ) {
	var stop, elems = [], selectors = [], args = arguments,
		related, match, handleObj, elem, j, i, l, data,
		events = jQuery.data( this, "events" );

	// Make sure we avoid non-left-click bubbling in Firefox (#3861)
	if ( event.liveFired === this || !events || !events.live || event.button && event.type === "click" ) {
		return;
	}

	event.liveFired = this;

	var live = events.live.slice(0);

	for ( j = 0; j < live.length; j++ ) {
		handleObj = live[j];

		if ( handleObj.origType.replace( rnamespaces, "" ) === event.type ) {
			selectors.push( handleObj.selector );

		} else {
			live.splice( j--, 1 );
		}
	}

	match = jQuery( event.target ).closest( selectors, event.currentTarget );

	for ( i = 0, l = match.length; i < l; i++ ) {
		for ( j = 0; j < live.length; j++ ) {
			handleObj = live[j];

			if ( match[i].selector === handleObj.selector ) {
				elem = match[i].elem;
				related = null;

				// Those two events require additional checking
				if ( handleObj.preType === "mouseenter" || handleObj.preType === "mouseleave" ) {
					related = jQuery( event.relatedTarget ).closest( handleObj.selector )[0];
				}

				if ( !related || related !== elem ) {
					elems.push({ elem: elem, handleObj: handleObj });
				}
			}
		}
	}

	for ( i = 0, l = elems.length; i < l; i++ ) {
		match = elems[i];
		event.currentTarget = match.elem;
		event.data = match.handleObj.data;
		event.handleObj = match.handleObj;

		if ( match.handleObj.origHandler.apply( match.elem, args ) === false ) {
			stop = false;
			break;
		}
	}

	return stop;
}

function liveConvert( type, selector ) {
	return "live." + (type && type !== "*" ? type + "." : "") + selector.replace(/\./g, "`").replace(/ /g, "&");
}

jQuery.each( ("blur focus focusin focusout load resize scroll unload click dblclick " +
	"mousedown mouseup mousemove mouseover mouseout mouseenter mouseleave " +
	"change select submit keydown keypress keyup error").split(" "), function( i, name ) {

	// Handle event binding
	jQuery.fn[ name ] = function( fn ) {
		return fn ? this.bind( name, fn ) : this.trigger( name );
	};

	if ( jQuery.attrFn ) {
		jQuery.attrFn[ name ] = true;
	}
});

// Prevent memory leaks in IE
// Window isn't included so as not to unbind existing unload events
// More info:
//  - http://isaacschlueter.com/2006/10/msie-memory-leaks/
if ( window.attachEvent && !window.addEventListener ) {
	window.attachEvent("onunload", function() {
		for ( var id in jQuery.cache ) {
			if ( jQuery.cache[ id ].handle ) {
				// Try/Catch is to handle iframes being unloaded, see #4280
				try {
					jQuery.event.remove( jQuery.cache[ id ].handle.elem );
				} catch(e) {}
			}
		}
	});
}
/*!
 * Sizzle CSS Selector Engine - v1.0
 *  Copyright 2009, The Dojo Foundation
 *  Released under the MIT, BSD, and GPL Licenses.
 *  More information: http://sizzlejs.com/
 */
(function(){

var chunker = /((?:\((?:\([^()]+\)|[^()]+)+\)|\[(?:\[[^[\]]*\]|['"][^'"]*['"]|[^[\]'"]+)+\]|\\.|[^ >+~,(\[\\]+)+|[>+~])(\s*,\s*)?((?:.|\r|\n)*)/g,
	done = 0,
	toString = Object.prototype.toString,
	hasDuplicate = false,
	baseHasDuplicate = true;

// Here we check if the JavaScript engine is using some sort of
// optimization where it does not always call our comparision
// function. If that is the case, discard the hasDuplicate value.
//   Thus far that includes Google Chrome.
[0, 0].sort(function(){
	baseHasDuplicate = false;
	return 0;
});

var Sizzle = function(selector, context, results, seed) {
	results = results || [];
	var origContext = context = context || document;

	if ( context.nodeType !== 1 && context.nodeType !== 9 ) {
		return [];
	}
	
	if ( !selector || typeof selector !== "string" ) {
		return results;
	}

	var parts = [], m, set, checkSet, extra, prune = true, contextXML = isXML(context),
		soFar = selector;
	
	// Reset the position of the chunker regexp (start from head)
	while ( (chunker.exec(""), m = chunker.exec(soFar)) !== null ) {
		soFar = m[3];
		
		parts.push( m[1] );
		
		if ( m[2] ) {
			extra = m[3];
			break;
		}
	}

	if ( parts.length > 1 && origPOS.exec( selector ) ) {
		if ( parts.length === 2 && Expr.relative[ parts[0] ] ) {
			set = posProcess( parts[0] + parts[1], context );
		} else {
			set = Expr.relative[ parts[0] ] ?
				[ context ] :
				Sizzle( parts.shift(), context );

			while ( parts.length ) {
				selector = parts.shift();

				if ( Expr.relative[ selector ] ) {
					selector += parts.shift();
				}
				
				set = posProcess( selector, set );
			}
		}
	} else {
		// Take a shortcut and set the context if the root selector is an ID
		// (but not if it'll be faster if the inner selector is an ID)
		if ( !seed && parts.length > 1 && context.nodeType === 9 && !contextXML &&
				Expr.match.ID.test(parts[0]) && !Expr.match.ID.test(parts[parts.length - 1]) ) {
			var ret = Sizzle.find( parts.shift(), context, contextXML );
			context = ret.expr ? Sizzle.filter( ret.expr, ret.set )[0] : ret.set[0];
		}

		if ( context ) {
			var ret = seed ?
				{ expr: parts.pop(), set: makeArray(seed) } :
				Sizzle.find( parts.pop(), parts.length === 1 && (parts[0] === "~" || parts[0] === "+") && context.parentNode ? context.parentNode : context, contextXML );
			set = ret.expr ? Sizzle.filter( ret.expr, ret.set ) : ret.set;

			if ( parts.length > 0 ) {
				checkSet = makeArray(set);
			} else {
				prune = false;
			}

			while ( parts.length ) {
				var cur = parts.pop(), pop = cur;

				if ( !Expr.relative[ cur ] ) {
					cur = "";
				} else {
					pop = parts.pop();
				}

				if ( pop == null ) {
					pop = context;
				}

				Expr.relative[ cur ]( checkSet, pop, contextXML );
			}
		} else {
			checkSet = parts = [];
		}
	}

	if ( !checkSet ) {
		checkSet = set;
	}

	if ( !checkSet ) {
		Sizzle.error( cur || selector );
	}

	if ( toString.call(checkSet) === "[object Array]" ) {
		if ( !prune ) {
			results.push.apply( results, checkSet );
		} else if ( context && context.nodeType === 1 ) {
			for ( var i = 0; checkSet[i] != null; i++ ) {
				if ( checkSet[i] && (checkSet[i] === true || checkSet[i].nodeType === 1 && contains(context, checkSet[i])) ) {
					results.push( set[i] );
				}
			}
		} else {
			for ( var i = 0; checkSet[i] != null; i++ ) {
				if ( checkSet[i] && checkSet[i].nodeType === 1 ) {
					results.push( set[i] );
				}
			}
		}
	} else {
		makeArray( checkSet, results );
	}

	if ( extra ) {
		Sizzle( extra, origContext, results, seed );
		Sizzle.uniqueSort( results );
	}

	return results;
};

Sizzle.uniqueSort = function(results){
	if ( sortOrder ) {
		hasDuplicate = baseHasDuplicate;
		results.sort(sortOrder);

		if ( hasDuplicate ) {
			for ( var i = 1; i < results.length; i++ ) {
				if ( results[i] === results[i-1] ) {
					results.splice(i--, 1);
				}
			}
		}
	}

	return results;
};

Sizzle.matches = function(expr, set){
	return Sizzle(expr, null, null, set);
};

Sizzle.find = function(expr, context, isXML){
	var set, match;

	if ( !expr ) {
		return [];
	}

	for ( var i = 0, l = Expr.order.length; i < l; i++ ) {
		var type = Expr.order[i], match;
		
		if ( (match = Expr.leftMatch[ type ].exec( expr )) ) {
			var left = match[1];
			match.splice(1,1);

			if ( left.substr( left.length - 1 ) !== "\\" ) {
				match[1] = (match[1] || "").replace(/\\/g, "");
				set = Expr.find[ type ]( match, context, isXML );
				if ( set != null ) {
					expr = expr.replace( Expr.match[ type ], "" );
					break;
				}
			}
		}
	}

	if ( !set ) {
		set = context.getElementsByTagName("*");
	}

	return {set: set, expr: expr};
};

Sizzle.filter = function(expr, set, inplace, not){
	var old = expr, result = [], curLoop = set, match, anyFound,
		isXMLFilter = set && set[0] && isXML(set[0]);

	while ( expr && set.length ) {
		for ( var type in Expr.filter ) {
			if ( (match = Expr.leftMatch[ type ].exec( expr )) != null && match[2] ) {
				var filter = Expr.filter[ type ], found, item, left = match[1];
				anyFound = false;

				match.splice(1,1);

				if ( left.substr( left.length - 1 ) === "\\" ) {
					continue;
				}

				if ( curLoop === result ) {
					result = [];
				}

				if ( Expr.preFilter[ type ] ) {
					match = Expr.preFilter[ type ]( match, curLoop, inplace, result, not, isXMLFilter );

					if ( !match ) {
						anyFound = found = true;
					} else if ( match === true ) {
						continue;
					}
				}

				if ( match ) {
					for ( var i = 0; (item = curLoop[i]) != null; i++ ) {
						if ( item ) {
							found = filter( item, match, i, curLoop );
							var pass = not ^ !!found;

							if ( inplace && found != null ) {
								if ( pass ) {
									anyFound = true;
								} else {
									curLoop[i] = false;
								}
							} else if ( pass ) {
								result.push( item );
								anyFound = true;
							}
						}
					}
				}

				if ( found !== undefined ) {
					if ( !inplace ) {
						curLoop = result;
					}

					expr = expr.replace( Expr.match[ type ], "" );

					if ( !anyFound ) {
						return [];
					}

					break;
				}
			}
		}

		// Improper expression
		if ( expr === old ) {
			if ( anyFound == null ) {
				Sizzle.error( expr );
			} else {
				break;
			}
		}

		old = expr;
	}

	return curLoop;
};

Sizzle.error = function( msg ) {
	throw "Syntax error, unrecognized expression: " + msg;
};

var Expr = Sizzle.selectors = {
	order: [ "ID", "NAME", "TAG" ],
	match: {
		ID: /#((?:[\w\u00c0-\uFFFF-]|\\.)+)/,
		CLASS: /\.((?:[\w\u00c0-\uFFFF-]|\\.)+)/,
		NAME: /\[name=['"]*((?:[\w\u00c0-\uFFFF-]|\\.)+)['"]*\]/,
		ATTR: /\[\s*((?:[\w\u00c0-\uFFFF-]|\\.)+)\s*(?:(\S?=)\s*(['"]*)(.*?)\3|)\s*\]/,
		TAG: /^((?:[\w\u00c0-\uFFFF\*-]|\\.)+)/,
		CHILD: /:(only|nth|last|first)-child(?:\((even|odd|[\dn+-]*)\))?/,
		POS: /:(nth|eq|gt|lt|first|last|even|odd)(?:\((\d*)\))?(?=[^-]|$)/,
		PSEUDO: /:((?:[\w\u00c0-\uFFFF-]|\\.)+)(?:\((['"]?)((?:\([^\)]+\)|[^\(\)]*)+)\2\))?/
	},
	leftMatch: {},
	attrMap: {
		"class": "className",
		"for": "htmlFor"
	},
	attrHandle: {
		href: function(elem){
			return elem.getAttribute("href");
		}
	},
	relative: {
		"+": function(checkSet, part){
			var isPartStr = typeof part === "string",
				isTag = isPartStr && !/\W/.test(part),
				isPartStrNotTag = isPartStr && !isTag;

			if ( isTag ) {
				part = part.toLowerCase();
			}

			for ( var i = 0, l = checkSet.length, elem; i < l; i++ ) {
				if ( (elem = checkSet[i]) ) {
					while ( (elem = elem.previousSibling) && elem.nodeType !== 1 ) {}

					checkSet[i] = isPartStrNotTag || elem && elem.nodeName.toLowerCase() === part ?
						elem || false :
						elem === part;
				}
			}

			if ( isPartStrNotTag ) {
				Sizzle.filter( part, checkSet, true );
			}
		},
		">": function(checkSet, part){
			var isPartStr = typeof part === "string";

			if ( isPartStr && !/\W/.test(part) ) {
				part = part.toLowerCase();

				for ( var i = 0, l = checkSet.length; i < l; i++ ) {
					var elem = checkSet[i];
					if ( elem ) {
						var parent = elem.parentNode;
						checkSet[i] = parent.nodeName.toLowerCase() === part ? parent : false;
					}
				}
			} else {
				for ( var i = 0, l = checkSet.length; i < l; i++ ) {
					var elem = checkSet[i];
					if ( elem ) {
						checkSet[i] = isPartStr ?
							elem.parentNode :
							elem.parentNode === part;
					}
				}

				if ( isPartStr ) {
					Sizzle.filter( part, checkSet, true );
				}
			}
		},
		"": function(checkSet, part, isXML){
			var doneName = done++, checkFn = dirCheck;

			if ( typeof part === "string" && !/\W/.test(part) ) {
				var nodeCheck = part = part.toLowerCase();
				checkFn = dirNodeCheck;
			}

			checkFn("parentNode", part, doneName, checkSet, nodeCheck, isXML);
		},
		"~": function(checkSet, part, isXML){
			var doneName = done++, checkFn = dirCheck;

			if ( typeof part === "string" && !/\W/.test(part) ) {
				var nodeCheck = part = part.toLowerCase();
				checkFn = dirNodeCheck;
			}

			checkFn("previousSibling", part, doneName, checkSet, nodeCheck, isXML);
		}
	},
	find: {
		ID: function(match, context, isXML){
			if ( typeof context.getElementById !== "undefined" && !isXML ) {
				var m = context.getElementById(match[1]);
				return m ? [m] : [];
			}
		},
		NAME: function(match, context){
			if ( typeof context.getElementsByName !== "undefined" ) {
				var ret = [], results = context.getElementsByName(match[1]);

				for ( var i = 0, l = results.length; i < l; i++ ) {
					if ( results[i].getAttribute("name") === match[1] ) {
						ret.push( results[i] );
					}
				}

				return ret.length === 0 ? null : ret;
			}
		},
		TAG: function(match, context){
			return context.getElementsByTagName(match[1]);
		}
	},
	preFilter: {
		CLASS: function(match, curLoop, inplace, result, not, isXML){
			match = " " + match[1].replace(/\\/g, "") + " ";

			if ( isXML ) {
				return match;
			}

			for ( var i = 0, elem; (elem = curLoop[i]) != null; i++ ) {
				if ( elem ) {
					if ( not ^ (elem.className && (" " + elem.className + " ").replace(/[\t\n]/g, " ").indexOf(match) >= 0) ) {
						if ( !inplace ) {
							result.push( elem );
						}
					} else if ( inplace ) {
						curLoop[i] = false;
					}
				}
			}

			return false;
		},
		ID: function(match){
			return match[1].replace(/\\/g, "");
		},
		TAG: function(match, curLoop){
			return match[1].toLowerCase();
		},
		CHILD: function(match){
			if ( match[1] === "nth" ) {
				// parse equations like 'even', 'odd', '5', '2n', '3n+2', '4n-1', '-n+6'
				var test = /(-?)(\d*)n((?:\+|-)?\d*)/.exec(
					match[2] === "even" && "2n" || match[2] === "odd" && "2n+1" ||
					!/\D/.test( match[2] ) && "0n+" + match[2] || match[2]);

				// calculate the numbers (first)n+(last) including if they are negative
				match[2] = (test[1] + (test[2] || 1)) - 0;
				match[3] = test[3] - 0;
			}

			// TODO: Move to normal caching system
			match[0] = done++;

			return match;
		},
		ATTR: function(match, curLoop, inplace, result, not, isXML){
			var name = match[1].replace(/\\/g, "");
			
			if ( !isXML && Expr.attrMap[name] ) {
				match[1] = Expr.attrMap[name];
			}

			if ( match[2] === "~=" ) {
				match[4] = " " + match[4] + " ";
			}

			return match;
		},
		PSEUDO: function(match, curLoop, inplace, result, not){
			if ( match[1] === "not" ) {
				// If we're dealing with a complex expression, or a simple one
				if ( ( chunker.exec(match[3]) || "" ).length > 1 || /^\w/.test(match[3]) ) {
					match[3] = Sizzle(match[3], null, null, curLoop);
				} else {
					var ret = Sizzle.filter(match[3], curLoop, inplace, true ^ not);
					if ( !inplace ) {
						result.push.apply( result, ret );
					}
					return false;
				}
			} else if ( Expr.match.POS.test( match[0] ) || Expr.match.CHILD.test( match[0] ) ) {
				return true;
			}
			
			return match;
		},
		POS: function(match){
			match.unshift( true );
			return match;
		}
	},
	filters: {
		enabled: function(elem){
			return elem.disabled === false && elem.type !== "hidden";
		},
		disabled: function(elem){
			return elem.disabled === true;
		},
		checked: function(elem){
			return elem.checked === true;
		},
		selected: function(elem){
			// Accessing this property makes selected-by-default
			// options in Safari work properly
			elem.parentNode.selectedIndex;
			return elem.selected === true;
		},
		parent: function(elem){
			return !!elem.firstChild;
		},
		empty: function(elem){
			return !elem.firstChild;
		},
		has: function(elem, i, match){
			return !!Sizzle( match[3], elem ).length;
		},
		header: function(elem){
			return /h\d/i.test( elem.nodeName );
		},
		text: function(elem){
			return "text" === elem.type;
		},
		radio: function(elem){
			return "radio" === elem.type;
		},
		checkbox: function(elem){
			return "checkbox" === elem.type;
		},
		file: function(elem){
			return "file" === elem.type;
		},
		password: function(elem){
			return "password" === elem.type;
		},
		submit: function(elem){
			return "submit" === elem.type;
		},
		image: function(elem){
			return "image" === elem.type;
		},
		reset: function(elem){
			return "reset" === elem.type;
		},
		button: function(elem){
			return "button" === elem.type || elem.nodeName.toLowerCase() === "button";
		},
		input: function(elem){
			return /input|select|textarea|button/i.test(elem.nodeName);
		}
	},
	setFilters: {
		first: function(elem, i){
			return i === 0;
		},
		last: function(elem, i, match, array){
			return i === array.length - 1;
		},
		even: function(elem, i){
			return i % 2 === 0;
		},
		odd: function(elem, i){
			return i % 2 === 1;
		},
		lt: function(elem, i, match){
			return i < match[3] - 0;
		},
		gt: function(elem, i, match){
			return i > match[3] - 0;
		},
		nth: function(elem, i, match){
			return match[3] - 0 === i;
		},
		eq: function(elem, i, match){
			return match[3] - 0 === i;
		}
	},
	filter: {
		PSEUDO: function(elem, match, i, array){
			var name = match[1], filter = Expr.filters[ name ];

			if ( filter ) {
				return filter( elem, i, match, array );
			} else if ( name === "contains" ) {
				return (elem.textContent || elem.innerText || getText([ elem ]) || "").indexOf(match[3]) >= 0;
			} else if ( name === "not" ) {
				var not = match[3];

				for ( var i = 0, l = not.length; i < l; i++ ) {
					if ( not[i] === elem ) {
						return false;
					}
				}

				return true;
			} else {
				Sizzle.error( "Syntax error, unrecognized expression: " + name );
			}
		},
		CHILD: function(elem, match){
			var type = match[1], node = elem;
			switch (type) {
				case 'only':
				case 'first':
					while ( (node = node.previousSibling) )	 {
						if ( node.nodeType === 1 ) { 
							return false; 
						}
					}
					if ( type === "first" ) { 
						return true; 
					}
					node = elem;
				case 'last':
					while ( (node = node.nextSibling) )	 {
						if ( node.nodeType === 1 ) { 
							return false; 
						}
					}
					return true;
				case 'nth':
					var first = match[2], last = match[3];

					if ( first === 1 && last === 0 ) {
						return true;
					}
					
					var doneName = match[0],
						parent = elem.parentNode;
	
					if ( parent && (parent.sizcache !== doneName || !elem.nodeIndex) ) {
						var count = 0;
						for ( node = parent.firstChild; node; node = node.nextSibling ) {
							if ( node.nodeType === 1 ) {
								node.nodeIndex = ++count;
							}
						} 
						parent.sizcache = doneName;
					}
					
					var diff = elem.nodeIndex - last;
					if ( first === 0 ) {
						return diff === 0;
					} else {
						return ( diff % first === 0 && diff / first >= 0 );
					}
			}
		},
		ID: function(elem, match){
			return elem.nodeType === 1 && elem.getAttribute("id") === match;
		},
		TAG: function(elem, match){
			return (match === "*" && elem.nodeType === 1) || elem.nodeName.toLowerCase() === match;
		},
		CLASS: function(elem, match){
			return (" " + (elem.className || elem.getAttribute("class")) + " ")
				.indexOf( match ) > -1;
		},
		ATTR: function(elem, match){
			var name = match[1],
				result = Expr.attrHandle[ name ] ?
					Expr.attrHandle[ name ]( elem ) :
					elem[ name ] != null ?
						elem[ name ] :
						elem.getAttribute( name ),
				value = result + "",
				type = match[2],
				check = match[4];

			return result == null ?
				type === "!=" :
				type === "=" ?
				value === check :
				type === "*=" ?
				value.indexOf(check) >= 0 :
				type === "~=" ?
				(" " + value + " ").indexOf(check) >= 0 :
				!check ?
				value && result !== false :
				type === "!=" ?
				value !== check :
				type === "^=" ?
				value.indexOf(check) === 0 :
				type === "$=" ?
				value.substr(value.length - check.length) === check :
				type === "|=" ?
				value === check || value.substr(0, check.length + 1) === check + "-" :
				false;
		},
		POS: function(elem, match, i, array){
			var name = match[2], filter = Expr.setFilters[ name ];

			if ( filter ) {
				return filter( elem, i, match, array );
			}
		}
	}
};

var origPOS = Expr.match.POS;

for ( var type in Expr.match ) {
	Expr.match[ type ] = new RegExp( Expr.match[ type ].source + /(?![^\[]*\])(?![^\(]*\))/.source );
	Expr.leftMatch[ type ] = new RegExp( /(^(?:.|\r|\n)*?)/.source + Expr.match[ type ].source.replace(/\\(\d+)/g, function(all, num){
		return "\\" + (num - 0 + 1);
	}));
}

var makeArray = function(array, results) {
	array = Array.prototype.slice.call( array, 0 );

	if ( results ) {
		results.push.apply( results, array );
		return results;
	}
	
	return array;
};

// Perform a simple check to determine if the browser is capable of
// converting a NodeList to an array using builtin methods.
// Also verifies that the returned array holds DOM nodes
// (which is not the case in the Blackberry browser)
try {
	Array.prototype.slice.call( document.documentElement.childNodes, 0 )[0].nodeType;

// Provide a fallback method if it does not work
} catch(e){
	makeArray = function(array, results) {
		var ret = results || [];

		if ( toString.call(array) === "[object Array]" ) {
			Array.prototype.push.apply( ret, array );
		} else {
			if ( typeof array.length === "number" ) {
				for ( var i = 0, l = array.length; i < l; i++ ) {
					ret.push( array[i] );
				}
			} else {
				for ( var i = 0; array[i]; i++ ) {
					ret.push( array[i] );
				}
			}
		}

		return ret;
	};
}

var sortOrder;

if ( document.documentElement.compareDocumentPosition ) {
	sortOrder = function( a, b ) {
		if ( !a.compareDocumentPosition || !b.compareDocumentPosition ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.compareDocumentPosition ? -1 : 1;
		}

		var ret = a.compareDocumentPosition(b) & 4 ? -1 : a === b ? 0 : 1;
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
} else if ( "sourceIndex" in document.documentElement ) {
	sortOrder = function( a, b ) {
		if ( !a.sourceIndex || !b.sourceIndex ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.sourceIndex ? -1 : 1;
		}

		var ret = a.sourceIndex - b.sourceIndex;
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
} else if ( document.createRange ) {
	sortOrder = function( a, b ) {
		if ( !a.ownerDocument || !b.ownerDocument ) {
			if ( a == b ) {
				hasDuplicate = true;
			}
			return a.ownerDocument ? -1 : 1;
		}

		var aRange = a.ownerDocument.createRange(), bRange = b.ownerDocument.createRange();
		aRange.setStart(a, 0);
		aRange.setEnd(a, 0);
		bRange.setStart(b, 0);
		bRange.setEnd(b, 0);
		var ret = aRange.compareBoundaryPoints(Range.START_TO_END, bRange);
		if ( ret === 0 ) {
			hasDuplicate = true;
		}
		return ret;
	};
}

// Utility function for retreiving the text value of an array of DOM nodes
function getText( elems ) {
	var ret = "", elem;

	for ( var i = 0; elems[i]; i++ ) {
		elem = elems[i];

		// Get the text from text nodes and CDATA nodes
		if ( elem.nodeType === 3 || elem.nodeType === 4 ) {
			ret += elem.nodeValue;

		// Traverse everything else, except comment nodes
		} else if ( elem.nodeType !== 8 ) {
			ret += getText( elem.childNodes );
		}
	}

	return ret;
}

// Check to see if the browser returns elements by name when
// querying by getElementById (and provide a workaround)
(function(){
	// We're going to inject a fake input element with a specified name
	var form = document.createElement("div"),
		id = "script" + (new Date).getTime();
	form.innerHTML = "<a name='" + id + "'/>";

	// Inject it into the root element, check its status, and remove it quickly
	var root = document.documentElement;
	root.insertBefore( form, root.firstChild );

	// The workaround has to do additional checks after a getElementById
	// Which slows things down for other browsers (hence the branching)
	if ( document.getElementById( id ) ) {
		Expr.find.ID = function(match, context, isXML){
			if ( typeof context.getElementById !== "undefined" && !isXML ) {
				var m = context.getElementById(match[1]);
				return m ? m.id === match[1] || typeof m.getAttributeNode !== "undefined" && m.getAttributeNode("id").nodeValue === match[1] ? [m] : undefined : [];
			}
		};

		Expr.filter.ID = function(elem, match){
			var node = typeof elem.getAttributeNode !== "undefined" && elem.getAttributeNode("id");
			return elem.nodeType === 1 && node && node.nodeValue === match;
		};
	}

	root.removeChild( form );
	root = form = null; // release memory in IE
})();

(function(){
	// Check to see if the browser returns only elements
	// when doing getElementsByTagName("*")

	// Create a fake element
	var div = document.createElement("div");
	div.appendChild( document.createComment("") );

	// Make sure no comments are found
	if ( div.getElementsByTagName("*").length > 0 ) {
		Expr.find.TAG = function(match, context){
			var results = context.getElementsByTagName(match[1]);

			// Filter out possible comments
			if ( match[1] === "*" ) {
				var tmp = [];

				for ( var i = 0; results[i]; i++ ) {
					if ( results[i].nodeType === 1 ) {
						tmp.push( results[i] );
					}
				}

				results = tmp;
			}

			return results;
		};
	}

	// Check to see if an attribute returns normalized href attributes
	div.innerHTML = "<a href='#'></a>";
	if ( div.firstChild && typeof div.firstChild.getAttribute !== "undefined" &&
			div.firstChild.getAttribute("href") !== "#" ) {
		Expr.attrHandle.href = function(elem){
			return elem.getAttribute("href", 2);
		};
	}

	div = null; // release memory in IE
})();

if ( document.querySelectorAll ) {
	(function(){
		var oldSizzle = Sizzle, div = document.createElement("div");
		div.innerHTML = "<p class='TEST'></p>";

		// Safari can't handle uppercase or unicode characters when
		// in quirks mode.
		if ( div.querySelectorAll && div.querySelectorAll(".TEST").length === 0 ) {
			return;
		}
	
		Sizzle = function(query, context, extra, seed){
			context = context || document;

			// Only use querySelectorAll on non-XML documents
			// (ID selectors don't work in non-HTML documents)
			if ( !seed && context.nodeType === 9 && !isXML(context) ) {
				try {
					return makeArray( context.querySelectorAll(query), extra );
				} catch(e){}
			}
		
			return oldSizzle(query, context, extra, seed);
		};

		for ( var prop in oldSizzle ) {
			Sizzle[ prop ] = oldSizzle[ prop ];
		}

		div = null; // release memory in IE
	})();
}

(function(){
	var div = document.createElement("div");

	div.innerHTML = "<div class='test e'></div><div class='test'></div>";

	// Opera can't find a second classname (in 9.6)
	// Also, make sure that getElementsByClassName actually exists
	if ( !div.getElementsByClassName || div.getElementsByClassName("e").length === 0 ) {
		return;
	}

	// Safari caches class attributes, doesn't catch changes (in 3.2)
	div.lastChild.className = "e";

	if ( div.getElementsByClassName("e").length === 1 ) {
		return;
	}
	
	Expr.order.splice(1, 0, "CLASS");
	Expr.find.CLASS = function(match, context, isXML) {
		if ( typeof context.getElementsByClassName !== "undefined" && !isXML ) {
			return context.getElementsByClassName(match[1]);
		}
	};

	div = null; // release memory in IE
})();

function dirNodeCheck( dir, cur, doneName, checkSet, nodeCheck, isXML ) {
	for ( var i = 0, l = checkSet.length; i < l; i++ ) {
		var elem = checkSet[i];
		if ( elem ) {
			elem = elem[dir];
			var match = false;

			while ( elem ) {
				if ( elem.sizcache === doneName ) {
					match = checkSet[elem.sizset];
					break;
				}

				if ( elem.nodeType === 1 && !isXML ){
					elem.sizcache = doneName;
					elem.sizset = i;
				}

				if ( elem.nodeName.toLowerCase() === cur ) {
					match = elem;
					break;
				}

				elem = elem[dir];
			}

			checkSet[i] = match;
		}
	}
}

function dirCheck( dir, cur, doneName, checkSet, nodeCheck, isXML ) {
	for ( var i = 0, l = checkSet.length; i < l; i++ ) {
		var elem = checkSet[i];
		if ( elem ) {
			elem = elem[dir];
			var match = false;

			while ( elem ) {
				if ( elem.sizcache === doneName ) {
					match = checkSet[elem.sizset];
					break;
				}

				if ( elem.nodeType === 1 ) {
					if ( !isXML ) {
						elem.sizcache = doneName;
						elem.sizset = i;
					}
					if ( typeof cur !== "string" ) {
						if ( elem === cur ) {
							match = true;
							break;
						}

					} else if ( Sizzle.filter( cur, [elem] ).length > 0 ) {
						match = elem;
						break;
					}
				}

				elem = elem[dir];
			}

			checkSet[i] = match;
		}
	}
}

var contains = document.compareDocumentPosition ? function(a, b){
	return !!(a.compareDocumentPosition(b) & 16);
} : function(a, b){
	return a !== b && (a.contains ? a.contains(b) : true);
};

var isXML = function(elem){
	// documentElement is verified for cases where it doesn't yet exist
	// (such as loading iframes in IE - #4833) 
	var documentElement = (elem ? elem.ownerDocument || elem : 0).documentElement;
	return documentElement ? documentElement.nodeName !== "HTML" : false;
};

var posProcess = function(selector, context){
	var tmpSet = [], later = "", match,
		root = context.nodeType ? [context] : context;

	// Position selectors must be done after the filter
	// And so must :not(positional) so we move all PSEUDOs to the end
	while ( (match = Expr.match.PSEUDO.exec( selector )) ) {
		later += match[0];
		selector = selector.replace( Expr.match.PSEUDO, "" );
	}

	selector = Expr.relative[selector] ? selector + "*" : selector;

	for ( var i = 0, l = root.length; i < l; i++ ) {
		Sizzle( selector, root[i], tmpSet );
	}

	return Sizzle.filter( later, tmpSet );
};

// EXPOSE
jQuery.find = Sizzle;
jQuery.expr = Sizzle.selectors;
jQuery.expr[":"] = jQuery.expr.filters;
jQuery.unique = Sizzle.uniqueSort;
jQuery.text = getText;
jQuery.isXMLDoc = isXML;
jQuery.contains = contains;

return;

window.Sizzle = Sizzle;

})();
var runtil = /Until$/,
	rparentsprev = /^(?:parents|prevUntil|prevAll)/,
	// Note: This RegExp should be improved, or likely pulled from Sizzle
	rmultiselector = /,/,
	slice = Array.prototype.slice;

// Implement the identical functionality for filter and not
var winnow = function( elements, qualifier, keep ) {
	if ( jQuery.isFunction( qualifier ) ) {
		return jQuery.grep(elements, function( elem, i ) {
			return !!qualifier.call( elem, i, elem ) === keep;
		});

	} else if ( qualifier.nodeType ) {
		return jQuery.grep(elements, function( elem, i ) {
			return (elem === qualifier) === keep;
		});

	} else if ( typeof qualifier === "string" ) {
		var filtered = jQuery.grep(elements, function( elem ) {
			return elem.nodeType === 1;
		});

		if ( isSimple.test( qualifier ) ) {
			return jQuery.filter(qualifier, filtered, !keep);
		} else {
			qualifier = jQuery.filter( qualifier, filtered );
		}
	}

	return jQuery.grep(elements, function( elem, i ) {
		return (jQuery.inArray( elem, qualifier ) >= 0) === keep;
	});
};

jQuery.fn.extend({
	find: function( selector ) {
		var ret = this.pushStack( "", "find", selector ), length = 0;

		for ( var i = 0, l = this.length; i < l; i++ ) {
			length = ret.length;
			jQuery.find( selector, this[i], ret );

			if ( i > 0 ) {
				// Make sure that the results are unique
				for ( var n = length; n < ret.length; n++ ) {
					for ( var r = 0; r < length; r++ ) {
						if ( ret[r] === ret[n] ) {
							ret.splice(n--, 1);
							break;
						}
					}
				}
			}
		}

		return ret;
	},

	has: function( target ) {
		var targets = jQuery( target );
		return this.filter(function() {
			for ( var i = 0, l = targets.length; i < l; i++ ) {
				if ( jQuery.contains( this, targets[i] ) ) {
					return true;
				}
			}
		});
	},

	not: function( selector ) {
		return this.pushStack( winnow(this, selector, false), "not", selector);
	},

	filter: function( selector ) {
		return this.pushStack( winnow(this, selector, true), "filter", selector );
	},
	
	is: function( selector ) {
		return !!selector && jQuery.filter( selector, this ).length > 0;
	},

	closest: function( selectors, context ) {
		if ( jQuery.isArray( selectors ) ) {
			var ret = [], cur = this[0], match, matches = {}, selector;

			if ( cur && selectors.length ) {
				for ( var i = 0, l = selectors.length; i < l; i++ ) {
					selector = selectors[i];

					if ( !matches[selector] ) {
						matches[selector] = jQuery.expr.match.POS.test( selector ) ? 
							jQuery( selector, context || this.context ) :
							selector;
					}
				}

				while ( cur && cur.ownerDocument && cur !== context ) {
					for ( selector in matches ) {
						match = matches[selector];

						if ( match.jquery ? match.index(cur) > -1 : jQuery(cur).is(match) ) {
							ret.push({ selector: selector, elem: cur });
							delete matches[selector];
						}
					}
					cur = cur.parentNode;
				}
			}

			return ret;
		}

		var pos = jQuery.expr.match.POS.test( selectors ) ? 
			jQuery( selectors, context || this.context ) : null;

		return this.map(function( i, cur ) {
			while ( cur && cur.ownerDocument && cur !== context ) {
				if ( pos ? pos.index(cur) > -1 : jQuery(cur).is(selectors) ) {
					return cur;
				}
				cur = cur.parentNode;
			}
			return null;
		});
	},
	
	// Determine the position of an element within
	// the matched set of elements
	index: function( elem ) {
		if ( !elem || typeof elem === "string" ) {
			return jQuery.inArray( this[0],
				// If it receives a string, the selector is used
				// If it receives nothing, the siblings are used
				elem ? jQuery( elem ) : this.parent().children() );
		}
		// Locate the position of the desired element
		return jQuery.inArray(
			// If it receives a jQuery object, the first element is used
			elem.jquery ? elem[0] : elem, this );
	},

	add: function( selector, context ) {
		var set = typeof selector === "string" ?
				jQuery( selector, context || this.context ) :
				jQuery.makeArray( selector ),
			all = jQuery.merge( this.get(), set );

		return this.pushStack( isDisconnected( set[0] ) || isDisconnected( all[0] ) ?
			all :
			jQuery.unique( all ) );
	},

	andSelf: function() {
		return this.add( this.prevObject );
	}
});

// A painfully simple check to see if an element is disconnected
// from a document (should be improved, where feasible).
function isDisconnected( node ) {
	return !node || !node.parentNode || node.parentNode.nodeType === 11;
}

jQuery.each({
	parent: function( elem ) {
		var parent = elem.parentNode;
		return parent && parent.nodeType !== 11 ? parent : null;
	},
	parents: function( elem ) {
		return jQuery.dir( elem, "parentNode" );
	},
	parentsUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "parentNode", until );
	},
	next: function( elem ) {
		return jQuery.nth( elem, 2, "nextSibling" );
	},
	prev: function( elem ) {
		return jQuery.nth( elem, 2, "previousSibling" );
	},
	nextAll: function( elem ) {
		return jQuery.dir( elem, "nextSibling" );
	},
	prevAll: function( elem ) {
		return jQuery.dir( elem, "previousSibling" );
	},
	nextUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "nextSibling", until );
	},
	prevUntil: function( elem, i, until ) {
		return jQuery.dir( elem, "previousSibling", until );
	},
	siblings: function( elem ) {
		return jQuery.sibling( elem.parentNode.firstChild, elem );
	},
	children: function( elem ) {
		return jQuery.sibling( elem.firstChild );
	},
	contents: function( elem ) {
		return jQuery.nodeName( elem, "iframe" ) ?
			elem.contentDocument || elem.contentWindow.document :
			jQuery.makeArray( elem.childNodes );
	}
}, function( name, fn ) {
	jQuery.fn[ name ] = function( until, selector ) {
		var ret = jQuery.map( this, fn, until );
		
		if ( !runtil.test( name ) ) {
			selector = until;
		}

		if ( selector && typeof selector === "string" ) {
			ret = jQuery.filter( selector, ret );
		}

		ret = this.length > 1 ? jQuery.unique( ret ) : ret;

		if ( (this.length > 1 || rmultiselector.test( selector )) && rparentsprev.test( name ) ) {
			ret = ret.reverse();
		}

		return this.pushStack( ret, name, slice.call(arguments).join(",") );
	};
});

jQuery.extend({
	filter: function( expr, elems, not ) {
		if ( not ) {
			expr = ":not(" + expr + ")";
		}

		return jQuery.find.matches(expr, elems);
	},
	
	dir: function( elem, dir, until ) {
		var matched = [], cur = elem[dir];
		while ( cur && cur.nodeType !== 9 && (until === undefined || cur.nodeType !== 1 || !jQuery( cur ).is( until )) ) {
			if ( cur.nodeType === 1 ) {
				matched.push( cur );
			}
			cur = cur[dir];
		}
		return matched;
	},

	nth: function( cur, result, dir, elem ) {
		result = result || 1;
		var num = 0;

		for ( ; cur; cur = cur[dir] ) {
			if ( cur.nodeType === 1 && ++num === result ) {
				break;
			}
		}

		return cur;
	},

	sibling: function( n, elem ) {
		var r = [];

		for ( ; n; n = n.nextSibling ) {
			if ( n.nodeType === 1 && n !== elem ) {
				r.push( n );
			}
		}

		return r;
	}
});
var rinlinejQuery = / jQuery\d+="(?:\d+|null)"/g,
	rleadingWhitespace = /^\s+/,
	rxhtmlTag = /(<([\w:]+)[^>]*?)\/>/g,
	rselfClosing = /^(?:area|br|col|embed|hr|img|input|link|meta|param)$/i,
	rtagName = /<([\w:]+)/,
	rtbody = /<tbody/i,
	rhtml = /<|&#?\w+;/,
	rnocache = /<script|<object|<embed|<option|<style/i,
	rchecked = /checked\s*(?:[^=]|=\s*.checked.)/i,  // checked="checked" or checked (html5)
	fcloseTag = function( all, front, tag ) {
		return rselfClosing.test( tag ) ?
			all :
			front + "></" + tag + ">";
	},
	wrapMap = {
		option: [ 1, "<select multiple='multiple'>", "</select>" ],
		legend: [ 1, "<fieldset>", "</fieldset>" ],
		thead: [ 1, "<table>", "</table>" ],
		tr: [ 2, "<table><tbody>", "</tbody></table>" ],
		td: [ 3, "<table><tbody><tr>", "</tr></tbody></table>" ],
		col: [ 2, "<table><tbody></tbody><colgroup>", "</colgroup></table>" ],
		area: [ 1, "<map>", "</map>" ],
		_default: [ 0, "", "" ]
	};

wrapMap.optgroup = wrapMap.option;
wrapMap.tbody = wrapMap.tfoot = wrapMap.colgroup = wrapMap.caption = wrapMap.thead;
wrapMap.th = wrapMap.td;

// IE can't serialize <link> and <script> tags normally
if ( !jQuery.support.htmlSerialize ) {
	wrapMap._default = [ 1, "div<div>", "</div>" ];
}

jQuery.fn.extend({
	text: function( text ) {
		if ( jQuery.isFunction(text) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				self.text( text.call(this, i, self.text()) );
			});
		}

		if ( typeof text !== "object" && text !== undefined ) {
			return this.empty().append( (this[0] && this[0].ownerDocument || document).createTextNode( text ) );
		}

		return jQuery.text( this );
	},

	wrapAll: function( html ) {
		if ( jQuery.isFunction( html ) ) {
			return this.each(function(i) {
				jQuery(this).wrapAll( html.call(this, i) );
			});
		}

		if ( this[0] ) {
			// The elements to wrap the target around
			var wrap = jQuery( html, this[0].ownerDocument ).eq(0).clone(true);

			if ( this[0].parentNode ) {
				wrap.insertBefore( this[0] );
			}

			wrap.map(function() {
				var elem = this;

				while ( elem.firstChild && elem.firstChild.nodeType === 1 ) {
					elem = elem.firstChild;
				}

				return elem;
			}).append(this);
		}

		return this;
	},

	wrapInner: function( html ) {
		if ( jQuery.isFunction( html ) ) {
			return this.each(function(i) {
				jQuery(this).wrapInner( html.call(this, i) );
			});
		}

		return this.each(function() {
			var self = jQuery( this ), contents = self.contents();

			if ( contents.length ) {
				contents.wrapAll( html );

			} else {
				self.append( html );
			}
		});
	},

	wrap: function( html ) {
		return this.each(function() {
			jQuery( this ).wrapAll( html );
		});
	},

	unwrap: function() {
		return this.parent().each(function() {
			if ( !jQuery.nodeName( this, "body" ) ) {
				jQuery( this ).replaceWith( this.childNodes );
			}
		}).end();
	},

	append: function() {
		return this.domManip(arguments, true, function( elem ) {
			if ( this.nodeType === 1 ) {
				this.appendChild( elem );
			}
		});
	},

	prepend: function() {
		return this.domManip(arguments, true, function( elem ) {
			if ( this.nodeType === 1 ) {
				this.insertBefore( elem, this.firstChild );
			}
		});
	},

	before: function() {
		if ( this[0] && this[0].parentNode ) {
			return this.domManip(arguments, false, function( elem ) {
				this.parentNode.insertBefore( elem, this );
			});
		} else if ( arguments.length ) {
			var set = jQuery(arguments[0]);
			set.push.apply( set, this.toArray() );
			return this.pushStack( set, "before", arguments );
		}
	},

	after: function() {
		if ( this[0] && this[0].parentNode ) {
			return this.domManip(arguments, false, function( elem ) {
				this.parentNode.insertBefore( elem, this.nextSibling );
			});
		} else if ( arguments.length ) {
			var set = this.pushStack( this, "after", arguments );
			set.push.apply( set, jQuery(arguments[0]).toArray() );
			return set;
		}
	},
	
	// keepData is for internal use only--do not document
	remove: function( selector, keepData ) {
		for ( var i = 0, elem; (elem = this[i]) != null; i++ ) {
			if ( !selector || jQuery.filter( selector, [ elem ] ).length ) {
				if ( !keepData && elem.nodeType === 1 ) {
					jQuery.cleanData( elem.getElementsByTagName("*") );
					jQuery.cleanData( [ elem ] );
				}

				if ( elem.parentNode ) {
					 elem.parentNode.removeChild( elem );
				}
			}
		}
		
		return this;
	},

	empty: function() {
		for ( var i = 0, elem; (elem = this[i]) != null; i++ ) {
			// Remove element nodes and prevent memory leaks
			if ( elem.nodeType === 1 ) {
				jQuery.cleanData( elem.getElementsByTagName("*") );
			}

			// Remove any remaining nodes
			while ( elem.firstChild ) {
				elem.removeChild( elem.firstChild );
			}
		}
		
		return this;
	},

	clone: function( events ) {
		// Do the clone
		var ret = this.map(function() {
			if ( !jQuery.support.noCloneEvent && !jQuery.isXMLDoc(this) ) {
				// IE copies events bound via attachEvent when
				// using cloneNode. Calling detachEvent on the
				// clone will also remove the events from the orignal
				// In order to get around this, we use innerHTML.
				// Unfortunately, this means some modifications to
				// attributes in IE that are actually only stored
				// as properties will not be copied (such as the
				// the name attribute on an input).
				var html = this.outerHTML, ownerDocument = this.ownerDocument;
				if ( !html ) {
					var div = ownerDocument.createElement("div");
					div.appendChild( this.cloneNode(true) );
					html = div.innerHTML;
				}

				return jQuery.clean([html.replace(rinlinejQuery, "")
					// Handle the case in IE 8 where action=/test/> self-closes a tag
					.replace(/=([^="'>\s]+\/)>/g, '="$1">')
					.replace(rleadingWhitespace, "")], ownerDocument)[0];
			} else {
				return this.cloneNode(true);
			}
		});

		// Copy the events from the original to the clone
		if ( events === true ) {
			cloneCopyEvent( this, ret );
			cloneCopyEvent( this.find("*"), ret.find("*") );
		}

		// Return the cloned set
		return ret;
	},

	html: function( value ) {
		if ( value === undefined ) {
			return this[0] && this[0].nodeType === 1 ?
				this[0].innerHTML.replace(rinlinejQuery, "") :
				null;

		// See if we can take a shortcut and just use innerHTML
		} else if ( typeof value === "string" && !rnocache.test( value ) &&
			(jQuery.support.leadingWhitespace || !rleadingWhitespace.test( value )) &&
			!wrapMap[ (rtagName.exec( value ) || ["", ""])[1].toLowerCase() ] ) {

			value = value.replace(rxhtmlTag, fcloseTag);

			try {
				for ( var i = 0, l = this.length; i < l; i++ ) {
					// Remove element nodes and prevent memory leaks
					if ( this[i].nodeType === 1 ) {
						jQuery.cleanData( this[i].getElementsByTagName("*") );
						this[i].innerHTML = value;
					}
				}

			// If using innerHTML throws an exception, use the fallback method
			} catch(e) {
				this.empty().append( value );
			}

		} else if ( jQuery.isFunction( value ) ) {
			this.each(function(i){
				var self = jQuery(this), old = self.html();
				self.empty().append(function(){
					return value.call( this, i, old );
				});
			});

		} else {
			this.empty().append( value );
		}

		return this;
	},

	replaceWith: function( value ) {
		if ( this[0] && this[0].parentNode ) {
			// Make sure that the elements are removed from the DOM before they are inserted
			// this can help fix replacing a parent with child elements
			if ( jQuery.isFunction( value ) ) {
				return this.each(function(i) {
					var self = jQuery(this), old = self.html();
					self.replaceWith( value.call( this, i, old ) );
				});
			}

			if ( typeof value !== "string" ) {
				value = jQuery(value).detach();
			}

			return this.each(function() {
				var next = this.nextSibling, parent = this.parentNode;

				jQuery(this).remove();

				if ( next ) {
					jQuery(next).before( value );
				} else {
					jQuery(parent).append( value );
				}
			});
		} else {
			return this.pushStack( jQuery(jQuery.isFunction(value) ? value() : value), "replaceWith", value );
		}
	},

	detach: function( selector ) {
		return this.remove( selector, true );
	},

	domManip: function( args, table, callback ) {
		var results, first, value = args[0], scripts = [], fragment, parent;

		// We can't cloneNode fragments that contain checked, in WebKit
		if ( !jQuery.support.checkClone && arguments.length === 3 && typeof value === "string" && rchecked.test( value ) ) {
			return this.each(function() {
				jQuery(this).domManip( args, table, callback, true );
			});
		}

		if ( jQuery.isFunction(value) ) {
			return this.each(function(i) {
				var self = jQuery(this);
				args[0] = value.call(this, i, table ? self.html() : undefined);
				self.domManip( args, table, callback );
			});
		}

		if ( this[0] ) {
			parent = value && value.parentNode;

			// If we're in a fragment, just use that instead of building a new one
			if ( jQuery.support.parentNode && parent && parent.nodeType === 11 && parent.childNodes.length === this.length ) {
				results = { fragment: parent };

			} else {
				results = buildFragment( args, this, scripts );
			}
			
			fragment = results.fragment;
			
			if ( fragment.childNodes.length === 1 ) {
				first = fragment = fragment.firstChild;
			} else {
				first = fragment.firstChild;
			}

			if ( first ) {
				table = table && jQuery.nodeName( first, "tr" );

				for ( var i = 0, l = this.length; i < l; i++ ) {
					callback.call(
						table ?
							root(this[i], first) :
							this[i],
						i > 0 || results.cacheable || this.length > 1  ?
							fragment.cloneNode(true) :
							fragment
					);
				}
			}

			if ( scripts.length ) {
				jQuery.each( scripts, evalScript );
			}
		}

		return this;

		function root( elem, cur ) {
			return jQuery.nodeName(elem, "table") ?
				(elem.getElementsByTagName("tbody")[0] ||
				elem.appendChild(elem.ownerDocument.createElement("tbody"))) :
				elem;
		}
	}
});

function cloneCopyEvent(orig, ret) {
	var i = 0;

	ret.each(function() {
		if ( this.nodeName !== (orig[i] && orig[i].nodeName) ) {
			return;
		}

		var oldData = jQuery.data( orig[i++] ), curData = jQuery.data( this, oldData ), events = oldData && oldData.events;

		if ( events ) {
			delete curData.handle;
			curData.events = {};

			for ( var type in events ) {
				for ( var handler in events[ type ] ) {
					jQuery.event.add( this, type, events[ type ][ handler ], events[ type ][ handler ].data );
				}
			}
		}
	});
}

function buildFragment( args, nodes, scripts ) {
	var fragment, cacheable, cacheresults,
		doc = (nodes && nodes[0] ? nodes[0].ownerDocument || nodes[0] : document);

	// Only cache "small" (1/2 KB) strings that are associated with the main document
	// Cloning options loses the selected state, so don't cache them
	// IE 6 doesn't like it when you put <object> or <embed> elements in a fragment
	// Also, WebKit does not clone 'checked' attributes on cloneNode, so don't cache
	if ( args.length === 1 && typeof args[0] === "string" && args[0].length < 512 && doc === document &&
		!rnocache.test( args[0] ) && (jQuery.support.checkClone || !rchecked.test( args[0] )) ) {

		cacheable = true;
		cacheresults = jQuery.fragments[ args[0] ];
		if ( cacheresults ) {
			if ( cacheresults !== 1 ) {
				fragment = cacheresults;
			}
		}
	}

	if ( !fragment ) {
		fragment = doc.createDocumentFragment();
		jQuery.clean( args, doc, fragment, scripts );
	}

	if ( cacheable ) {
		jQuery.fragments[ args[0] ] = cacheresults ? fragment : 1;
	}

	return { fragment: fragment, cacheable: cacheable };
}

jQuery.fragments = {};

jQuery.each({
	appendTo: "append",
	prependTo: "prepend",
	insertBefore: "before",
	insertAfter: "after",
	replaceAll: "replaceWith"
}, function( name, original ) {
	jQuery.fn[ name ] = function( selector ) {
		var ret = [], insert = jQuery( selector ),
			parent = this.length === 1 && this[0].parentNode;
		
		if ( parent && parent.nodeType === 11 && parent.childNodes.length === 1 && insert.length === 1 ) {
			insert[ original ]( this[0] );
			return this;
			
		} else {
			for ( var i = 0, l = insert.length; i < l; i++ ) {
				var elems = (i > 0 ? this.clone(true) : this).get();
				jQuery.fn[ original ].apply( jQuery(insert[i]), elems );
				ret = ret.concat( elems );
			}
		
			return this.pushStack( ret, name, insert.selector );
		}
	};
});

jQuery.extend({
	clean: function( elems, context, fragment, scripts ) {
		context = context || document;

		// !context.createElement fails in IE with an error but returns typeof 'object'
		if ( typeof context.createElement === "undefined" ) {
			context = context.ownerDocument || context[0] && context[0].ownerDocument || document;
		}

		var ret = [];

		for ( var i = 0, elem; (elem = elems[i]) != null; i++ ) {
			if ( typeof elem === "number" ) {
				elem += "";
			}

			if ( !elem ) {
				continue;
			}

			// Convert html string into DOM nodes
			if ( typeof elem === "string" && !rhtml.test( elem ) ) {
				elem = context.createTextNode( elem );

			} else if ( typeof elem === "string" ) {
				// Fix "XHTML"-style tags in all browsers
				elem = elem.replace(rxhtmlTag, fcloseTag);

				// Trim whitespace, otherwise indexOf won't work as expected
				var tag = (rtagName.exec( elem ) || ["", ""])[1].toLowerCase(),
					wrap = wrapMap[ tag ] || wrapMap._default,
					depth = wrap[0],
					div = context.createElement("div");

				// Go to html and back, then peel off extra wrappers
				div.innerHTML = wrap[1] + elem + wrap[2];

				// Move to the right depth
				while ( depth-- ) {
					div = div.lastChild;
				}

				// Remove IE's autoinserted <tbody> from table fragments
				if ( !jQuery.support.tbody ) {

					// String was a <table>, *may* have spurious <tbody>
					var hasBody = rtbody.test(elem),
						tbody = tag === "table" && !hasBody ?
							div.firstChild && div.firstChild.childNodes :

							// String was a bare <thead> or <tfoot>
							wrap[1] === "<table>" && !hasBody ?
								div.childNodes :
								[];

					for ( var j = tbody.length - 1; j >= 0 ; --j ) {
						if ( jQuery.nodeName( tbody[ j ], "tbody" ) && !tbody[ j ].childNodes.length ) {
							tbody[ j ].parentNode.removeChild( tbody[ j ] );
						}
					}

				}

				// IE completely kills leading whitespace when innerHTML is used
				if ( !jQuery.support.leadingWhitespace && rleadingWhitespace.test( elem ) ) {
					div.insertBefore( context.createTextNode( rleadingWhitespace.exec(elem)[0] ), div.firstChild );
				}

				elem = div.childNodes;
			}

			if ( elem.nodeType ) {
				ret.push( elem );
			} else {
				ret = jQuery.merge( ret, elem );
			}
		}

		if ( fragment ) {
			for ( var i = 0; ret[i]; i++ ) {
				if ( scripts && jQuery.nodeName( ret[i], "script" ) && (!ret[i].type || ret[i].type.toLowerCase() === "text/javascript") ) {
					scripts.push( ret[i].parentNode ? ret[i].parentNode.removeChild( ret[i] ) : ret[i] );
				
				} else {
					if ( ret[i].nodeType === 1 ) {
						ret.splice.apply( ret, [i + 1, 0].concat(jQuery.makeArray(ret[i].getElementsByTagName("script"))) );
					}
					fragment.appendChild( ret[i] );
				}
			}
		}

		return ret;
	},
	
	cleanData: function( elems ) {
		var data, id, cache = jQuery.cache,
			special = jQuery.event.special,
			deleteExpando = jQuery.support.deleteExpando;
		
		for ( var i = 0, elem; (elem = elems[i]) != null; i++ ) {
			id = elem[ jQuery.expando ];
			
			if ( id ) {
				data = cache[ id ];
				
				if ( data.events ) {
					for ( var type in data.events ) {
						if ( special[ type ] ) {
							jQuery.event.remove( elem, type );

						} else {
							removeEvent( elem, type, data.handle );
						}
					}
				}
				
				if ( deleteExpando ) {
					delete elem[ jQuery.expando ];

				} else if ( elem.removeAttribute ) {
					elem.removeAttribute( jQuery.expando );
				}
				
				delete cache[ id ];
			}
		}
	}
});
// exclude the following css properties to add px
var rexclude = /z-?index|font-?weight|opacity|zoom|line-?height/i,
	ralpha = /alpha\([^)]*\)/,
	ropacity = /opacity=([^)]*)/,
	rfloat = /float/i,
	rdashAlpha = /-([a-z])/ig,
	rupper = /([A-Z])/g,
	rnumpx = /^-?\d+(?:px)?$/i,
	rnum = /^-?\d/,

	cssShow = { position: "absolute", visibility: "hidden", display:"block" },
	cssWidth = [ "Left", "Right" ],
	cssHeight = [ "Top", "Bottom" ],

	// cache check for defaultView.getComputedStyle
	getComputedStyle = document.defaultView && document.defaultView.getComputedStyle,
	// normalize float css property
	styleFloat = jQuery.support.cssFloat ? "cssFloat" : "styleFloat",
	fcamelCase = function( all, letter ) {
		return letter.toUpperCase();
	};

jQuery.fn.css = function( name, value ) {
	return access( this, name, value, true, function( elem, name, value ) {
		if ( value === undefined ) {
			return jQuery.curCSS( elem, name );
		}
		
		if ( typeof value === "number" && !rexclude.test(name) ) {
			value += "px";
		}

		jQuery.style( elem, name, value );
	});
};

jQuery.extend({
	style: function( elem, name, value ) {
		// don't set styles on text and comment nodes
		if ( !elem || elem.nodeType === 3 || elem.nodeType === 8 ) {
			return undefined;
		}

		// ignore negative width and height values #1599
		if ( (name === "width" || name === "height") && parseFloat(value) < 0 ) {
			value = undefined;
		}

		var style = elem.style || elem, set = value !== undefined;

		// IE uses filters for opacity
		if ( !jQuery.support.opacity && name === "opacity" ) {
			if ( set ) {
				// IE has trouble with opacity if it does not have layout
				// Force it by setting the zoom level
				style.zoom = 1;

				// Set the alpha filter to set the opacity
				var opacity = parseInt( value, 10 ) + "" === "NaN" ? "" : "alpha(opacity=" + value * 100 + ")";
				var filter = style.filter || jQuery.curCSS( elem, "filter" ) || "";
				style.filter = ralpha.test(filter) ? filter.replace(ralpha, opacity) : opacity;
			}

			return style.filter && style.filter.indexOf("opacity=") >= 0 ?
				(parseFloat( ropacity.exec(style.filter)[1] ) / 100) + "":
				"";
		}

		// Make sure we're using the right name for getting the float value
		if ( rfloat.test( name ) ) {
			name = styleFloat;
		}

		name = name.replace(rdashAlpha, fcamelCase);

		if ( set ) {
			style[ name ] = value;
		}

		return style[ name ];
	},

	css: function( elem, name, force, extra ) {
		if ( name === "width" || name === "height" ) {
			var val, props = cssShow, which = name === "width" ? cssWidth : cssHeight;

			function getWH() {
				val = name === "width" ? elem.offsetWidth : elem.offsetHeight;

				if ( extra === "border" ) {
					return;
				}

				jQuery.each( which, function() {
					if ( !extra ) {
						val -= parseFloat(jQuery.curCSS( elem, "padding" + this, true)) || 0;
					}

					if ( extra === "margin" ) {
						val += parseFloat(jQuery.curCSS( elem, "margin" + this, true)) || 0;
					} else {
						val -= parseFloat(jQuery.curCSS( elem, "border" + this + "Width", true)) || 0;
					}
				});
			}

			if ( elem.offsetWidth !== 0 ) {
				getWH();
			} else {
				jQuery.swap( elem, props, getWH );
			}

			return Math.max(0, Math.round(val));
		}

		return jQuery.curCSS( elem, name, force );
	},

	curCSS: function( elem, name, force ) {
		var ret, style = elem.style, filter;

		// IE uses filters for opacity
		if ( !jQuery.support.opacity && name === "opacity" && elem.currentStyle ) {
			ret = ropacity.test(elem.currentStyle.filter || "") ?
				(parseFloat(RegExp.$1) / 100) + "" :
				"";

			return ret === "" ?
				"1" :
				ret;
		}

		// Make sure we're using the right name for getting the float value
		if ( rfloat.test( name ) ) {
			name = styleFloat;
		}

		if ( !force && style && style[ name ] ) {
			ret = style[ name ];

		} else if ( getComputedStyle ) {

			// Only "float" is needed here
			if ( rfloat.test( name ) ) {
				name = "float";
			}

			name = name.replace( rupper, "-$1" ).toLowerCase();

			var defaultView = elem.ownerDocument.defaultView;

			if ( !defaultView ) {
				return null;
			}

			var computedStyle = defaultView.getComputedStyle( elem, null );

			if ( computedStyle ) {
				ret = computedStyle.getPropertyValue( name );
			}

			// We should always get a number back from opacity
			if ( name === "opacity" && ret === "" ) {
				ret = "1";
			}

		} else if ( elem.currentStyle ) {
			var camelCase = name.replace(rdashAlpha, fcamelCase);

			ret = elem.currentStyle[ name ] || elem.currentStyle[ camelCase ];

			// From the awesome hack by Dean Edwards
			// http://erik.eae.net/archives/2007/07/27/18.54.15/#comment-102291

			// If we're not dealing with a regular pixel number
			// but a number that has a weird ending, we need to convert it to pixels
			if ( !rnumpx.test( ret ) && rnum.test( ret ) ) {
				// Remember the original values
				var left = style.left, rsLeft = elem.runtimeStyle.left;

				// Put in the new values to get a computed value out
				elem.runtimeStyle.left = elem.currentStyle.left;
				style.left = camelCase === "fontSize" ? "1em" : (ret || 0);
				ret = style.pixelLeft + "px";

				// Revert the changed values
				style.left = left;
				elem.runtimeStyle.left = rsLeft;
			}
		}

		return ret;
	},

	// A method for quickly swapping in/out CSS properties to get correct calculations
	swap: function( elem, options, callback ) {
		var old = {};

		// Remember the old values, and insert the new ones
		for ( var name in options ) {
			old[ name ] = elem.style[ name ];
			elem.style[ name ] = options[ name ];
		}

		callback.call( elem );

		// Revert the old values
		for ( var name in options ) {
			elem.style[ name ] = old[ name ];
		}
	}
});

if ( jQuery.expr && jQuery.expr.filters ) {
	jQuery.expr.filters.hidden = function( elem ) {
		var width = elem.offsetWidth, height = elem.offsetHeight,
			skip = elem.nodeName.toLowerCase() === "tr";

		return width === 0 && height === 0 && !skip ?
			true :
			width > 0 && height > 0 && !skip ?
				false :
				jQuery.curCSS(elem, "display") === "none";
	};

	jQuery.expr.filters.visible = function( elem ) {
		return !jQuery.expr.filters.hidden( elem );
	};
}
var jsc = now(),
	rscript = /<script(.|\s)*?\/script>/gi,
	rselectTextarea = /select|textarea/i,
	rinput = /color|date|datetime|email|hidden|month|number|password|range|search|tel|text|time|url|week/i,
	jsre = /=\?(&|$)/,
	rquery = /\?/,
	rts = /(\?|&)_=.*?(&|$)/,
	rurl = /^(\w+:)?\/\/([^\/?#]+)/,
	r20 = /%20/g,

	// Keep a copy of the old load method
	_load = jQuery.fn.load;

jQuery.fn.extend({
	load: function( url, params, callback ) {
		if ( typeof url !== "string" ) {
			return _load.call( this, url );

		// Don't do a request if no elements are being requested
		} else if ( !this.length ) {
			return this;
		}

		var off = url.indexOf(" ");
		if ( off >= 0 ) {
			var selector = url.slice(off, url.length);
			url = url.slice(0, off);
		}

		// Default to a GET request
		var type = "GET";

		// If the second parameter was provided
		if ( params ) {
			// If it's a function
			if ( jQuery.isFunction( params ) ) {
				// We assume that it's the callback
				callback = params;
				params = null;

			// Otherwise, build a param string
			} else if ( typeof params === "object" ) {
				params = jQuery.param( params, jQuery.ajaxSettings.traditional );
				type = "POST";
			}
		}

		var self = this;

		// Request the remote document
		jQuery.ajax({
			url: url,
			type: type,
			dataType: "html",
			data: params,
			complete: function( res, status ) {
				// If successful, inject the HTML into all the matched elements
				if ( status === "success" || status === "notmodified" ) {
					// See if a selector was specified
					self.html( selector ?
						// Create a dummy div to hold the results
						jQuery("<div />")
							// inject the contents of the document in, removing the scripts
							// to avoid any 'Permission Denied' errors in IE
							.append(res.responseText.replace(rscript, ""))

							// Locate the specified elements
							.find(selector) :

						// If not, just inject the full result
						res.responseText );
				}

				if ( callback ) {
					self.each( callback, [res.responseText, status, res] );
				}
			}
		});

		return this;
	},

	serialize: function() {
		return jQuery.param(this.serializeArray());
	},
	serializeArray: function() {
		return this.map(function() {
			return this.elements ? jQuery.makeArray(this.elements) : this;
		})
		.filter(function() {
			return this.name && !this.disabled &&
				(this.checked || rselectTextarea.test(this.nodeName) ||
					rinput.test(this.type));
		})
		.map(function( i, elem ) {
			var val = jQuery(this).val();

			return val == null ?
				null :
				jQuery.isArray(val) ?
					jQuery.map( val, function( val, i ) {
						return { name: elem.name, value: val };
					}) :
					{ name: elem.name, value: val };
		}).get();
	}
});

// Attach a bunch of functions for handling common AJAX events
jQuery.each( "ajaxStart ajaxStop ajaxComplete ajaxError ajaxSuccess ajaxSend".split(" "), function( i, o ) {
	jQuery.fn[o] = function( f ) {
		return this.bind(o, f);
	};
});

jQuery.extend({

	get: function( url, data, callback, type ) {
		// shift arguments if data argument was omited
		if ( jQuery.isFunction( data ) ) {
			type = type || callback;
			callback = data;
			data = null;
		}

		return jQuery.ajax({
			type: "GET",
			url: url,
			data: data,
			success: callback,
			dataType: type
		});
	},

	getScript: function( url, callback ) {
		return jQuery.get(url, null, callback, "script");
	},

	getJSON: function( url, data, callback ) {
		return jQuery.get(url, data, callback, "json");
	},

	post: function( url, data, callback, type ) {
		// shift arguments if data argument was omited
		if ( jQuery.isFunction( data ) ) {
			type = type || callback;
			callback = data;
			data = {};
		}

		return jQuery.ajax({
			type: "POST",
			url: url,
			data: data,
			success: callback,
			dataType: type
		});
	},

	ajaxSetup: function( settings ) {
		jQuery.extend( jQuery.ajaxSettings, settings );
	},

	ajaxSettings: {
		url: location.href,
		global: true,
		type: "GET",
		contentType: "application/x-www-form-urlencoded",
		processData: true,
		async: true,
		/*
		timeout: 0,
		data: null,
		username: null,
		password: null,
		traditional: false,
		*/
		// Create the request object; Microsoft failed to properly
		// implement the XMLHttpRequest in IE7 (can't request local files),
		// so we use the ActiveXObject when it is available
		// This function can be overriden by calling jQuery.ajaxSetup
		xhr: window.XMLHttpRequest && (window.location.protocol !== "file:" || !window.ActiveXObject) ?
			function() {
				return new window.XMLHttpRequest();
			} :
			function() {
				try {
					return new window.ActiveXObject("Microsoft.XMLHTTP");
				} catch(e) {}
			},
		accepts: {
			xml: "application/xml, text/xml",
			html: "text/html",
			script: "text/javascript, application/javascript",
			json: "application/json, text/javascript",
			text: "text/plain",
			_default: "*/*"
		}
	},

	// Last-Modified header cache for next request
	lastModified: {},
	etag: {},

	ajax: function( origSettings ) {
		var s = jQuery.extend(true, {}, jQuery.ajaxSettings, origSettings);
		
		var jsonp, status, data,
			callbackContext = origSettings && origSettings.context || s,
			type = s.type.toUpperCase();

		// convert data if not already a string
		if ( s.data && s.processData && typeof s.data !== "string" ) {
			s.data = jQuery.param( s.data, s.traditional );
		}

		// Handle JSONP Parameter Callbacks
		if ( s.dataType === "jsonp" ) {
			if ( type === "GET" ) {
				if ( !jsre.test( s.url ) ) {
					s.url += (rquery.test( s.url ) ? "&" : "?") + (s.jsonp || "callback") + "=?";
				}
			} else if ( !s.data || !jsre.test(s.data) ) {
				s.data = (s.data ? s.data + "&" : "") + (s.jsonp || "callback") + "=?";
			}
			s.dataType = "json";
		}

		// Build temporary JSONP function
		if ( s.dataType === "json" && (s.data && jsre.test(s.data) || jsre.test(s.url)) ) {
			jsonp = s.jsonpCallback || ("jsonp" + jsc++);

			// Replace the =? sequence both in the query string and the data
			if ( s.data ) {
				s.data = (s.data + "").replace(jsre, "=" + jsonp + "$1");
			}

			s.url = s.url.replace(jsre, "=" + jsonp + "$1");

			// We need to make sure
			// that a JSONP style response is executed properly
			s.dataType = "script";

			// Handle JSONP-style loading
			window[ jsonp ] = window[ jsonp ] || function( tmp ) {
				data = tmp;
				success();
				complete();
				// Garbage collect
				window[ jsonp ] = undefined;

				try {
					delete window[ jsonp ];
				} catch(e) {}

				if ( head ) {
					head.removeChild( script );
				}
			};
		}

		if ( s.dataType === "script" && s.cache === null ) {
			s.cache = false;
		}

		if ( s.cache === false && type === "GET" ) {
			var ts = now();

			// try replacing _= if it is there
			var ret = s.url.replace(rts, "$1_=" + ts + "$2");

			// if nothing was replaced, add timestamp to the end
			s.url = ret + ((ret === s.url) ? (rquery.test(s.url) ? "&" : "?") + "_=" + ts : "");
		}

		// If data is available, append data to url for get requests
		if ( s.data && type === "GET" ) {
			s.url += (rquery.test(s.url) ? "&" : "?") + s.data;
		}

		// Watch for a new set of requests
		if ( s.global && ! jQuery.active++ ) {
			jQuery.event.trigger( "ajaxStart" );
		}

		// Matches an absolute URL, and saves the domain
		var parts = rurl.exec( s.url ),
			remote = parts && (parts[1] && parts[1] !== location.protocol || parts[2] !== location.host);

		// If we're requesting a remote document
		// and trying to load JSON or Script with a GET
		if ( s.dataType === "script" && type === "GET" && remote ) {
			var head = document.getElementsByTagName("head")[0] || document.documentElement;
			var script = document.createElement("script");
			script.src = s.url;
			if ( s.scriptCharset ) {
				script.charset = s.scriptCharset;
			}

			// Handle Script loading
			if ( !jsonp ) {
				var done = false;

				// Attach handlers for all browsers
				script.onload = script.onreadystatechange = function() {
					if ( !done && (!this.readyState ||
							this.readyState === "loaded" || this.readyState === "complete") ) {
						done = true;
						success();
						complete();

						// Handle memory leak in IE
						script.onload = script.onreadystatechange = null;
						if ( head && script.parentNode ) {
							head.removeChild( script );
						}
					}
				};
			}

			// Use insertBefore instead of appendChild  to circumvent an IE6 bug.
			// This arises when a base node is used (#2709 and #4378).
			head.insertBefore( script, head.firstChild );

			// We handle everything using the script element injection
			return undefined;
		}

		var requestDone = false;

		// Create the request object
		var xhr = s.xhr();

		if ( !xhr ) {
			return;
		}

		// Open the socket
		// Passing null username, generates a login popup on Opera (#2865)
		if ( s.username ) {
			xhr.open(type, s.url, s.async, s.username, s.password);
		} else {
			xhr.open(type, s.url, s.async);
		}

		// Need an extra try/catch for cross domain requests in Firefox 3
		try {
			// Set the correct header, if data is being sent
			if ( s.data || origSettings && origSettings.contentType ) {
				xhr.setRequestHeader("Content-Type", s.contentType);
			}

			// Set the If-Modified-Since and/or If-None-Match header, if in ifModified mode.
			if ( s.ifModified ) {
				if ( jQuery.lastModified[s.url] ) {
					xhr.setRequestHeader("If-Modified-Since", jQuery.lastModified[s.url]);
				}

				if ( jQuery.etag[s.url] ) {
					xhr.setRequestHeader("If-None-Match", jQuery.etag[s.url]);
				}
			}

			// Set header so the called script knows that it's an XMLHttpRequest
			// Only send the header if it's not a remote XHR
			if ( !remote ) {
				xhr.setRequestHeader("X-Requested-With", "XMLHttpRequest");
			}

			// Set the Accepts header for the server, depending on the dataType
			xhr.setRequestHeader("Accept", s.dataType && s.accepts[ s.dataType ] ?
				s.accepts[ s.dataType ] + ", */*" :
				s.accepts._default );
		} catch(e) {}

		// Allow custom headers/mimetypes and early abort
		if ( s.beforeSend && s.beforeSend.call(callbackContext, xhr, s) === false ) {
			// Handle the global AJAX counter
			if ( s.global && ! --jQuery.active ) {
				jQuery.event.trigger( "ajaxStop" );
			}

			// close opended socket
			xhr.abort();
			return false;
		}

		if ( s.global ) {
			trigger("ajaxSend", [xhr, s]);
		}

		// Wait for a response to come back
		var onreadystatechange = xhr.onreadystatechange = function( isTimeout ) {
			// The request was aborted
			if ( !xhr || xhr.readyState === 0 || isTimeout === "abort" ) {
				// Opera doesn't call onreadystatechange before this point
				// so we simulate the call
				if ( !requestDone ) {
					complete();
				}

				requestDone = true;
				if ( xhr ) {
					xhr.onreadystatechange = jQuery.noop;
				}

			// The transfer is complete and the data is available, or the request timed out
			} else if ( !requestDone && xhr && (xhr.readyState === 4 || isTimeout === "timeout") ) {
				requestDone = true;
				xhr.onreadystatechange = jQuery.noop;

				status = isTimeout === "timeout" ?
					"timeout" :
					!jQuery.httpSuccess( xhr ) ?
						"error" :
						s.ifModified && jQuery.httpNotModified( xhr, s.url ) ?
							"notmodified" :
							"success";

				var errMsg;

				if ( status === "success" ) {
					// Watch for, and catch, XML document parse errors
					try {
						// process the data (runs the xml through httpData regardless of callback)
						data = jQuery.httpData( xhr, s.dataType, s );
					} catch(err) {
						status = "parsererror";
						errMsg = err;
					}
				}

				// Make sure that the request was successful or notmodified
				if ( status === "success" || status === "notmodified" ) {
					// JSONP handles its own success callback
					if ( !jsonp ) {
						success();
					}
				} else {
					jQuery.handleError(s, xhr, status, errMsg);
				}

				// Fire the complete handlers
				complete();

				if ( isTimeout === "timeout" ) {
					xhr.abort();
				}

				// Stop memory leaks
				if ( s.async ) {
					xhr = null;
				}
			}
		};

		// Override the abort handler, if we can (IE doesn't allow it, but that's OK)
		// Opera doesn't fire onreadystatechange at all on abort
		try {
			var oldAbort = xhr.abort;
			xhr.abort = function() {
				if ( xhr ) {
					oldAbort.call( xhr );
				}

				onreadystatechange( "abort" );
			};
		} catch(e) { }

		// Timeout checker
		if ( s.async && s.timeout > 0 ) {
			setTimeout(function() {
				// Check to see if the request is still happening
				if ( xhr && !requestDone ) {
					onreadystatechange( "timeout" );
				}
			}, s.timeout);
		}

		// Send the data
		try {
			xhr.send( type === "POST" || type === "PUT" || type === "DELETE" ? s.data : null );
		} catch(e) {
			jQuery.handleError(s, xhr, null, e);
			// Fire the complete handlers
			complete();
		}

		// firefox 1.5 doesn't fire statechange for sync requests
		if ( !s.async ) {
			onreadystatechange();
		}

		function success() {
			// If a local callback was specified, fire it and pass it the data
			if ( s.success ) {
				s.success.call( callbackContext, data, status, xhr );
			}

			// Fire the global callback
			if ( s.global ) {
				trigger( "ajaxSuccess", [xhr, s] );
			}
		}

		function complete() {
			// Process result
			if ( s.complete ) {
				s.complete.call( callbackContext, xhr, status);
			}

			// The request was completed
			if ( s.global ) {
				trigger( "ajaxComplete", [xhr, s] );
			}

			// Handle the global AJAX counter
			if ( s.global && ! --jQuery.active ) {
				jQuery.event.trigger( "ajaxStop" );
			}
		}
		
		function trigger(type, args) {
			(s.context ? jQuery(s.context) : jQuery.event).trigger(type, args);
		}

		// return XMLHttpRequest to allow aborting the request etc.
		return xhr;
	},

	handleError: function( s, xhr, status, e ) {
		// If a local callback was specified, fire it
		if ( s.error ) {
			s.error.call( s.context || s, xhr, status, e );
		}

		// Fire the global callback
		if ( s.global ) {
			(s.context ? jQuery(s.context) : jQuery.event).trigger( "ajaxError", [xhr, s, e] );
		}
	},

	// Counter for holding the number of active queries
	active: 0,

	// Determines if an XMLHttpRequest was successful or not
	httpSuccess: function( xhr ) {
		try {
			// IE error sometimes returns 1223 when it should be 204 so treat it as success, see #1450
			return !xhr.status && location.protocol === "file:" ||
				// Opera returns 0 when status is 304
				( xhr.status >= 200 && xhr.status < 300 ) ||
				xhr.status === 304 || xhr.status === 1223 || xhr.status === 0;
		} catch(e) {}

		return false;
	},

	// Determines if an XMLHttpRequest returns NotModified
	httpNotModified: function( xhr, url ) {
		var lastModified = xhr.getResponseHeader("Last-Modified"),
			etag = xhr.getResponseHeader("Etag");

		if ( lastModified ) {
			jQuery.lastModified[url] = lastModified;
		}

		if ( etag ) {
			jQuery.etag[url] = etag;
		}

		// Opera returns 0 when status is 304
		return xhr.status === 304 || xhr.status === 0;
	},

	httpData: function( xhr, type, s ) {
		var ct = xhr.getResponseHeader("content-type") || "",
			xml = type === "xml" || !type && ct.indexOf("xml") >= 0,
			data = xml ? xhr.responseXML : xhr.responseText;

		if ( xml && data.documentElement.nodeName === "parsererror" ) {
			jQuery.error( "parsererror" );
		}

		// Allow a pre-filtering function to sanitize the response
		// s is checked to keep backwards compatibility
		if ( s && s.dataFilter ) {
			data = s.dataFilter( data, type );
		}

		// The filter can actually parse the response
		if ( typeof data === "string" ) {
			// Get the JavaScript object, if JSON is used.
			if ( type === "json" || !type && ct.indexOf("json") >= 0 ) {
				data = jQuery.parseJSON( data );

			// If the type is "script", eval it in global context
			} else if ( type === "script" || !type && ct.indexOf("javascript") >= 0 ) {
				jQuery.globalEval( data );
			}
		}

		return data;
	},

	// Serialize an array of form elements or a set of
	// key/values into a query string
	param: function( a, traditional ) {
		var s = [];
		
		// Set traditional to true for jQuery <= 1.3.2 behavior.
		if ( traditional === undefined ) {
			traditional = jQuery.ajaxSettings.traditional;
		}
		
		// If an array was passed in, assume that it is an array of form elements.
		if ( jQuery.isArray(a) || a.jquery ) {
			// Serialize the form elements
			jQuery.each( a, function() {
				add( this.name, this.value );
			});
			
		} else {
			// If traditional, encode the "old" way (the way 1.3.2 or older
			// did it), otherwise encode params recursively.
			for ( var prefix in a ) {
				buildParams( prefix, a[prefix] );
			}
		}

		// Return the resulting serialization
		return s.join("&").replace(r20, "+");

		function buildParams( prefix, obj ) {
			if ( jQuery.isArray(obj) ) {
				// Serialize array item.
				jQuery.each( obj, function( i, v ) {
					if ( traditional || /\[\]$/.test( prefix ) ) {
						// Treat each array item as a scalar.
						add( prefix, v );
					} else {
						// If array item is non-scalar (array or object), encode its
						// numeric index to resolve deserialization ambiguity issues.
						// Note that rack (as of 1.0.0) can't currently deserialize
						// nested arrays properly, and attempting to do so may cause
						// a server error. Possible fixes are to modify rack's
						// deserialization algorithm or to provide an option or flag
						// to force array serialization to be shallow.
						buildParams( prefix + "[" + ( typeof v === "object" || jQuery.isArray(v) ? i : "" ) + "]", v );
					}
				});
					
			} else if ( !traditional && obj != null && typeof obj === "object" ) {
				// Serialize object item.
				jQuery.each( obj, function( k, v ) {
					buildParams( prefix + "[" + k + "]", v );
				});
					
			} else {
				// Serialize scalar item.
				add( prefix, obj );
			}
		}

		function add( key, value ) {
			// If value is a function, invoke it and return its value
			value = jQuery.isFunction(value) ? value() : value;
			s[ s.length ] = encodeURIComponent(key) + "=" + encodeURIComponent(value);
		}
	}
});
var elemdisplay = {},
	rfxtypes = /toggle|show|hide/,
	rfxnum = /^([+-]=)?([\d+-.]+)(.*)$/,
	timerId,
	fxAttrs = [
		// height animations
		[ "height", "marginTop", "marginBottom", "paddingTop", "paddingBottom" ],
		// width animations
		[ "width", "marginLeft", "marginRight", "paddingLeft", "paddingRight" ],
		// opacity animations
		[ "opacity" ]
	];

jQuery.fn.extend({
	show: function( speed, callback ) {
		if ( speed || speed === 0) {
			return this.animate( genFx("show", 3), speed, callback);

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				var old = jQuery.data(this[i], "olddisplay");

				this[i].style.display = old || "";

				if ( jQuery.css(this[i], "display") === "none" ) {
					var nodeName = this[i].nodeName, display;

					if ( elemdisplay[ nodeName ] ) {
						display = elemdisplay[ nodeName ];

					} else {
						var elem = jQuery("<" + nodeName + " />").appendTo("body");

						display = elem.css("display");

						if ( display === "none" ) {
							display = "block";
						}

						elem.remove();

						elemdisplay[ nodeName ] = display;
					}

					jQuery.data(this[i], "olddisplay", display);
				}
			}

			// Set the display of the elements in a second loop
			// to avoid the constant reflow
			for ( var j = 0, k = this.length; j < k; j++ ) {
				this[j].style.display = jQuery.data(this[j], "olddisplay") || "";
			}

			return this;
		}
	},

	hide: function( speed, callback ) {
		if ( speed || speed === 0 ) {
			return this.animate( genFx("hide", 3), speed, callback);

		} else {
			for ( var i = 0, l = this.length; i < l; i++ ) {
				var old = jQuery.data(this[i], "olddisplay");
				if ( !old && old !== "none" ) {
					jQuery.data(this[i], "olddisplay", jQuery.css(this[i], "display"));
				}
			}

			// Set the display of the elements in a second loop
			// to avoid the constant reflow
			for ( var j = 0, k = this.length; j < k; j++ ) {
				this[j].style.display = "none";
			}

			return this;
		}
	},

	// Save the old toggle function
	_toggle: jQuery.fn.toggle,

	toggle: function( fn, fn2 ) {
		var bool = typeof fn === "boolean";

		if ( jQuery.isFunction(fn) && jQuery.isFunction(fn2) ) {
			this._toggle.apply( this, arguments );

		} else if ( fn == null || bool ) {
			this.each(function() {
				var state = bool ? fn : jQuery(this).is(":hidden");
				jQuery(this)[ state ? "show" : "hide" ]();
			});

		} else {
			this.animate(genFx("toggle", 3), fn, fn2);
		}

		return this;
	},

	fadeTo: function( speed, to, callback ) {
		return this.filter(":hidden").css("opacity", 0).show().end()
					.animate({opacity: to}, speed, callback);
	},

	animate: function( prop, speed, easing, callback ) {
		var optall = jQuery.speed(speed, easing, callback);

		if ( jQuery.isEmptyObject( prop ) ) {
			return this.each( optall.complete );
		}

		return this[ optall.queue === false ? "each" : "queue" ](function() {
			var opt = jQuery.extend({}, optall), p,
				hidden = this.nodeType === 1 && jQuery(this).is(":hidden"),
				self = this;

			for ( p in prop ) {
				var name = p.replace(rdashAlpha, fcamelCase);

				if ( p !== name ) {
					prop[ name ] = prop[ p ];
					delete prop[ p ];
					p = name;
				}

				if ( prop[p] === "hide" && hidden || prop[p] === "show" && !hidden ) {
					return opt.complete.call(this);
				}

				if ( ( p === "height" || p === "width" ) && this.style ) {
					// Store display property
					opt.display = jQuery.css(this, "display");

					// Make sure that nothing sneaks out
					opt.overflow = this.style.overflow;
				}

				if ( jQuery.isArray( prop[p] ) ) {
					// Create (if needed) and add to specialEasing
					(opt.specialEasing = opt.specialEasing || {})[p] = prop[p][1];
					prop[p] = prop[p][0];
				}
			}

			if ( opt.overflow != null ) {
				this.style.overflow = "hidden";
			}

			opt.curAnim = jQuery.extend({}, prop);

			jQuery.each( prop, function( name, val ) {
				var e = new jQuery.fx( self, opt, name );

				if ( rfxtypes.test(val) ) {
					e[ val === "toggle" ? hidden ? "show" : "hide" : val ]( prop );

				} else {
					var parts = rfxnum.exec(val),
						start = e.cur(true) || 0;

					if ( parts ) {
						var end = parseFloat( parts[2] ),
							unit = parts[3] || "px";

						// We need to compute starting value
						if ( unit !== "px" ) {
							self.style[ name ] = (end || 1) + unit;
							start = ((end || 1) / e.cur(true)) * start;
							self.style[ name ] = start + unit;
						}

						// If a +=/-= token was provided, we're doing a relative animation
						if ( parts[1] ) {
							end = ((parts[1] === "-=" ? -1 : 1) * end) + start;
						}

						e.custom( start, end, unit );

					} else {
						e.custom( start, val, "" );
					}
				}
			});

			// For JS strict compliance
			return true;
		});
	},

	stop: function( clearQueue, gotoEnd ) {
		var timers = jQuery.timers;

		if ( clearQueue ) {
			this.queue([]);
		}

		this.each(function() {
			// go in reverse order so anything added to the queue during the loop is ignored
			for ( var i = timers.length - 1; i >= 0; i-- ) {
				if ( timers[i].elem === this ) {
					if (gotoEnd) {
						// force the next step to be the last
						timers[i](true);
					}

					timers.splice(i, 1);
				}
			}
		});

		// start the next in the queue if the last step wasn't forced
		if ( !gotoEnd ) {
			this.dequeue();
		}

		return this;
	}

});

// Generate shortcuts for custom animations
jQuery.each({
	slideDown: genFx("show", 1),
	slideUp: genFx("hide", 1),
	slideToggle: genFx("toggle", 1),
	fadeIn: { opacity: "show" },
	fadeOut: { opacity: "hide" }
}, function( name, props ) {
	jQuery.fn[ name ] = function( speed, callback ) {
		return this.animate( props, speed, callback );
	};
});

jQuery.extend({
	speed: function( speed, easing, fn ) {
		var opt = speed && typeof speed === "object" ? speed : {
			complete: fn || !fn && easing ||
				jQuery.isFunction( speed ) && speed,
			duration: speed,
			easing: fn && easing || easing && !jQuery.isFunction(easing) && easing
		};

		opt.duration = jQuery.fx.off ? 0 : typeof opt.duration === "number" ? opt.duration :
			jQuery.fx.speeds[opt.duration] || jQuery.fx.speeds._default;

		// Queueing
		opt.old = opt.complete;
		opt.complete = function() {
			if ( opt.queue !== false ) {
				jQuery(this).dequeue();
			}
			if ( jQuery.isFunction( opt.old ) ) {
				opt.old.call( this );
			}
		};

		return opt;
	},

	easing: {
		linear: function( p, n, firstNum, diff ) {
			return firstNum + diff * p;
		},
		swing: function( p, n, firstNum, diff ) {
			return ((-Math.cos(p*Math.PI)/2) + 0.5) * diff + firstNum;
		}
	},

	timers: [],

	fx: function( elem, options, prop ) {
		this.options = options;
		this.elem = elem;
		this.prop = prop;

		if ( !options.orig ) {
			options.orig = {};
		}
	}

});

jQuery.fx.prototype = {
	// Simple function for setting a style value
	update: function() {
		if ( this.options.step ) {
			this.options.step.call( this.elem, this.now, this );
		}

		(jQuery.fx.step[this.prop] || jQuery.fx.step._default)( this );

		// Set display property to block for height/width animations
		if ( ( this.prop === "height" || this.prop === "width" ) && this.elem.style ) {
			this.elem.style.display = "block";
		}
	},

	// Get the current size
	cur: function( force ) {
		if ( this.elem[this.prop] != null && (!this.elem.style || this.elem.style[this.prop] == null) ) {
			return this.elem[ this.prop ];
		}

		var r = parseFloat(jQuery.css(this.elem, this.prop, force));
		return r && r > -10000 ? r : parseFloat(jQuery.curCSS(this.elem, this.prop)) || 0;
	},

	// Start an animation from one number to another
	custom: function( from, to, unit ) {
		this.startTime = now();
		this.start = from;
		this.end = to;
		this.unit = unit || this.unit || "px";
		this.now = this.start;
		this.pos = this.state = 0;

		var self = this;
		function t( gotoEnd ) {
			return self.step(gotoEnd);
		}

		t.elem = this.elem;

		if ( t() && jQuery.timers.push(t) && !timerId ) {
			timerId = setInterval(jQuery.fx.tick, 13);
		}
	},

	// Simple 'show' function
	show: function() {
		// Remember where we started, so that we can go back to it later
		this.options.orig[this.prop] = jQuery.style( this.elem, this.prop );
		this.options.show = true;

		// Begin the animation
		// Make sure that we start at a small width/height to avoid any
		// flash of content
		this.custom(this.prop === "width" || this.prop === "height" ? 1 : 0, this.cur());

		// Start by showing the element
		jQuery( this.elem ).show();
	},

	// Simple 'hide' function
	hide: function() {
		// Remember where we started, so that we can go back to it later
		this.options.orig[this.prop] = jQuery.style( this.elem, this.prop );
		this.options.hide = true;

		// Begin the animation
		this.custom(this.cur(), 0);
	},

	// Each step of an animation
	step: function( gotoEnd ) {
		var t = now(), done = true;

		if ( gotoEnd || t >= this.options.duration + this.startTime ) {
			this.now = this.end;
			this.pos = this.state = 1;
			this.update();

			this.options.curAnim[ this.prop ] = true;

			for ( var i in this.options.curAnim ) {
				if ( this.options.curAnim[i] !== true ) {
					done = false;
				}
			}

			if ( done ) {
				if ( this.options.display != null ) {
					// Reset the overflow
					this.elem.style.overflow = this.options.overflow;

					// Reset the display
					var old = jQuery.data(this.elem, "olddisplay");
					this.elem.style.display = old ? old : this.options.display;

					if ( jQuery.css(this.elem, "display") === "none" ) {
						this.elem.style.display = "block";
					}
				}

				// Hide the element if the "hide" operation was done
				if ( this.options.hide ) {
					jQuery(this.elem).hide();
				}

				// Reset the properties, if the item has been hidden or shown
				if ( this.options.hide || this.options.show ) {
					for ( var p in this.options.curAnim ) {
						jQuery.style(this.elem, p, this.options.orig[p]);
					}
				}

				// Execute the complete function
				this.options.complete.call( this.elem );
			}

			return false;

		} else {
			var n = t - this.startTime;
			this.state = n / this.options.duration;

			// Perform the easing function, defaults to swing
			var specialEasing = this.options.specialEasing && this.options.specialEasing[this.prop];
			var defaultEasing = this.options.easing || (jQuery.easing.swing ? "swing" : "linear");
			this.pos = jQuery.easing[specialEasing || defaultEasing](this.state, n, 0, 1, this.options.duration);
			this.now = this.start + ((this.end - this.start) * this.pos);

			// Perform the next step of the animation
			this.update();
		}

		return true;
	}
};

jQuery.extend( jQuery.fx, {
	tick: function() {
		var timers = jQuery.timers;

		for ( var i = 0; i < timers.length; i++ ) {
			if ( !timers[i]() ) {
				timers.splice(i--, 1);
			}
		}

		if ( !timers.length ) {
			jQuery.fx.stop();
		}
	},
		
	stop: function() {
		clearInterval( timerId );
		timerId = null;
	},
	
	speeds: {
		slow: 600,
 		fast: 200,
 		// Default speed
 		_default: 400
	},

	step: {
		opacity: function( fx ) {
			jQuery.style(fx.elem, "opacity", fx.now);
		},

		_default: function( fx ) {
			if ( fx.elem.style && fx.elem.style[ fx.prop ] != null ) {
				fx.elem.style[ fx.prop ] = (fx.prop === "width" || fx.prop === "height" ? Math.max(0, fx.now) : fx.now) + fx.unit;
			} else {
				fx.elem[ fx.prop ] = fx.now;
			}
		}
	}
});

if ( jQuery.expr && jQuery.expr.filters ) {
	jQuery.expr.filters.animated = function( elem ) {
		return jQuery.grep(jQuery.timers, function( fn ) {
			return elem === fn.elem;
		}).length;
	};
}

function genFx( type, num ) {
	var obj = {};

	jQuery.each( fxAttrs.concat.apply([], fxAttrs.slice(0,num)), function() {
		obj[ this ] = type;
	});

	return obj;
}
if ( "getBoundingClientRect" in document.documentElement ) {
	jQuery.fn.offset = function( options ) {
		var elem = this[0];

		if ( options ) { 
			return this.each(function( i ) {
				jQuery.offset.setOffset( this, options, i );
			});
		}

		if ( !elem || !elem.ownerDocument ) {
			return null;
		}

		if ( elem === elem.ownerDocument.body ) {
			return jQuery.offset.bodyOffset( elem );
		}

		var box = elem.getBoundingClientRect(), doc = elem.ownerDocument, body = doc.body, docElem = doc.documentElement,
			clientTop = docElem.clientTop || body.clientTop || 0, clientLeft = docElem.clientLeft || body.clientLeft || 0,
			top  = box.top  + (self.pageYOffset || jQuery.support.boxModel && docElem.scrollTop  || body.scrollTop ) - clientTop,
			left = box.left + (self.pageXOffset || jQuery.support.boxModel && docElem.scrollLeft || body.scrollLeft) - clientLeft;

		return { top: top, left: left };
	};

} else {
	jQuery.fn.offset = function( options ) {
		var elem = this[0];

		if ( options ) { 
			return this.each(function( i ) {
				jQuery.offset.setOffset( this, options, i );
			});
		}

		if ( !elem || !elem.ownerDocument ) {
			return null;
		}

		if ( elem === elem.ownerDocument.body ) {
			return jQuery.offset.bodyOffset( elem );
		}

		jQuery.offset.initialize();

		var offsetParent = elem.offsetParent, prevOffsetParent = elem,
			doc = elem.ownerDocument, computedStyle, docElem = doc.documentElement,
			body = doc.body, defaultView = doc.defaultView,
			prevComputedStyle = defaultView ? defaultView.getComputedStyle( elem, null ) : elem.currentStyle,
			top = elem.offsetTop, left = elem.offsetLeft;

		while ( (elem = elem.parentNode) && elem !== body && elem !== docElem ) {
			if ( jQuery.offset.supportsFixedPosition && prevComputedStyle.position === "fixed" ) {
				break;
			}

			computedStyle = defaultView ? defaultView.getComputedStyle(elem, null) : elem.currentStyle;
			top  -= elem.scrollTop;
			left -= elem.scrollLeft;

			if ( elem === offsetParent ) {
				top  += elem.offsetTop;
				left += elem.offsetLeft;

				if ( jQuery.offset.doesNotAddBorder && !(jQuery.offset.doesAddBorderForTableAndCells && /^t(able|d|h)$/i.test(elem.nodeName)) ) {
					top  += parseFloat( computedStyle.borderTopWidth  ) || 0;
					left += parseFloat( computedStyle.borderLeftWidth ) || 0;
				}

				prevOffsetParent = offsetParent, offsetParent = elem.offsetParent;
			}

			if ( jQuery.offset.subtractsBorderForOverflowNotVisible && computedStyle.overflow !== "visible" ) {
				top  += parseFloat( computedStyle.borderTopWidth  ) || 0;
				left += parseFloat( computedStyle.borderLeftWidth ) || 0;
			}

			prevComputedStyle = computedStyle;
		}

		if ( prevComputedStyle.position === "relative" || prevComputedStyle.position === "static" ) {
			top  += body.offsetTop;
			left += body.offsetLeft;
		}

		if ( jQuery.offset.supportsFixedPosition && prevComputedStyle.position === "fixed" ) {
			top  += Math.max( docElem.scrollTop, body.scrollTop );
			left += Math.max( docElem.scrollLeft, body.scrollLeft );
		}

		return { top: top, left: left };
	};
}

jQuery.offset = {
	initialize: function() {
		var body = document.body, container = document.createElement("div"), innerDiv, checkDiv, table, td, bodyMarginTop = parseFloat( jQuery.curCSS(body, "marginTop", true) ) || 0,
			html = "<div style='position:absolute;top:0;left:0;margin:0;border:5px solid #000;padding:0;width:1px;height:1px;'><div></div></div><table style='position:absolute;top:0;left:0;margin:0;border:5px solid #000;padding:0;width:1px;height:1px;' cellpadding='0' cellspacing='0'><tr><td></td></tr></table>";

		jQuery.extend( container.style, { position: "absolute", top: 0, left: 0, margin: 0, border: 0, width: "1px", height: "1px", visibility: "hidden" } );

		container.innerHTML = html;
		body.insertBefore( container, body.firstChild );
		innerDiv = container.firstChild;
		checkDiv = innerDiv.firstChild;
		td = innerDiv.nextSibling.firstChild.firstChild;

		this.doesNotAddBorder = (checkDiv.offsetTop !== 5);
		this.doesAddBorderForTableAndCells = (td.offsetTop === 5);

		checkDiv.style.position = "fixed", checkDiv.style.top = "20px";
		// safari subtracts parent border width here which is 5px
		this.supportsFixedPosition = (checkDiv.offsetTop === 20 || checkDiv.offsetTop === 15);
		checkDiv.style.position = checkDiv.style.top = "";

		innerDiv.style.overflow = "hidden", innerDiv.style.position = "relative";
		this.subtractsBorderForOverflowNotVisible = (checkDiv.offsetTop === -5);

		this.doesNotIncludeMarginInBodyOffset = (body.offsetTop !== bodyMarginTop);

		body.removeChild( container );
		body = container = innerDiv = checkDiv = table = td = null;
		jQuery.offset.initialize = jQuery.noop;
	},

	bodyOffset: function( body ) {
		var top = body.offsetTop, left = body.offsetLeft;

		jQuery.offset.initialize();

		if ( jQuery.offset.doesNotIncludeMarginInBodyOffset ) {
			top  += parseFloat( jQuery.curCSS(body, "marginTop",  true) ) || 0;
			left += parseFloat( jQuery.curCSS(body, "marginLeft", true) ) || 0;
		}

		return { top: top, left: left };
	},
	
	setOffset: function( elem, options, i ) {
		// set position first, in-case top/left are set even on static elem
		if ( /static/.test( jQuery.curCSS( elem, "position" ) ) ) {
			elem.style.position = "relative";
		}
		var curElem   = jQuery( elem ),
			curOffset = curElem.offset(),
			curTop    = parseInt( jQuery.curCSS( elem, "top",  true ), 10 ) || 0,
			curLeft   = parseInt( jQuery.curCSS( elem, "left", true ), 10 ) || 0;

		if ( jQuery.isFunction( options ) ) {
			options = options.call( elem, i, curOffset );
		}

		var props = {
			top:  (options.top  - curOffset.top)  + curTop,
			left: (options.left - curOffset.left) + curLeft
		};
		
		if ( "using" in options ) {
			options.using.call( elem, props );
		} else {
			curElem.css( props );
		}
	}
};


jQuery.fn.extend({
	position: function() {
		if ( !this[0] ) {
			return null;
		}

		var elem = this[0],

		// Get *real* offsetParent
		offsetParent = this.offsetParent(),

		// Get correct offsets
		offset       = this.offset(),
		parentOffset = /^body|html$/i.test(offsetParent[0].nodeName) ? { top: 0, left: 0 } : offsetParent.offset();

		// Subtract element margins
		// note: when an element has margin: auto the offsetLeft and marginLeft
		// are the same in Safari causing offset.left to incorrectly be 0
		offset.top  -= parseFloat( jQuery.curCSS(elem, "marginTop",  true) ) || 0;
		offset.left -= parseFloat( jQuery.curCSS(elem, "marginLeft", true) ) || 0;

		// Add offsetParent borders
		parentOffset.top  += parseFloat( jQuery.curCSS(offsetParent[0], "borderTopWidth",  true) ) || 0;
		parentOffset.left += parseFloat( jQuery.curCSS(offsetParent[0], "borderLeftWidth", true) ) || 0;

		// Subtract the two offsets
		return {
			top:  offset.top  - parentOffset.top,
			left: offset.left - parentOffset.left
		};
	},

	offsetParent: function() {
		return this.map(function() {
			var offsetParent = this.offsetParent || document.body;
			while ( offsetParent && (!/^body|html$/i.test(offsetParent.nodeName) && jQuery.css(offsetParent, "position") === "static") ) {
				offsetParent = offsetParent.offsetParent;
			}
			return offsetParent;
		});
	}
});


// Create scrollLeft and scrollTop methods
jQuery.each( ["Left", "Top"], function( i, name ) {
	var method = "scroll" + name;

	jQuery.fn[ method ] = function(val) {
		var elem = this[0], win;
		
		if ( !elem ) {
			return null;
		}

		if ( val !== undefined ) {
			// Set the scroll offset
			return this.each(function() {
				win = getWindow( this );

				if ( win ) {
					win.scrollTo(
						!i ? val : jQuery(win).scrollLeft(),
						 i ? val : jQuery(win).scrollTop()
					);

				} else {
					this[ method ] = val;
				}
			});
		} else {
			win = getWindow( elem );

			// Return the scroll offset
			return win ? ("pageXOffset" in win) ? win[ i ? "pageYOffset" : "pageXOffset" ] :
				jQuery.support.boxModel && win.document.documentElement[ method ] ||
					win.document.body[ method ] :
				elem[ method ];
		}
	};
});

function getWindow( elem ) {
	return ("scrollTo" in elem && elem.document) ?
		elem :
		elem.nodeType === 9 ?
			elem.defaultView || elem.parentWindow :
			false;
}
// Create innerHeight, innerWidth, outerHeight and outerWidth methods
jQuery.each([ "Height", "Width" ], function( i, name ) {

	var type = name.toLowerCase();

	// innerHeight and innerWidth
	jQuery.fn["inner" + name] = function() {
		return this[0] ?
			jQuery.css( this[0], type, false, "padding" ) :
			null;
	};

	// outerHeight and outerWidth
	jQuery.fn["outer" + name] = function( margin ) {
		return this[0] ?
			jQuery.css( this[0], type, false, margin ? "margin" : "border" ) :
			null;
	};

	jQuery.fn[ type ] = function( size ) {
		// Get window width or height
		var elem = this[0];
		if ( !elem ) {
			return size == null ? null : this;
		}
		
		if ( jQuery.isFunction( size ) ) {
			return this.each(function( i ) {
				var self = jQuery( this );
				self[ type ]( size.call( this, i, self[ type ]() ) );
			});
		}

		return ("scrollTo" in elem && elem.document) ? // does it walk and quack like a window?
			// Everyone else use document.documentElement or document.body depending on Quirks vs Standards mode
			elem.document.compatMode === "CSS1Compat" && elem.document.documentElement[ "client" + name ] ||
			elem.document.body[ "client" + name ] :

			// Get document width or height
			(elem.nodeType === 9) ? // is it a document
				// Either scroll[Width/Height] or offset[Width/Height], whichever is greater
				Math.max(
					elem.documentElement["client" + name],
					elem.body["scroll" + name], elem.documentElement["scroll" + name],
					elem.body["offset" + name], elem.documentElement["offset" + name]
				) :

				// Get or set width or height on the element
				size === undefined ?
					// Get width or height on the element
					jQuery.css( elem, type ) :

					// Set the width or height on the element (default to pixels if value is unitless)
					this.css( type, typeof size === "string" ? size : size + "px" );
	};

});
// Expose jQuery to the global object
window.jQuery = window.$ = jQuery;

})(window);
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OEBPS/js/jquery.columnmanager.js
/*

 * jQuery columnManager plugin

 * Version: 0.2.5

 *

 * Copyright (c) 2007 Roman Weich

 * http://p.sohei.org

 *

 * Dual licensed under the MIT and GPL licenses 

 * (This means that you can choose the license that best suits your project, and use it accordingly):

 *   http://www.opensource.org/licenses/mit-license.php

 *   http://www.gnu.org/licenses/gpl.html

 *

 * Changelog: 

 * v 0.2.5 - 2008-01-17

 *	-change: added options "show" and "hide". with these functions the user can control the way to show or hide the cells

 *	-change: added $.fn.showColumns() and $.fn.hideColumns which allows to explicitely show or hide any given number of columns

 * v 0.2.4 - 2007-12-02

 *	-fix: a problem with the on/off css classes when manually toggling columns which were not in the column header list

 *	-fix: an error in the createColumnHeaderList function incorectly resetting the visibility state of the columns

 *	-change: restructured some of the code

 * v 0.2.3 - 2007-12-02

 *	-change: when a column header has no text but some html markup as content, the markup is used in the column header list instead of "undefined"

 * v 0.2.2 - 2007-11-27

 *	-change: added the ablity to change the on and off CSS classes in the column header list through $().toggleColumns()

 *	-change: to avoid conflicts with other plugins, the table-referencing data in the column header list is now stored as an expando and not in the class name as before

 * v 0.2.1 - 2007-08-14

 *	-fix: handling of colspans didn't work properly for the very first spanning column

 *	-change: altered the cookie handling routines for easier management

 * v 0.2.0 - 2007-04-14

 *	-change: supports tables with colspanned and rowspanned cells now

 * v 0.1.4 - 2007-04-11

 *	-change: added onToggle option to specify a custom callback function for the toggling over the column header list

 * v 0.1.3 - 2007-04-05

 *	-fix: bug when saving the value in a cookie

 *	-change: toggleColumns takes a number or an array of numbers as argument now

 * v 0.1.2 - 2007-04-02

 * 	-change: added jsDoc style documentation and examples

 * 	-change: the column index passed to toggleColumns() starts at 1 now (conforming to the values passed in the hideInList and colsHidden options)

 * v 0.1.1 - 2007-03-30

 * 	-change: changed hideInList and colsHidden options to hold integer values for the column indexes to be affected

 *	-change: made the toggleColumns function accessible through the jquery object, to toggle the state without the need for the column header list

 *	-fix: error when not finding the passed listTargetID in the dom

 * v 0.1.0 - 2007-03-27

 */



(function($) 

{

	var defaults = {

		listTargetID : null,

		onClass : '',

		offClass : '',

		hideInList: [],

		colsHidden: [],

		saveState: false,

		onToggle: null,

		show: function(cell){

			showCell(cell);

		},

		hide: function(cell){

			hideCell(cell);

		}

	};

	

	var idCount = 0;

	var cookieName = 'columnManagerC';



	/**

	 * Saves the current state for the table in a cookie.

	 * @param {element} table	The table for which to save the current state.

	 */

	var saveCurrentValue = function(table)

	{

		var val = '', i = 0, colsVisible = table.cMColsVisible;

		if ( table.cMSaveState && table.id && colsVisible && $.cookie )

		{

			for ( ; i < colsVisible.length; i++ )

			{

				val += ( colsVisible[i] == false ) ? 0 : 1;

			}

			$.cookie(cookieName + table.id, val, {expires: 9999});

		}

	};

	

	/**

	 * Hides a cell.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to hide.

	 */

	var hideCell = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			(hideCell = function(c)

			{

				c.style.setAttribute('display', 'none');

			})(cell);

		}

		else

		{

			(hideCell = function(c)

			{

				c.style.display = 'none';

			})(cell);

		}

	};



	/**

	 * Makes a cell visible again.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to show.

	 */

	var showCell = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			(showCell = function(c)

			{

				c.style.setAttribute('display', 'block');

			})(cell);

		}

		else

		{

			(showCell = function(c)

			{

				c.style.display = 'table-cell';

			})(cell);

		}

	};



	/**

	 * Returns the visible state of a cell.

	 * It rewrites itself after the browsercheck!

	 * @param {element} cell	The cell to test.

	 */

	var cellVisible = function(cell)

	{

		if ( jQuery.browser.msie )

		{

			return (cellVisible = function(c)

			{

				return c.style.getAttribute('display') != 'none';

			})(cell);

		}

		else

		{

			return (cellVisible = function(c)

			{

				return c.style.display != 'none';

			})(cell);

		}

	};



	/**

	 * Returns the cell element which has the passed column index value.

	 * @param {element} table	The table element.

	 * @param {array} cells		The cells to loop through.

	 * @param {integer} col	The column index to look for.

	 */

	var getCell = function(table, cells, col)

	{

		for ( var i = 0; i < cells.length; i++ )

		{

			if ( cells[i].realIndex === undefined ) //the test is here, because rows/cells could get added after the first run

			{

				fixCellIndexes(table);

			}

			if ( cells[i].realIndex == col )

			{

				return cells[i];

			}

		}

		return null;

	};



	/**

	 * Calculates the actual cellIndex value of all cells in the table and stores it in the realCell property of each cell.

	 * Thats done because the cellIndex value isn't correct when colspans or rowspans are used.

	 * Originally created by Matt Kruse for his table library - Big Thanks! (see http://www.javascripttoolbox.com/)

	 * @param {element} table	The table element.

	 */

	var fixCellIndexes = function(table) 

	{

		var rows = table.rows;

		var len = rows.length;

		var matrix = [];

		for ( var i = 0; i < len; i++ )

		{

			var cells = rows[i].cells;

			var clen = cells.length;

			for ( var j = 0; j < clen; j++ )

			{

				var c = cells[j];

				var rowSpan = c.rowSpan || 1;

				var colSpan = c.colSpan || 1;

				var firstAvailCol = -1;

				if ( !matrix[i] )

				{ 

					matrix[i] = []; 

				}

				var m = matrix[i];

				// Find first available column in the first row

				while ( m[++firstAvailCol] ) {}

				c.realIndex = firstAvailCol;

				for ( var k = i; k < i + rowSpan; k++ )

				{

					if ( !matrix[k] )

					{ 

						matrix[k] = []; 

					}

					var matrixrow = matrix[k];

					for ( var l = firstAvailCol; l < firstAvailCol + colSpan; l++ )

					{

						matrixrow[l] = 1;

					}

				}

			}

		}

	};

	

	/**

	 * Manages the column display state for a table.

	 *

	 * Features:

	 * Saves the state and recreates it on the next visit of the site (requires cookie-plugin).

	 * Extracts all headers and builds an unordered(<UL>) list out of them, where clicking an list element will show/hide the matching column.

	 *

	 * @param {map} options		An object for optional settings (options described below).

	 *

	 * @option {string} listTargetID	The ID attribute of the element the column header list will be added to.

	 *						Default value: null

	 * @option {string} onClass		A CSS class that is used on the items in the column header list, for which the column state is visible 

	 *						Works only with listTargetID set!

	 *						Default value: ''

	 * @option {string} offClass		A CSS class that is used on the items in the column header list, for which the column state is hidden.

	 *						Works only with listTargetID set!

	 *						Default value: ''

	 * @option {array} hideInList	An array of numbers. Each column with the matching column index won't be displayed in the column header list.

	 *						Index starting at 1!

	 *						Default value: [] (all columns will be included in the list)

	 * @option {array} colsHidden	An array of numbers. Each column with the matching column index will get hidden by default.

	 *						The value is overwritten when saveState is true and a cookie is set for this table.

	 *						Index starting at 1!

	 *						Default value: []

	 * @option {boolean} saveState	Save a cookie with the sate information of each column.

	 *						Requires jQuery cookie plugin.

	 *						Default value: false

	 * @option {function} onToggle	Callback function which is triggered when the visibility state of a column was toggled through the column header list.

	 *						The passed parameters are: the column index(integer) and the visibility state(boolean).

	 *						Default value: null

	 *

	 * @option {function} show		Function which is called to show a table cell.

	 *						The passed parameters are: the table cell (DOM-element).

	 *						Default value: a functions which simply sets the display-style to block (visible)

	 *

	 * @option {function} hide		Function which is called to hide a table cell.

	 *						The passed parameters are: the table cell (DOM-element).

	 *						Default value: a functions which simply sets the display-style to none (invisible)

	 *

	 * @example $('#table').columnManager([listTargetID: "target", onClass: "on", offClass: "off"]);

	 * @desc Creates the column header list in the element with the ID attribute "target" and sets the CSS classes for the visible("on") and hidden("off") states.

	 *

	 * @example $('#table').columnManager([listTargetID: "target", hideInList: [1, 4]]);

	 * @desc Creates the column header list in the element with the ID attribute "target" but without the first and fourth column.

	 *

	 * @example $('#table').columnManager([listTargetID: "target", colsHidden: [1, 4]]);

	 * @desc Creates the column header list in the element with the ID attribute "target" and hides the first and fourth column by default.

	 *

	 * @example $('#table').columnManager([saveState: true]);

	 * @desc Enables the saving of visibility informations for the columns. Does not create a column header list! Toggle the columns visiblity through $('selector').toggleColumns().

	 *

	 * @type jQuery

	 *

	 * @name columnManager

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.columnManager = function(options)

	{

		var settings = $.extend({}, defaults, options);



		/**

		 * Creates the column header list.

		 * @param {element} table	The table element for which to create the list.

		 */

		var createColumnHeaderList = function(table)

		{

			if ( !settings.listTargetID )

			{

				return;

			}

			var $target = $('#' + settings.listTargetID);

			if ( !$target.length )

			{

				return;

			}

			//select headrow - when there is no thead-element, use the first row in the table

			var headRow = null;

			if ( table.tHead && table.tHead.length )

			{

				headRow = table.tHead.rows[0];

			}

			else if ( table.rows.length )

			{

				headRow = table.rows[0];

			}

			else

			{

				return; //no header - nothing to do

			}

			var cells = headRow.cells;

			if ( !cells.length )

			{

				return; //no header - nothing to do

			}

			//create list in target element

			var $list = null;

			if ( $target.get(0).nodeName.toUpperCase() == 'UL' )

			{

				$list = $target;

			}

			else

			{

				$list = $('<ul></ul>');

				$target.append($list);

			}

			var colsVisible = table.cMColsVisible;

			//create list elements from headers

			for ( var i = 0; i < cells.length; i++ )

			{

				if ( $.inArray(i + 1, settings.hideInList) >= 0 )

				{

					continue;

				}

				colsVisible[i] = ( colsVisible[i] !== undefined ) ? colsVisible[i] : true;

				var text = $(cells[i]).text(), 

					addClass;

				if ( !text.length )

				{

					text = $(cells[i]).html();

					if ( !text.length ) //still nothing?

					{

						text = 'No label'; // GNS - was: 'undefined'

					}

				}

				if ( colsVisible[i] && settings.onClass )

				{

					addClass = settings.onClass;

				}

				else if ( !colsVisible[i] && settings.offClass )

				{

					addClass = settings.offClass;

				}

				var $li = $('<li class="' + addClass + '">' + text + '</li>').click(toggleClick);

				$li[0].cmData = {id: table.id, col: i};

				$list.append($li);

			}

			table.cMColsVisible = colsVisible;

		};



		/**

		 * called when an item in the column header list is clicked

		 */

		var toggleClick = function()

		{

			//get table id and column name

			var data = this.cmData;

			if ( data && data.id && data.col >= 0 )

			{

				var colNum = data.col, 

					$table = $('#' + data.id);

				if ( $table.length )

				{

					$table.toggleColumns([colNum + 1], settings);

					//set the appropriate classes to the column header list

					var colsVisible = $table.get(0).cMColsVisible;

					if ( settings.onToggle )

					{

						settings.onToggle.apply($table.get(0), [colNum + 1, colsVisible[colNum]]);

					}

				}

			}

		};



		/**

		 * Reads the saved state from the cookie.

		 * @param {string} tableID	The ID attribute from the table.

		 */

		var getSavedValue = function(tableID)

		{

			var val = $.cookie(cookieName + tableID);

			if ( val )

			{

				var ar = val.split('');

				for ( var i = 0; i < ar.length; i++ )

				{

					ar[i] &= 1;

				}

				return ar;

			}

			return false;

		};



        return this.each(function()

        {

			this.id = this.id || 'jQcM0O' + idCount++; //we need an id for the column header list stuff

			var i, 

				colsHide = [], 

				colsVisible = [];

			//fix cellIndex values

			fixCellIndexes(this);

			//some columns hidden by default?

			if ( settings.colsHidden.length )

			{

				for ( i = 0; i < settings.colsHidden.length; i++ )

				{

					colsVisible[settings.colsHidden[i] - 1] = true;

					colsHide[settings.colsHidden[i] - 1] = true;

				}

			}

			//get saved state - and overwrite defaults

			if ( settings.saveState )

			{

				var colsSaved = getSavedValue(this.id);

				if ( colsSaved && colsSaved.length )

				{

					for ( i = 0; i < colsSaved.length; i++ )

					{

						colsVisible[i] = true;

						colsHide[i] = !colsSaved[i];

					}

				}

				this.cMSaveState = true;

			}

			//assign initial colsVisible var to the table (needed for toggling and saving the state)

			this.cMColsVisible = colsVisible;

			//something to hide already?

			if ( colsHide.length )

			{

				var a = [];

				for ( i = 0; i < colsHide.length; i++ )

				{

					if ( colsHide[i] )

					{

						a[a.length] = i + 1;

					}

				}

				if ( a.length )

				{

					$(this).toggleColumns(a);

				}

			}

			//create column header list

			createColumnHeaderList(this);

        }); 

	};



	/**

	 * Shows or hides table columns.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. The display state(visible/hidden) for each column with the matching column index will get toggled.

	 *							Column index starts at 1! (see the example)

	 *

	 * @param {map} options		An object for optional settings to handle the on and off CSS classes in the column header list (options described below).

	 * @option {string} listTargetID	The ID attribute of the element with the column header.

	 * @option {string} onClass		A CSS class that is used on the items in the column header list, for which the column state is visible 

	 * @option {string} offClass		A CSS class that is used on the items in the column header list, for which the column state is hidden.

	 * @option {function} show		Function which is called to show a table cell.

	 * @option {function} hide		Function which is called to hide a table cell.

	 *

	 * @example $('#table').toggleColumns([2, 4], {hide: function(cell) { $(cell).fadeOut("slow"); }});

	 * @before <table id="table">

	 *   			<thead>

	 *   				<th>one</th

	 *   				<th>two</th

	 *   				<th>three</th

	 *   				<th>four</th

	 *   			</thead>

	 * 		   </table>

	 * @desc Toggles the visible state for the columns "two" and "four". Use custom function to fade the cell out when hiding it.

	 *

	 * @example $('#table').toggleColumns(3, {listTargetID: 'theID', onClass: 'vis'});

	 * @before <table id="table">

	 *   			<thead>

	 *   				<th>one</th

	 *   				<th>two</th

	 *   				<th>three</th

	 *   				<th>four</th

	 *   			</thead>

	 * 		   </table>

	 * @desc Toggles the visible state for column "three" and sets or removes the CSS class 'vis' to the appropriate column header according to the visibility of the column.

	 *

	 * @type jQuery

	 *

	 * @name toggleColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.toggleColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i, toggle, di, 

				rows = this.rows, 

				colsVisible = this.cMColsVisible;



			if ( !columns )

				return;



			if ( columns.constructor == Number )

				columns = [columns];



			if ( !colsVisible )

				colsVisible = this.cMColsVisible = [];



			//go through all rows in the table and hide the cells

			for ( i = 0; i < rows.length; i++ )

			{

				var cells = rows[i].cells;

				for ( var k = 0; k < columns.length; k++ )

				{

					var col = columns[k] - 1;

					if ( col >= 0 )

					{

						//find the cell with the correct index

						var c = getCell(this, cells, col);

						//cell not found - maybe a previous one has a colspan? - search it!

						if ( !c )

						{

							var cco = col;

							while ( cco > 0 && !(c = getCell(this, cells, --cco)) ) {} //find the previous cell

							if ( !c )

							{

								continue;

							}

						}

						//set toggle direction

						if ( colsVisible[col] == undefined )//not initialized yet

						{

							colsVisible[col] = true;

						}

						if ( colsVisible[col] )

						{

							toggle = cmo && cmo.hide ? cmo.hide : hideCell;

							di = -1;

						}

						else

						{

							toggle = cmo && cmo.show ? cmo.show : showCell;

							di = 1;

						}

						if ( !c.chSpan )

						{

							c.chSpan = 0;

						}

						//the cell has a colspan - so dont show/hide - just change the colspan

						if ( c.colSpan > 1 || (di == 1 && c.chSpan && cellVisible(c)) )

						{

							//is the colspan even reaching this cell? if not we have a rowspan -> nothing to do

							if ( c.realIndex + c.colSpan + c.chSpan - 1 < col )

							{

								continue;

							}

							c.colSpan += di;

							c.chSpan += di * -1;

						}

						else if ( c.realIndex + c.chSpan < col )//a previous cell was found, but doesn't affect this one (rowspan)

						{

							continue;

						}

						else //toggle cell

						{

							toggle(c);

						}

					}

				}

			}

			//set the colsVisible var

			for ( i = 0; i < columns.length; i++ )

			{

				this.cMColsVisible[columns[i] - 1] = !colsVisible[columns[i] - 1];

				//set the appropriate classes to the column header list, if the options have been passed

				if ( cmo && cmo.listTargetID && ( cmo.onClass || cmo.offClass ) )

				{

					var onC = cmo.onClass, offC = cmo.offClass, $li;

					if ( colsVisible[columns[i] - 1] )

					{

						onC = offC;

						offC = cmo.onClass;

					}

					$li = $("#" + cmo.listTargetID + " li").filter(function(){return this.cmData && this.cmData.col == columns[i] - 1;});

					if ( onC )

					{

						$li.removeClass(onC);

					}

					if ( offC )

					{

						$li.addClass(offC);

					}

				}

			}

			saveCurrentValue(this);

		});

	};



	/**

	 * Shows all table columns.

	 * When columns are passed through the parameter only the passed ones become visible.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. Each column with the matching column index will become visible.

	 *							Column index starts at 1!

	 *

	 * @param {map} options		An object for optional settings which will get passed to $().toggleColumns().

	 *

	 * @example $('#table').showColumns();

	 * @desc Sets the visibility state of all hidden columns to visible.

	 *

	 * @example $('#table').showColumns(3);

	 * @desc Show column number three.

	 *

	 * @type jQuery

	 *

	 * @name showColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.showColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i,

				cols = [],

				cV = this.cMColsVisible;

			if ( cV )

			{

				if ( columns && columns.constructor == Number ) 

					columns = [columns];



				for ( i = 0; i < cV.length; i++ )

				{

					//if there were no columns passed, show all - or else show only the columns the user wants to see

					if ( !cV[i] && (!columns || $.inArray(i + 1, columns) > -1) )

						cols.push(i + 1);

				}

				

				$(this).toggleColumns(cols, cmo);

			}

		});

	};



	/**

	 * Hides table columns.

	 *

	 * @param {integer|array} columns		A number or an array of numbers. Each column with the matching column index will get hidden.

	 *							Column index starts at 1!

	 *

	 * @param {map} options		An object for optional settings which will get passed to $().toggleColumns().

	 *

	 * @example $('#table').hideColumns(3);

	 * @desc Hide column number three.

	 *

	 * @type jQuery

	 *

	 * @name hideColumns

	 * @cat Plugins/columnManager

	 * @author Roman Weich (http://p.sohei.org)

	 */

	$.fn.hideColumns = function(columns, cmo)

	{

        return this.each(function() 

        {

			var i,

				cols = columns,

				cV = this.cMColsVisible;

			if ( cV )

			{

				if ( columns.constructor == Number ) 

					columns = [columns];

				cols = [];



				for ( i = 0; i < columns.length; i++ )

				{

					if ( cV[columns[i] - 1] || cV[columns[i] - 1] == undefined )

						cols.push(columns[i]);

				}

				

			}

			$(this).toggleColumns(cols, cmo);

		});

	};

})(jQuery);
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						Table 1 Some contrasting features between the traditional Western conception of the disembodied person with that of an embodied person


		
			
				
							Traditional Western conception of the disembodied person
							The conception of an embodied person
				


			
			
				
							The world has a unique category structure independent of the minds, bodies or brains of human beings (i.e. an objective world).
							Our conceptual system is grounded in, neurally makes use of, and is crucially shaped by our perceptual and motor systems.
				


				
							There is a universal reason that characterizes the rational structure of the world. Both concepts and reason are independent of the minds, bodies and brains of human beings.
							We can only form concepts through the body. Therefore every understanding that we can have of the world, ourselves, and others can only be framed in terms of concepts shaped by our bodies.
				


				
							Reasoning may be performed by the human brain but its structure is defined by universal reason, independent of human bodies or brains. Human reason is therefore disembodied reason.
							Because our ideas are framed in terms of our unconscious embodied conceptual systems, truth and knowledge depend on embodied understanding.
				


				
							We can have objective knowledge of the world via the use of universal reason and universal concepts.
							Unconscious, basic-level concepts (e.g. primary metaphors) use our perceptual imaging and motor systems to characterize our optimal functioning in everyday life – it is at this level at which we are in touch with our environments.
				


				
							The essence of human beings, that which separates us from the animals, is the ability to use universal reason.
							We have a conceptual system that is linked to our evolutionary past (as a species). Conceptual metaphors structure abstract concepts in multiple ways, understanding is pluralistic, with a great many mutually inconsistent structurings of abstract concepts.
				


				
							Since human reason is disembodied, it is separate from and independent of all bodily capacities: perception, bodily movements, feeling emotions and so on.
							Because concepts and reason both derive from, and make use of, our perceptual and motor systems, the mind is not separate from or independent of the body (and thus classical faculty psychology is incorrect).
				


			
		


		
			► Reveal options


		

		
			

			

			Sort table


			Select column heads to sort the table.


			
				
					Reset
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							Table 4 Characteristics ascribed to simple and complex systems and complex adaptive systems


		
			
				
							Simple systems
							Complex systems
							Complex adaptive systems
				


			
			
				
							Have predictable behaviour; e.g. a fixed interest bank account.
							Generate counter-intuitive, seemingly acausal behaviour that is full of surprises; e.g. lower taxes and interest rates leading to higher unemployment.
							The elements of a system can change themselves (this relates to notions of autonomy).
				


				
							Few interactions and feedback or feed forward loops; e.g. a simple barter economy with few goods and services.
							A large array of variables with many interactions, lags, feedback loops and feed forward loops, which create the possibility that new, self-organizing behaviours will emerge; e.g. most large organizations, life itself.
							Complex outcomes can emerge from a few simple rules (this relates to initial starting conditions and the idea that complicated targets and plans may stifle creative and adaptive ability).
				


				
							Centralized decision making; e.g. power is concentrated among a few decision makers.
							Decentralized decision making – because power is more diffuse, the numerous components generate the actual system behaviour.
							Small changes can have big effects and large changes may have no effect – i.e. non-linearity operates (e.g. in the UK a small band of lorry drivers interconnected by mobile phones almost brought the country to a standstill by blocking petrol deliveries to service stations).
				


				
							Are decomposable because of weak interactions; i.e. it is possible to look at components without losing properties of the whole.
							Are irreducible – neglecting any part of the process or severing any of the connections linking its parts usually destroys essential aspects of the system behaviour or structure. There are dynamic changes in the system and the environment.
							Thrive on tension and paradox. (It is argued that healthy organizations exist on the edge of chaos – a region of moderate certainty and agreement).
				


				
							
							
							Are embedded within larger complex systems, and are made up of smaller complex systems.
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			Select column heads to sort the table.
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		Answer


		Smilla's ability to distinguish different types of snow and ice depend on her history of making distinctions, which I have called a tradition; meaning a pervasive network of understanding out of which, as an individual, she thinks and acts. It comes about because she grew up with the Inuit people and was introduced and socialized into their history of making distinctions about ice and snow. To develop a similar skill you would need to immerse yourself in the context of the Inuit and to make connections with their history, which you could embody in your actions. This would not be easy and would take time, just as learning a new language takes time.
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OEBPS/js/jquery.tablesorter.js
/*
 * 
 * TableSorter 2.0 - Client-side table sorting with ease!
 * Version 2.0.3
 * @requires jQuery v1.2.3
 * 
 * Copyright (c) 2007 Christian Bach
 * Examples and docs at: http://tablesorter.com
 * Dual licensed under the MIT and GPL licenses:
 * http://www.opensource.org/licenses/mit-license.php
 * http://www.gnu.org/licenses/gpl.html
 * 
 */
/**
 *
 * @description Create a sortable table with multi-column sorting capabilitys
 * 
 * @example $('table').tablesorter();
 * @desc Create a simple tablesorter interface.
 *
 * @example $('table').tablesorter({ sortList:[[0,0],[1,0]] });
 * @desc Create a tablesorter interface and sort on the first and secound column in ascending order.
 * 
 * @example $('table').tablesorter({ headers: { 0: { sorter: false}, 1: {sorter: false} } });
 * @desc Create a tablesorter interface and disableing the first and secound column headers.
 * 
 * @example $('table').tablesorter({ 0: {sorter:"integer"}, 1: {sorter:"currency"} });
 * @desc Create a tablesorter interface and set a column parser for the first and secound column.
 * 
 * 
 * @param Object settings An object literal containing key/value pairs to provide optional settings.
 * 
 * @option String cssHeader (optional) 			A string of the class name to be appended to sortable tr elements in the thead of the table. 
 * 												Default value: "header"
 * 
 * @option String cssAsc (optional) 			A string of the class name to be appended to sortable tr elements in the thead on a ascending sort. 
 * 												Default value: "headerSortUp"
 * 
 * @option String cssDesc (optional) 			A string of the class name to be appended to sortable tr elements in the thead on a descending sort. 
 * 												Default value: "headerSortDown"
 * 
 * @option String sortInitialOrder (optional) 	A string of the inital sorting order can be asc or desc. 
 * 												Default value: "asc"
 * 
 * @option String sortMultisortKey (optional) 	A string of the multi-column sort key. 
 * 												Default value: "shiftKey"
 * 
 * @option String textExtraction (optional) 	A string of the text-extraction method to use. 
 * 												For complex html structures inside td cell set this option to "complex", 
 * 												on large tables the complex option can be slow. 
 * 												Default value: "simple"
 * 
 * @option Object headers (optional) 			An array containing the forces sorting rules. 
 * 												This option let's you specify a default sorting rule. 
 * 												Default value: null
 * 
 * @option Array sortList (optional) 			An array containing the forces sorting rules. 
 * 												This option let's you specify a default sorting rule. 
 * 												Default value: null
 * 
 * @option Array sortForce (optional) 			An array containing forced sorting rules. 
 * 												This option let's you specify a default sorting rule, which is prepended to user-selected rules.
 * 												Default value: null
 *  
  * @option Array sortAppend (optional) 			An array containing forced sorting rules. 
 * 												This option let's you specify a default sorting rule, which is appended to user-selected rules.
 * 												Default value: null
 * 
 * @option Boolean widthFixed (optional) 		Boolean flag indicating if tablesorter should apply fixed widths to the table columns.
 * 												This is usefull when using the pager companion plugin.
 * 												This options requires the dimension jquery plugin.
 * 												Default value: false
 *
 * @option Boolean cancelSelection (optional) 	Boolean flag indicating if tablesorter should cancel selection of the table headers text.
 * 												Default value: true
 *
 * @option Boolean debug (optional) 			Boolean flag indicating if tablesorter should display debuging information usefull for development.
 *
 * @type jQuery
 *
 * @name tablesorter
 * 
 * @cat Plugins/Tablesorter
 * 
 * @author Christian Bach/christian.bach@polyester.se
 */

(function($) {
	$.extend({
		tablesorter: new function() {
			
			var parsers = [], widgets = [];
			
			this.defaults = {
				cssHeader: "header",
				cssAsc: "headerSortUp",
				cssDesc: "headerSortDown",
				sortInitialOrder: "asc",
				sortMultiSortKey: "shiftKey",
				sortForce: null,
				sortAppend: null,
				textExtraction: "simple",
				parsers: {}, 
				widgets: [],		
				widgetZebra: {css: ["even","odd"]},
				headers: {},
				widthFixed: false,
				cancelSelection: true,
				sortList: [],
				headerList: [],
				dateFormat: "us",
				decimal: '.',
				debug: false
			};
			
			/* debuging utils */
			function benchmark(s,d) {
				log(s + "," + (new Date().getTime() - d.getTime()) + "ms");
			}
			
			this.benchmark = benchmark;
			
			function log(s) {
				if (typeof console != "undefined" && typeof console.debug != "undefined") {
					console.log(s);
				} else {
					alert(s);
				}
			}
						
			/* parsers utils */
			function buildParserCache(table,$headers) {
				
				if(table.config.debug) { var parsersDebug = ""; }
				
				var rows = table.tBodies[0].rows;
				
				if(table.tBodies[0].rows[0]) {

					var list = [], cells = rows[0].cells, l = cells.length;
					
					for (var i=0;i < l; i++) {
						var p = false;
						
						if($.metadata && ($($headers[i]).metadata() && $($headers[i]).metadata().sorter)  ) {
						
							p = getParserById($($headers[i]).metadata().sorter);	
						
						} else if((table.config.headers[i] && table.config.headers[i].sorter)) {
	
							p = getParserById(table.config.headers[i].sorter);
						}
						if(!p) {
							p = detectParserForColumn(table,cells[i]);
						}
	
						if(table.config.debug) { parsersDebug += "column:" + i + " parser:" +p.id + "\n"; }
	
						list.push(p);
					}
				}
				
				if(table.config.debug) { log(parsersDebug); }

				return list;
			};
			
			function detectParserForColumn(table,node) {
				var l = parsers.length;
				for(var i=1; i < l; i++) {
					if(parsers[i].is($.trim(getElementText(table.config,node)),table,node)) {
						return parsers[i];
					}
				}
				// 0 is always the generic parser (text)
				return parsers[0];
			}
			
			function getParserById(name) {
				var l = parsers.length;
				for(var i=0; i < l; i++) {
					if(parsers[i].id.toLowerCase() == name.toLowerCase()) {	
						return parsers[i];
					}
				}
				return false;
			}
			
			/* utils */
			function buildCache(table) {
				
				if(table.config.debug) { var cacheTime = new Date(); }
				
				
				var totalRows = (table.tBodies[0] && table.tBodies[0].rows.length) || 0,
					totalCells = (table.tBodies[0].rows[0] && table.tBodies[0].rows[0].cells.length) || 0,
					parsers = table.config.parsers, 
					cache = {row: [], normalized: []};
				
					for (var i=0;i < totalRows; ++i) {
					
						/** Add the table data to main data array */
						var c = table.tBodies[0].rows[i], cols = [];
					
						cache.row.push($(c));
						
						for(var j=0; j < totalCells; ++j) {
							cols.push(parsers[j].format(getElementText(table.config,c.cells[j]),table,c.cells[j]));	
						}
												
						cols.push(i); // add position for rowCache
						cache.normalized.push(cols);
						cols = null;
					};
				
				if(table.config.debug) { benchmark("Building cache for " + totalRows + " rows:", cacheTime); }
				
				return cache;
			};
			
			function getElementText(config,node) {
				
				if(!node) return "";
								
				var t = "";
				
				if(config.textExtraction == "simple") {
					if(node.childNodes[0] && node.childNodes[0].hasChildNodes()) {
						t = node.childNodes[0].innerHTML;
					} else {
						t = node.innerHTML;
					}
				} else {
					if(typeof(config.textExtraction) == "function") {
						t = config.textExtraction(node);
					} else { 
						t = $(node).text();
					}	
				}
				return t;
			}
			
			function appendToTable(table,cache) {
				
				if(table.config.debug) {var appendTime = new Date()}
				
				var c = cache, 
					r = c.row, 
					n= c.normalized, 
					totalRows = n.length, 
					checkCell = (n[0].length-1), 
					tableBody = $(table.tBodies[0]),
					rows = [];
				
				for (var i=0;i < totalRows; i++) {
					rows.push(r[n[i][checkCell]]);	
					if(!table.config.appender) {
						
						var o = r[n[i][checkCell]];
						var l = o.length;
						for(var j=0; j < l; j++) {
							
							tableBody[0].appendChild(o[j]);
						
						}
						
						//tableBody.append(r[n[i][checkCell]]);
					}
				}	
				
				if(table.config.appender) {
				
					table.config.appender(table,rows);	
				}
				
				rows = null;
				
				if(table.config.debug) { benchmark("Rebuilt table:", appendTime); }
								
				//apply table widgets
				applyWidget(table);
				
				// trigger sortend
				setTimeout(function() {
					$(table).trigger("sortEnd");	
				},0);
				
			};
			
			function buildHeaders(table) {
				
				if(table.config.debug) { var time = new Date(); }
				
				var meta = ($.metadata) ? true : false, tableHeadersRows = [];
			
				for(var i = 0; i < table.tHead.rows.length; i++) { tableHeadersRows[i]=0; };
				
				$tableHeaders = $("thead th",table);
		
				$tableHeaders.each(function(index) {
							
					this.count = 0;
					this.column = index;
					this.order = formatSortingOrder(table.config.sortInitialOrder);
					
					if(checkHeaderMetadata(this) || checkHeaderOptions(table,index)) this.sortDisabled = true;
					
					if(!this.sortDisabled) {
						$(this).addClass(table.config.cssHeader);
					}
					
					// add cell to headerList
					table.config.headerList[index]= this;
				});
				
				if(table.config.debug) { benchmark("Built headers:", time); log($tableHeaders); }
				
				return $tableHeaders;
				
			};
						
		   	function checkCellColSpan(table, rows, row) {
                var arr = [], r = table.tHead.rows, c = r[row].cells;
				
				for(var i=0; i < c.length; i++) {
					var cell = c[i];
					
					if ( cell.colSpan > 1) { 
						arr = arr.concat(checkCellColSpan(table, headerArr,row++));
					} else  {
						if(table.tHead.length == 1 || (cell.rowSpan > 1 || !r[row+1])) {
							arr.push(cell);
						}
						//headerArr[row] = (i+row);
					}
				}
				return arr;
			};
			
			function checkHeaderMetadata(cell) {
				if(($.metadata) && ($(cell).metadata().sorter === false)) { return true; };
				return false;
			}
			
			function checkHeaderOptions(table,i) {	
				if((table.config.headers[i]) && (table.config.headers[i].sorter === false)) { return true; };
				return false;
			}
			
			function applyWidget(table) {
				var c = table.config.widgets;
				var l = c.length;
				for(var i=0; i < l; i++) {
					
					getWidgetById(c[i]).format(table);
				}
				
			}
			
			function getWidgetById(name) {
				var l = widgets.length;
				for(var i=0; i < l; i++) {
					if(widgets[i].id.toLowerCase() == name.toLowerCase() ) {
						return widgets[i]; 
					}
				}
			};
			
			function formatSortingOrder(v) {
				
				if(typeof(v) != "Number") {
					i = (v.toLowerCase() == "desc") ? 1 : 0;
				} else {
					i = (v == (0 || 1)) ? v : 0;
				}
				return i;
			}
			
			function isValueInArray(v, a) {
				var l = a.length;
				for(var i=0; i < l; i++) {
					if(a[i][0] == v) {
						return true;	
					}
				}
				return false;
			}
				
			function setHeadersCss(table,$headers, list, css) {
				// remove all header information
				$headers.removeClass(css[0]).removeClass(css[1]);
				
				var h = [];
				$headers.each(function(offset) {
						if(!this.sortDisabled) {
							h[this.column] = $(this);					
						}
				});
				
				var l = list.length; 
				for(var i=0; i < l; i++) {
					h[list[i][0]].addClass(css[list[i][1]]);
				}
			}
			
			function fixColumnWidth(table,$headers) {
				var c = table.config;
				if(c.widthFixed) {
					var colgroup = $('<colgroup>');
					$("tr:first td",table.tBodies[0]).each(function() {
						colgroup.append($('<col>').css('width',$(this).width()));
					});
					$(table).prepend(colgroup);
				};
			}
			
			function updateHeaderSortCount(table,sortList) {
				var c = table.config, l = sortList.length;
				for(var i=0; i < l; i++) {
					var s = sortList[i], o = c.headerList[s[0]];
					o.count = s[1];
					o.count++;
				}
			}
			
			/* sorting methods */
			function multisort(table,sortList,cache) {
				
				if(table.config.debug) { var sortTime = new Date(); }
				
				var dynamicExp = "var sortWrapper = function(a,b) {", l = sortList.length;
					
				for(var i=0; i < l; i++) {
					
					var c = sortList[i][0];
					var order = sortList[i][1];
					var s = (getCachedSortType(table.config.parsers,c) == "text") ? ((order == 0) ? "sortText" : "sortTextDesc") : ((order == 0) ? "sortNumeric" : "sortNumericDesc");
					
					var e = "e" + i;
					
					dynamicExp += "var " + e + " = " + s + "(a[" + c + "],b[" + c + "]); ";
					dynamicExp += "if(" + e + ") { return " + e + "; } ";
					dynamicExp += "else { ";
				}
				
				// if value is the same keep orignal order	
				var orgOrderCol = cache.normalized[0].length - 1;
				dynamicExp += "return a[" + orgOrderCol + "]-b[" + orgOrderCol + "];";
						
				for(var i=0; i < l; i++) {
					dynamicExp += "}; ";
				}
				
				dynamicExp += "return 0; ";	
				dynamicExp += "}; ";	
				
				eval(dynamicExp);
				
				cache.normalized.sort(sortWrapper);
				
				if(table.config.debug) { benchmark("Sorting on " + sortList.toString() + " and dir " + order+ " time:", sortTime); }
				
				return cache;
			};
			
			function sortText(a,b) {
				return ((a < b) ? -1 : ((a > b) ? 1 : 0));
			};
			
			function sortTextDesc(a,b) {
				return ((b < a) ? -1 : ((b > a) ? 1 : 0));
			};	
			
	 		function sortNumeric(a,b) {
				return a-b;
			};
			
			function sortNumericDesc(a,b) {
				return b-a;
			};
			
			function getCachedSortType(parsers,i) {
				return parsers[i].type;
			};
			
			/* public methods */
			this.construct = function(settings) {

				return this.each(function() {
					
					if(!this.tHead || !this.tBodies) return;
					
					var $this, $document,$headers, cache, config, shiftDown = 0, sortOrder;
					
					this.config = {};
					
					config = $.extend(this.config, $.tablesorter.defaults, settings);
					
					// store common expression for speed					
					$this = $(this);
					
					// build headers
					$headers = buildHeaders(this);
					
					// try to auto detect column type, and store in tables config
					this.config.parsers = buildParserCache(this,$headers);
					
					
					// build the cache for the tbody cells
					cache = buildCache(this);
					
					// get the css class names, could be done else where.
					var sortCSS = [config.cssDesc,config.cssAsc];
					
					// fixate columns if the users supplies the fixedWidth option
					fixColumnWidth(this);
					
					// apply event handling to headers
					// this is to big, perhaps break it out?
					$headers.click(function(e) {
						
						$this.trigger("sortStart");
						
						var totalRows = ($this[0].tBodies[0] && $this[0].tBodies[0].rows.length) || 0;
						
						if(!this.sortDisabled && totalRows > 0) {
							
							
							// store exp, for speed
							var $cell = $(this);
	
							// get current column index
							var i = this.column;
							
							// get current column sort order
							this.order = this.count++ % 2;
							
							// user only whants to sort on one column
							if(!e[config.sortMultiSortKey]) {
								
								// flush the sort list
								config.sortList = [];
								
								if(config.sortForce != null) {
									var a = config.sortForce; 
									for(var j=0; j < a.length; j++) {
										if(a[j][0] != i) {
											config.sortList.push(a[j]);
										}
									}
								}
								
								// add column to sort list
								config.sortList.push([i,this.order]);
							
							// multi column sorting
							} else {
								// the user has clicked on an all ready sortet column.
								if(isValueInArray(i,config.sortList)) {	 
									
									// revers the sorting direction for all tables.
									for(var j=0; j < config.sortList.length; j++) {
										var s = config.sortList[j], o = config.headerList[s[0]];
										if(s[0] == i) {
											o.count = s[1];
											o.count++;
											s[1] = o.count % 2;
										}
									}	
								} else {
									// add column to sort list array
									config.sortList.push([i,this.order]);
								}
							};
							setTimeout(function() {
								//set css for headers
								setHeadersCss($this[0],$headers,config.sortList,sortCSS);
								appendToTable($this[0],multisort($this[0],config.sortList,cache));
							},1);
							// stop normal event by returning false
							return false;
						}
					// cancel selection	
					}).mousedown(function() {
						if(config.cancelSelection) {
							this.onselectstart = function() {return false};
							return false;
						}
					});
					
					// apply easy methods that trigger binded events
					$this.bind("update",function() {
						
						// rebuild parsers.
						this.config.parsers = buildParserCache(this,$headers);
						
						// rebuild the cache map
						cache = buildCache(this);
						
					}).bind("sorton",function(e,list) {
						
						$(this).trigger("sortStart");
						
						config.sortList = list;
						
						// update and store the sortlist
						var sortList = config.sortList;
						
						// update header count index
						updateHeaderSortCount(this,sortList);
						
						//set css for headers
						setHeadersCss(this,$headers,sortList,sortCSS);
						
						
						// sort the table and append it to the dom
						appendToTable(this,multisort(this,sortList,cache));

					}).bind("appendCache",function() {
						
						appendToTable(this,cache);
					
					}).bind("applyWidgetId",function(e,id) {
						
						getWidgetById(id).format(this);
						
					}).bind("applyWidgets",function() {
						// apply widgets
						applyWidget(this);
					});
					
					if($.metadata && ($(this).metadata() && $(this).metadata().sortlist)) {
						config.sortList = $(this).metadata().sortlist;
					}
					// if user has supplied a sort list to constructor.
					if(config.sortList.length > 0) {
						$this.trigger("sorton",[config.sortList]);	
					}
					
					// apply widgets
					applyWidget(this);
				});
			};
			
			this.addParser = function(parser) {
				var l = parsers.length, a = true;
				for(var i=0; i < l; i++) {
					if(parsers[i].id.toLowerCase() == parser.id.toLowerCase()) {
						a = false;
					}
				}
				if(a) { parsers.push(parser); };
			};
			
			this.addWidget = function(widget) {
				widgets.push(widget);
			};
			
			this.formatFloat = function(s) {
				var i = parseFloat(s);
				return (isNaN(i)) ? 0 : i;
			};
			this.formatInt = function(s) {
				var i = parseInt(s);
				return (isNaN(i)) ? 0 : i;
			};
			
			this.isDigit = function(s,config) {
				var DECIMAL = '\\' + config.decimal;
				var exp = '/(^[+]?0(' + DECIMAL +'0+)?$)|(^([-+]?[1-9][0-9]*)$)|(^([-+]?((0?|[1-9][0-9]*)' + DECIMAL +'(0*[1-9][0-9]*)))$)|(^[-+]?[1-9]+[0-9]*' + DECIMAL +'0+$)/';
				return RegExp(exp).test($.trim(s));
			};
			
			this.clearTableBody = function(table) {
				if($.browser.msie) {
					function empty() {
						while ( this.firstChild ) this.removeChild( this.firstChild );
					}
					empty.apply(table.tBodies[0]);
				} else {
					table.tBodies[0].innerHTML = "";
				}
			};
		}
	});
	
	// extend plugin scope
	$.fn.extend({
        tablesorter: $.tablesorter.construct
	});
	
	var ts = $.tablesorter;
	
	// add default parsers
	ts.addParser({
		id: "text",
		is: function(s) {
			return true;
		},
		format: function(s) {
			return $.trim(s.toLowerCase());
		},
		type: "text"
	});
	
	ts.addParser({
		id: "digit",
		is: function(s,table) {
			var c = table.config;
			return $.tablesorter.isDigit(s,c);
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s);
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "currency",
		is: function(s) {
			return /^[Â£$â�¬?.]/.test(s);
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s.replace(new RegExp(/[^0-9.]/g),""));
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "ipAddress",
		is: function(s) {
			return /^\d{2,3}[\.]\d{2,3}[\.]\d{2,3}[\.]\d{2,3}$/.test(s);
		},
		format: function(s) {
			var a = s.split("."), r = "", l = a.length;
			for(var i = 0; i < l; i++) {
				var item = a[i];
			   	if(item.length == 2) {
					r += "0" + item;
			   	} else {
					r += item;
			   	}
			}
			return $.tablesorter.formatFloat(r);
		},
		type: "numeric"
	});
	
	ts.addParser({
		id: "url",
		is: function(s) {
			return /^(https?|ftp|file):\/\/$/.test(s);
		},
		format: function(s) {
			return jQuery.trim(s.replace(new RegExp(/(https?|ftp|file):\/\//),''));
		},
		type: "text"
	});
	
	ts.addParser({
		id: "isoDate",
		is: function(s) {
			return /^\d{4}[\/-]\d{1,2}[\/-]\d{1,2}$/.test(s);
		},
		format: function(s) {
			return $.tablesorter.formatFloat((s != "") ? new Date(s.replace(new RegExp(/-/g),"/")).getTime() : "0");
		},
		type: "numeric"
	});
		
	ts.addParser({
		id: "percent",
		is: function(s) { 
			return /\%$/.test($.trim(s));
		},
		format: function(s) {
			return $.tablesorter.formatFloat(s.replace(new RegExp(/%/g),""));
		},
		type: "numeric"
	});

	ts.addParser({
		id: "usLongDate",
		is: function(s) {
			return s.match(new RegExp(/^[A-Za-z]{3,10}\.? [0-9]{1,2}, ([0-9]{4}|'?[0-9]{2}) (([0-2]?[0-9]:[0-5][0-9])|([0-1]?[0-9]:[0-5][0-9]\s(AM|PM)))$/));
		},
		format: function(s) {
			return $.tablesorter.formatFloat(new Date(s).getTime());
		},
		type: "numeric"
	});

	ts.addParser({
		id: "shortDate",
		is: function(s) {
			return /\d{1,2}[\/\-]\d{1,2}[\/\-]\d{2,4}/.test(s);
		},
		format: function(s,table) {
			var c = table.config;
			s = s.replace(/\-/g,"/");
			if(c.dateFormat == "us") {
				// reformat the string in ISO format
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{4})/, "$3/$1/$2");
			} else if(c.dateFormat == "uk") {
				//reformat the string in ISO format
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{4})/, "$3/$2/$1");
			} else if(c.dateFormat == "dd/mm/yy" || c.dateFormat == "dd-mm-yy") {
				s = s.replace(/(\d{1,2})[\/\-](\d{1,2})[\/\-](\d{2})/, "$1/$2/$3");	
			}
			return $.tablesorter.formatFloat(new Date(s).getTime());
		},
		type: "numeric"
	});

	ts.addParser({
	    id: "time",
	    is: function(s) {
	        return /^(([0-2]?[0-9]:[0-5][0-9])|([0-1]?[0-9]:[0-5][0-9]\s(am|pm)))$/.test(s);
	    },
	    format: function(s) {
	        return $.tablesorter.formatFloat(new Date("2000/01/01 " + s).getTime());
	    },
	  type: "numeric"
	});
	
	
	ts.addParser({
	    id: "metadata",
	    is: function(s) {
	        return false;
	    },
	    format: function(s,table,cell) {
			var c = table.config, p = (!c.parserMetadataName) ? 'sortValue' : c.parserMetadataName;
	        return $(cell).metadata()[p];
	    },
	  type: "numeric"
	});
	
	// add default widgets
	ts.addWidget({
		id: "zebra",
		format: function(table) {
			if(table.config.debug) { var time = new Date(); }
			$("tr:visible",table.tBodies[0])
	        .filter(':even')
	        .removeClass(table.config.widgetZebra.css[1]).addClass(table.config.widgetZebra.css[0])
	        .end().filter(':odd')
	        .removeClass(table.config.widgetZebra.css[0]).addClass(table.config.widgetZebra.css[1]);
			if(table.config.debug) { $.tablesorter.benchmark("Applying Zebra widget", time); }
		}
	});	
})(jQuery);
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		Answer


		Statement (2) best conforms to the idea of formulating a system of interest because it considers systems not as things out there in the ‘real world’ – as in answers (1) and (3) but as a useful way of thinking about – engaging with – complexity from different perspectives. Statements (1) and (3) have little to say about context therefore it is more difficult to consider how these might be reformulated as systems of interest.
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		Answer


		I think descriptions (1) and (2) exemplify systematic thinking. If I accept (1) for what it is, there is a step-by-step procedure that I know from experience will result in a successful analysis. For me, (2) and (3) exemplify simple cause-and-effect thinking, which in both situations could represent a trap. Description (4) is for me an example of systematic thinking that conceptualizes life as understandable in terms of basic building blocks, which can be understood by studying the properties of the blocks. Example (5) suggests to me someone who is thinking and possibly acting systemically. I say possibly, because I would like to check out the claims from perspectives other than the managing director's.
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		Discussion


		For me the following story was helpful in making sense of what I mean by experience. I had the good fortune to do a consultancy in South Africa just after the first multi-racial elections. It was a time of goodwill and enthusiasm and general optimism. An incident happened towards the end of a flight from Johannesburg to East London in the new province of the Eastern Cape.


		As the plane taxied up the tarmac towards the terminal, I experienced my South African colleague, in the seat next to me, as becoming agitated and tense. Looking out the window, as he was, I could not distinguish anything that I could see as the cause of his distress. When I enquired, he pointed to some seemingly innocuous cement pillars, which he explained were the remains of gun emplacements left over from the state of emergency in the apartheid era. Because of his history, which was different to mine, he had seen what I could not see, that is his observation consisted of distinctions that I had not made. Furthermore, the distinctions my colleague made altered his mental, emotional and physiological state – they altered his being. My colleague made distinctions I was unable to make and thus he experienced something I did not.
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							Way of being aware
							Advantages
							Potential traps when missing
				


			
			
				
							surface traditions
							you know what theory informs your practice
							you remain unaware of your own prejudices
				


				
							
							you can actively choose new theoretical frameworks
							you have theories that are not suited to the context
				


				
							
							allows surfacing and questioning of many hidden assumptions
							
				


				
							epistemologically aware
							increases the choices you have as a practitioner
							conflict (including passive aggression) arises when your truth claim (perspective) is asserted over someone else's
				


				
							
							alters your approach from one of discovering or describing systems to constructing or designing systems of interest
							collaborative action is more difficult
				


				
							appreciate observer
							avoid mistaken reliance on objectivity
							avoid taking responsibility for actions
				


				
							
							enables a richer appreciation of what is involved in human communication
							avoid being ethical
				


				
							embody systems thinking
							you are more readily able to contextualize your practice, you can adapt it to novel situations
							your actions are confined to the theoretical rather than constituting praxis (combining theory and practice)
				


				
							
							you appreciate the history of the situation in which you are practising
							
				


				
							incorporate ethics
							is an act of being responsible
							you take responsibilities for others without their agreement
				


				
							
							can increase the choices available to stakeholders
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